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2013 год 2 тур

Требования

Пятая задача Кипукамайока

Исходная ситуация

В информационной базе «1С:Бухгалтерии» имеются проводки за некоторый период ведения учета. Каждая проводка содержит корреспонденцию двух счетов и сумму. Счета могут иметь субсчета первого порядка в виде: <код синтетического счета>[.<код субсчета>] . Проводки с отрицательными суммами («сторно») отсутствуют.

Требуется

Разработать внешний отчет, в котором предлагается вариант разбиения всех счетов, представленных в проводках, на минимальное количество групп, каждая из которых содержит синтетические счета, которые не корреспондируют друг с другом ни в одной из проводок, имеющихся в информационной  базе. При этом проводки, в которых корреспондируют одинаковые синтетические счета, а также проводки с нулевыми суммами учитывать не надо. Результат представить в виде отчета, форма которого приведена в примере.

Пример

Исходные данные (проводки в ИБ)

|  |  |  |  |
| --- | --- | --- | --- |
| Дата | Счет дебета | Счет кредита | Сумма |
| 03.03.13 | 62.1 | 90.1 | 31 000.00 |
| 10.03.13 | 76.9 | 51 | 17 000.00 |
| 12.03.13 | 26 | 51 | 150.00 |
| 14.03.13 | 60.2 | 51 | 22 000.00 |
| 17.03.13 | 26 | 60.1 | 1 200.00 |
| 19.03.13 | 76.5 | 90.1 | 41 000.00 |
| 19.03.13 | 62.1 | 76.5 | 41 000.00 |
| 23.03.13 | 51 | 62.1 | 72 000.00 |
| 24.03.13 | 60.1 | 60.2 | 22 000.00 |
| 24.03.13 | 20 | 60.1 | 22 000.00 |
| 31.03.13 | 20 | 26 | 1 350.00 |
| 31.03.13 | 90.2 | 20 | 23 350.00 |

Результат (отчет)

|  |  |
| --- | --- |
| Номер группы | Счета |
| 1 | 51, 20 |
| 2 | 60, 76 |
| 3 | 26, 62 |
| 4 | 90 |

 Исходные данные

Исходные данные представлены в ИБ каркасной конфигурации.

В каркасную конфигурацию включены:

* План счетов бухгалтерского учета, содержащий несколько счетов.
* Регистр бухгалтерии, с проводками, соответствующими примеру.
* Документ для ввода проводок.

Решение

Для разбиения счетов на группы можно использовать следующий алгоритм: обходим все синтетические счета, участвующие в корреспонденции, для каждого, ещё не сгруппированного, собирается группа других счетов (так же не сгруппированных), проверяя на каждой итерации есть ли корреспонденция между каждым из счетов. При добавлении счета в группу (при условии, что он не корреспондирует ни с одним из группы) он помечается сгруппированным и обход продолжается, пока не будут сгруппированы все счета. Для наглядности рассмотрим пример:

Проводки:

|  |  |
| --- | --- |
| Счет дебет | Счет кредит |
| 10 | 11 |
| 20 | 11 |
| 10 | 21 |
| 21 | 20 |
| 11 | 30 |

Процесс работы алгоритма:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Итерация | Начальные данные | | Составление группы | |
| Счет | Сгруппирован? | Итерация | Группа |
| 1 | 10 | Нет | 1 | 10 |
| 11 | Нет | 2 | 10,20 |
| 20 | Нет | 3 | 10,20,30 |
| 21 | Нет |  | |
| 30 | Нет |
| 2 | 10 | Да | 1 | 11 |
| 11 | Нет | 2 | 11,21 |
| 20 | Да |  | |
| 21 | Нет |
| 30 | Да |
| 3 | 10 | Да | Разбиение закончено | |
| 11 | Да |
| 20 | Да |
| 21 | Да |
| 30 | Да |

Для реализации алгоритма требуются следующие данные: список счетов участвующих в корреспонденции и списки корреспондирующих между собой счетов.

Реализация

Процедура КнопкаСформироватьНажатие(Кнопка)

табДок = Новый ТабличныйДокумент;

СформироватьОтчет(табДок);

табДок.Показать("Результат");

КонецПроцедуры

&НаСервере

Процедура СформироватьОтчет(табДок)

// отладка

ВремяНачала = ТекущаяУниверсальнаяДата();

Макет = ОтчетОбъект.ПолучитьМакет("Макет");

ОбластьЗаголовок = Макет.ПолучитьОбласть("Заголовок");

ОбластьДанные = Макет.ПолучитьОбласть("Данные");

табДок.Вывести(ОбластьЗаголовок);

// массив счетов, участвующих в проводках

СчетаПроводок = Новый Массив();

// массив соответствий корреспонденции

ПроводкиСоответствие = Новый Массив();

// массив "сгруппирован или нет"

СчетСгруппирован = Новый Массив();

// получаем счета имеющиеся в проводках

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ РАЗЛИЧНЫЕ

| ПланСчетов.Код КАК Код,

| ПланСчетов.Родитель.Код

|ИЗ

| ПланСчетов.ПланСчетов КАК ПланСчетов,

| (ВЫБРАТЬ

| РегистрБухгалтерии.СчетДт.Код КАК СчетДтКод,

| РегистрБухгалтерии.СчетКт.Код КАК СчетКтКод

| ИЗ

| РегистрБухгалтерии.РегистрБухгалтерии КАК РегистрБухгалтерии) КАК ВложенныйЗапрос

|ГДЕ

| ПланСчетов.Код В (ВложенныйЗапрос.СчетДтКод, ВложенныйЗапрос.СчетКтКод)

|

|УПОРЯДОЧИТЬ ПО

| Код";

Результат = Запрос.Выполнить();

Выборка = Результат.Выбрать();

Пока Выборка.Следующий() Цикл

// получаем код синтетического счета

СинтетическийСчет = Выборка.Код;

Если Выборка.РодительКод <> null Тогда

СинтетическийСчет = Выборка.РодительКод;

КонецЕсли;

КодСинтетическогоСчета = Число(СтрЗаменить(СинтетическийСчет,".",""));

// проверяем не добавлен ли уже счет в массив

Если СчетаПроводок.Найти(КодСинтетическогоСчета) = Неопределено Тогда

СчетаПроводок.Добавить(КодСинтетическогоСчета);

// создаем массив для корреспонденции

МассивКорреспонденции = Новый Массив();

ПроводкиСоответствие.Добавить(МассивКорреспонденции);

// отладка

//Сообщить("Добавлен счет: " + КодСинтетическогоСчета);

СчетСгруппирован.Добавить(Ложь);

КонецЕсли;

КонецЦикла;

// считываем корреспонденцию

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| РегистрБухгалтерии.СчетДт.Код,

| РегистрБухгалтерии.СчетДт.Родитель.Код,

| РегистрБухгалтерии.СчетКт.Код,

| РегистрБухгалтерии.СчетКт.Родитель.Код,

| РегистрБухгалтерии.Сумма

|ИЗ

| РегистрБухгалтерии.РегистрБухгалтерии КАК РегистрБухгалтерии

|ГДЕ

| РегистрБухгалтерии.Сумма <> 0";

Результат = Запрос.Выполнить();

Выборка = Результат.Выбрать();

// заполняем массив счетов, учавствующих в проводках

Пока Выборка.Следующий() Цикл

// СчетДТ

СинтетическийСчетДТ = Выборка.СчетДтКод;

Если Выборка.СчетДтРодительКод <> null Тогда

СинтетическийСчетДТ = Выборка.СчетДтРодительКод;

КонецЕсли;

КодСинтетическогоСчетаДТ = Число(СтрЗаменить(СинтетическийСчетДТ,".",""));

// СчетКТ

СинтетическийСчетКТ = Выборка.СчетКтКод;

Если Выборка.СчетКтРодительКод <> null Тогда

СинтетическийСчетКТ = Выборка.СчетКтРодительКод;

КонецЕсли;

КодСинтетическогоСчетаКТ = Число(СтрЗаменить(СинтетическийСчетКТ,".",""));

// отладка

//Сообщить("синтетические счета: " + КодСинтетическогоСчетаДТ + "," + КодСинтетическогоСчетаКТ);

// проверяем разные ли счета

Если КодСинтетическогоСчетаДТ <> КодСинтетическогоСчетаКТ Тогда

// ищем счета

СчетДТ = СчетаПроводок.Найти(КодСинтетическогоСчетаДТ);

СчетКТ = СчетаПроводок.Найти(КодСинтетическогоСчетаКТ);

// получаем массивы корреспонденции

МассивКорреспонденцииДТ = ПроводкиСоответствие.Получить(СчетДТ);

МассивКорреспонденцииКТ = ПроводкиСоответствие.Получить(СчетКТ);

// проверяем не было ли между ними корреспонденции

Если МассивКорреспонденцииДТ.Найти(КодСинтетическогоСчетаКТ) = Неопределено Тогда

// добавляем в массивы данные

МассивКорреспонденцииДТ.Добавить(КодСинтетическогоСчетаКТ);

МассивКорреспонденцииКТ.Добавить(КодСинтетическогоСчетаДТ);

//Сообщить("Добавлена корреспонденция: " + КодСинтетическогоСчетаДТ + "," + КодСинтетическогоСчетаКТ);

КонецЕсли;

КонецЕсли;

КонецЦикла;

НомерГруппы = 1;

КолСчетов = СчетаПроводок.Количество();

Сгруппированно = 0;

// Обходим получившуюся корреспонденцию, отмечая сгруппированные счета

Для Индекс = 0 по СчетаПроводок.ВГраница() Цикл

// проверяем не сгруппирован ли уже счет

Если СчетСгруппирован[Индекс] = Истина Тогда

Продолжить;

КонецЕсли;

// получаем данные

Счет = СчетаПроводок.Получить(Индекс);

// устанавливаем данные перед обходом

СчетаВГруппе = Новый Массив();

СчетаВГруппе.Добавить(Индекс);

СчетСгруппирован[Индекс] = Истина;

Сгруппированно = Сгруппированно + 1;

// отладка

//Сообщить("Начало группы: " + Счет);

// обходим счета, в поиске отсутствующих в корреспонденции

Для Индекс2 = 0 по СчетаПроводок.ВГраница() Цикл

// проверяем не сгруппирован ли уже счет

Если СчетСгруппирован[Индекс2] = Истина Тогда

Продолжить;

КонецЕсли;

// получаем данные

СчетКор = СчетаПроводок.Получить(Индекс2);

// отладка

//Сообщить("Проверяем корреспонденцию группы с " + СчетКор);

// обходим группу

НеКорреспондирует = 0;

Для Каждого СчетГруппы Из СчетаВГруппе Цикл

// получаем его массив корреспонденции

МассивКорреспонденции = ПроводкиСоответствие.Получить(СчетГруппы);

// проверяем наличие корреспонденции

Если МассивКорреспонденции.Найти(СчетКор) = Неопределено Тогда

// запоминаем что не корреспондирует

НеКорреспондирует = НеКорреспондирует + 1;

КонецЕсли;

КонецЦикла;

// проверяем, со всеми ли не корреспондирует

Если НеКорреспондирует = СчетаВГруппе.Количество() Тогда

// отладка

//Сообщить("Кореспонденция не найдена");

// добавляем в группу

СчетаВГруппе.Добавить(Индекс2);

// помечаем сгруппированным

СчетСгруппирован[Индекс2] = Истина;

Сгруппированно = Сгруппированно + 1;

КонецЕсли;

КонецЦикла;

ГруппыСтр = Строка(Счет);

Для Индекс3 = 1 по СчетаВГруппе.ВГраница() Цикл

ИндексСчета = СчетаВГруппе[Индекс3];

ГруппыСтр = ГруппыСтр + ", " + СчетаПроводок.Получить(ИндексСчета);

КонецЦикла;

// выводим в табличный документ

ОбластьДанные.Параметры.НомерГруппы = НомерГруппы;

ОбластьДанные.Параметры.Счета = ГруппыСтр;

табДок.Вывести(ОбластьДанные);

// следующая группа

НомерГруппы = НомерГруппы + 1;

// проверяем все ли сгруппированы, чтобы не продолжать обход

Если Сгруппированно = КолСчетов Тогда

Прервать;

КонецЕсли;

КонецЦикла;

// отладка

ВремяВыполнения = ТекущаяУниверсальнаяДата() - ВремяНачала;

Сообщить("Время выполнения: " + ВремяВыполнения + " мс");

КонецПроцедуры

Автор: Михайлов Алексей

Пояснения к коду:

Процедура КнопкаСформироватьНажатие(Кнопка)

табДок = Новый ТабличныйДокумент;

СформироватьОтчет(табДок);

табДок.Показать("Результат");

КонецПроцедуры

Данная процедура отвечает за обработку нажатия кнопки Сформировать. В ней создается новый объект – табличный документ, в который формируется отчет (на стороне сервера) и после этого документ показывается пользователю.

Макет = ОтчетОбъект.ПолучитьМакет("Макет");

ОбластьЗаголовок = Макет.ПолучитьОбласть("Заголовок");

ОбластьДанные = Макет.ПолучитьОбласть("Данные");

табДок.Вывести(ОбластьЗаголовок);

В данном блоке происходит получение макета табличного документа, его областей для отображения и вывод заголовка.

// массив счетов, участвующих в проводках

СчетаПроводок = Новый Массив();

// массив соответствий корреспонденции

ПроводкиСоответствие = Новый Массив();

// массив "сгруппирован или нет"

СчетСгруппирован = Новый Массив();

В данном блоке создаются массивы для хранения данных. СчетаПроводок – список все счетов, участвующих в проводках и которые должны быть распределены. ПроводкиСоответствие – массив содержащий массивы счетов, которые корреспондируют с соответствующим счетом. СчетСгруппирован – массив отвечающий за хранение логической переменной, отвечающей сгруппирован ли уже счет или нет.

Пример данных:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| СчетаПроводок | | ПроводкиСоответствие | | | СчетСгруппирован | |
| Индекс | Счет | Индекс | Счета | | Индекс | Значение |
| 1 | 10 | 1 | 1 | 11 | 1 | Ложь |
| 2 | 21 |
| 2 | 11 | 2 | 1 | 10 | 2 | Ложь |
| 2 | 20 |
| 3 | 30 |
| 3 | 20 | 3 | 1 | 11 | 3 | Ложь |
| 2 | 21 |
| 4 | 21 | 4 | 1 | 10 | 4 | Ложь |
| 2 | 20 |
| 5 | 30 | 5 | 1 | 11 | 5 | Ложь |

// получаем счета имеющиеся в проводках

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ РАЗЛИЧНЫЕ

| ПланСчетов.Код КАК Код,

| ПланСчетов.Родитель.Код

|ИЗ

| ПланСчетов.ПланСчетов КАК ПланСчетов,

| (ВЫБРАТЬ

| РегистрБухгалтерии.СчетДт.Код КАК СчетДтКод,

| РегистрБухгалтерии.СчетКт.Код КАК СчетКтКод

| ИЗ

| РегистрБухгалтерии.РегистрБухгалтерии КАК РегистрБухгалтерии) КАК ВложенныйЗапрос

|ГДЕ

| ПланСчетов.Код В (ВложенныйЗапрос.СчетДтКод, ВложенныйЗапрос.СчетКтКод)

|

|УПОРЯДОЧИТЬ ПО

| Код";

Результат = Запрос.Выполнить();

Выборка = Результат.Выбрать();

Пока Выборка.Следующий() Цикл

// получаем код синтетического счета

СинтетическийСчет = Выборка.Код;

Если Выборка.РодительКод <> null Тогда

СинтетическийСчет = Выборка.РодительКод;

КонецЕсли;

КодСинтетическогоСчета = Число(СтрЗаменить(СинтетическийСчет,".",""));

// проверяем не добавлен ли уже счет в массив

Если СчетаПроводок.Найти(КодСинтетическогоСчета) = Неопределено Тогда

СчетаПроводок.Добавить(КодСинтетическогоСчета);

// создаем массив для корреспонденции

МассивКорреспонденции = Новый Массив();

ПроводкиСоответствие.Добавить(МассивКорреспонденции);

// отладка

//Сообщить("Добавлен счет: " + КодСинтетическогоСчета);

СчетСгруппирован.Добавить(Ложь);

КонецЕсли;

КонецЦикла;

В данном блоке идет получение счетов из базы данных и запись их в массив СчетаПроводок. Выбираются только счета участвующие в проводках, с сортировкой по Коду. Получаем Код счета и Код родителя счета, чтобы отбросить субсчета и взять только синтетические. После получения данных идет обход результата, если имеется родитель – берем его код, далее преобразуем строковый код к числу и добавляем в массив СчетаПроводок (предварительно проверив нет ли уже в массиве данного счета). При добавлении так же создаем массив для корреспонденции и добавляем Ложь в СчетСгруппирован (чтобы один и тот же индекс отвечал во всех трех массивах за данные об одном счете).

// считываем корреспонденцию

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| РегистрБухгалтерии.СчетДт.Код,

| РегистрБухгалтерии.СчетДт.Родитель.Код,

| РегистрБухгалтерии.СчетКт.Код,

| РегистрБухгалтерии.СчетКт.Родитель.Код,

| РегистрБухгалтерии.Сумма

|ИЗ

| РегистрБухгалтерии.РегистрБухгалтерии КАК РегистрБухгалтерии

|ГДЕ

| РегистрБухгалтерии.Сумма <> 0";

Результат = Запрос.Выполнить();

Выборка = Результат.Выбрать();

// заполняем массив счетов, учавствующих в проводках

Пока Выборка.Следующий() Цикл

// СчетДТ

СинтетическийСчетДТ = Выборка.СчетДтКод;

Если Выборка.СчетДтРодительКод <> null Тогда

СинтетическийСчетДТ = Выборка.СчетДтРодительКод;

КонецЕсли;

КодСинтетическогоСчетаДТ = Число(СтрЗаменить(СинтетическийСчетДТ,".",""));

// СчетКТ

СинтетическийСчетКТ = Выборка.СчетКтКод;

Если Выборка.СчетКтРодительКод <> null Тогда

СинтетическийСчетКТ = Выборка.СчетКтРодительКод;

КонецЕсли;

КодСинтетическогоСчетаКТ = Число(СтрЗаменить(СинтетическийСчетКТ,".",""));

// отладка

//Сообщить("синтетические счета: " + КодСинтетическогоСчетаДТ + "," + КодСинтетическогоСчетаКТ);

// проверяем разные ли счета

Если КодСинтетическогоСчетаДТ <> КодСинтетическогоСчетаКТ Тогда

// ищем счета

СчетДТ = СчетаПроводок.Найти(КодСинтетическогоСчетаДТ);

СчетКТ = СчетаПроводок.Найти(КодСинтетическогоСчетаКТ);

// получаем массивы корреспонденции

МассивКорреспонденцииДТ = ПроводкиСоответствие.Получить(СчетДТ);

МассивКорреспонденцииКТ = ПроводкиСоответствие.Получить(СчетКТ);

// проверяем не было ли между ними корреспонденции

Если МассивКорреспонденцииДТ.Найти(КодСинтетическогоСчетаКТ) = Неопределено Тогда

// добавляем в массивы данные

МассивКорреспонденцииДТ.Добавить(КодСинтетическогоСчетаКТ);

МассивКорреспонденцииКТ.Добавить(КодСинтетическогоСчетаДТ);

//Сообщить("Добавлена корреспонденция: " + КодСинтетическогоСчетаДТ + "," + КодСинтетическогоСчетаКТ);

КонецЕсли;

КонецЕсли;

КонецЦикла;

В данном блоке происходит получение данных по проводкам из базы данных и заполняется массив корреспонденции. При получении данных берутся все проводки с ненулевыми суммами (одно из условий задачи). Далее при обходе результата получаются численные коды синтетических счетов дебета и кредита, и в случае если они разные (также одно из условий задачи), определяется индекс в массиве СчетаПроводок отвечающий за оба счета, берется массив корреспонденции каждого счета (расположенный по найденному индексу) и если в корреспонденции ещё нет записи о том, что эти два счета корреспондируют друг с другом – добавляются эти записи.

НомерГруппы = 1;

КолСчетов = СчетаПроводок.Количество();

Сгруппированно = 0;

// Обходим получившуюся корреспонденцию, отмечая сгруппированные счета

Для Индекс = 0 по СчетаПроводок.ВГраница() Цикл

// проверяем не сгруппирован ли уже счет

Если СчетСгруппирован[Индекс] = Истина Тогда

Продолжить;

КонецЕсли;

// получаем данные

Счет = СчетаПроводок.Получить(Индекс);

// устанавливаем данные перед обходом

СчетаВГруппе = Новый Массив();

СчетаВГруппе.Добавить(Индекс);

СчетСгруппирован[Индекс] = Истина;

Сгруппированно = Сгруппированно + 1;

// отладка

//Сообщить("Начало группы: " + Счет);

// обходим счета, в поиске отсутствующих в корреспонденции

Для Индекс2 = 0 по СчетаПроводок.ВГраница() Цикл

// проверяем не сгруппирован ли уже счет

Если СчетСгруппирован[Индекс2] = Истина Тогда

Продолжить;

КонецЕсли;

// получаем данные

СчетКор = СчетаПроводок.Получить(Индекс2);

// отладка

//Сообщить("Проверяем корреспонденцию группы с " + СчетКор);

// обходим группу

НеКорреспондирует = 0;

Для Каждого СчетГруппы Из СчетаВГруппе Цикл

// получаем его массив корреспонденции

МассивКорреспонденции = ПроводкиСоответствие.Получить(СчетГруппы);

// проверяем наличие корреспонденции

Если МассивКорреспонденции.Найти(СчетКор) = Неопределено Тогда

// запоминаем что не корреспондирует

НеКорреспондирует = НеКорреспондирует + 1;

КонецЕсли;

КонецЦикла;

// проверяем, со всеми ли не корреспондирует

Если НеКорреспондирует = СчетаВГруппе.Количество() Тогда

// отладка

//Сообщить("Кореспонденция не найдена");

// добавляем в группу

СчетаВГруппе.Добавить(Индекс2);

// помечаем сгруппированным

СчетСгруппирован[Индекс2] = Истина;

Сгруппированно = Сгруппированно + 1;

КонецЕсли;

КонецЦикла;

ГруппыСтр = Строка(Счет);

Для Индекс3 = 1 по СчетаВГруппе.ВГраница() Цикл

ИндексСчета = СчетаВГруппе[Индекс3];

ГруппыСтр = ГруппыСтр + ", " + СчетаПроводок.Получить(ИндексСчета);

КонецЦикла;

// выводим в табличный документ

ОбластьДанные.Параметры.НомерГруппы = НомерГруппы;

ОбластьДанные.Параметры.Счета = ГруппыСтр;

табДок.Вывести(ОбластьДанные);

// следующая группа

НомерГруппы = НомерГруппы + 1;

// проверяем все ли сгруппированы, чтобы не продолжать обход

Если Сгруппированно = КолСчетов Тогда

Прервать;

КонецЕсли;

КонецЦикла;

Главный блок – реализация алгоритма распределения по группам, вместе с выводом в табличный документ. Переменная НомерГруппы – отвечает за номер группы распределения, который выводится в табличный документ. КолСчетов – общее количество счетов для группировки. Сгруппировано – количество уже сгруппированных счетов. В начале итерации происходит проверка – сгруппирован ли уже текущий счет, или нет. В случае, если он уже сгруппирован – счет пропускается. Далее инициализируется массив счетов содержащихся в группе, в начале он состоит только из текущего счета. И текущий счет сразу помечается сгруппированным. Далее происходит обход всех счетов, так же пропуская уже сгруппированные и проверяется – корреспондирует ли счет с любым из счетов в массиве СчетаВГруппе. Если счет не корреспондирует ни с одним счетом из группы (переменная НеКорреспондирует = количеству счетов в группе), то счет добавляется в группу и помечается сгруппированным. При этом повышается значение счетчика Сгруппированно. После завершения составления группы она выводится в табличный документ (предварительно из массива с номерами счетов группы составляется строка), повышается счетчик НомерГруппы. В конце проверяется сгруппированы ли уже все счета, для прекращения обхода.

Сформированный отчет
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2013 год 1 тур

Требования

В каркасной конфигурации разработать программу, которая анализирует текущие остатки спецодежды на складах и формирует отчет, содержащий две таблицы.

В первой таблице отображается текущее наличие запасов спецодежды на складах и определяется средняя цена для каждого наименования спецодежды.

Запасы спецодежды на складах предприятия на 01.04.2012

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Спецодежда | Цена |  | 1 склад | | 2 склад | | 3 склад | |
|  | Кол-во | Стоимость | Кол-во | Стоимость | Кол-во | Стоимость |
| СО-01 | 450 |  | 30 | 13500 | 10 | 4200 | 20 | 9300 |
| СО-02 | 280 |  | 18 | 5040 | 50 | 14000 | 15 | 4200 |
| СО-03 | 320 |  | 85 | 27200 | 60 | 19200 | 18 | 5760 |
| СО-04 | 610 |  | 5 | 3050 | 20 | 12200 | 62 | 37820 |
| СО-05 | 550 |  | 64 | 35200 | 12 | 6600 | 5 | 2750 |
| ИТОГО: |  |  |  | 83990 |  | 56200 |  | 59830 |
| ИТОГО по предприятию: | |  | 200020 | | | | | |

Во второй таблице должен быть представлен вариант размещения всех имеющихся запасов спецодежды на двух сохраняемых складах с соблюдением вышеуказанного условия – обеспечение максимальной близости (или равенства) стоимостной оценки запасов на этих складах, рассчитанной по средневзвешенной цене.

Предлагаемый вариант размещения спецодежды на двух складах

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Спецодежда | Цена | 1 склад | | 2 склад | |
| Кол-во | Стоимость | Кол-во | Стоимость |
| СО-01 | 450 | 46 | 20700 | 14 | 6300 |
| СО-02 | 280 | 28 | 7840 | 55 | 154000 |
| СО-03 | 320 | 100 | 32000 | 63 | 20160 |
| СО-04 | 610 | 7 | 4270 | 80 | 48800 |
| СО-05 | 550 | 64 | 35200 | 17 | 9350 |
| ИТОГО: |  |  | 100010 |  | 100010 |

Решение

Задача разделяется на 2 части: первая – составить сводную таблицу текущих данных, для создания таблицы требуются следующие данные: спецодежда (материалы), цена за единицу материала, количество и стоимость материала, находящегося на каждом складе. У нас имеются все данные, кроме цены за единицу материала, как именно находить цену материала сказано в задаче – «Оценка материальных запасов производится по средневзвешенной цене, которая определяется отдельно для каждого материала по предприятию в целом». Следовательно, для получения цены каждого материала, мы можем использовать следующую формулу: Цена = (Общая сумма / Общее количество). Используем следующий запрос, для получения цен материалов:

ВЫБРАТЬ

ЖурналПроводокОстатки.Субконто1,

СУММА(ЖурналПроводокОстатки.СуммаОстаток) / СУММА(ЖурналПроводокОстатки.КоличествоОстаток) КАК Цена

ИЗ

РегистрБухгалтерии.ЖурналПроводок.Остатки КАК ЖурналПроводокОстатки

ГДЕ

ЖурналПроводокОстатки.Счет.Код = "10"

СГРУППИРОВАТЬ ПО

ЖурналПроводокОстатки.Субконто1

И так, теперь у нас имеются все данные, которые требуется отобразить в первой части задания.

Для выполнения второй части задачи – составить предлагаемый вариант размещения материалов, требуется больше чем запрос. Для размещения материалов используем следующий алгоритм: отсортируем материалы от самого дорогого к самому дешевому, далее будем отправлять по одной единице материала на склад, на каждой итерации меняя склад на тот, где сумма товаров будет минимальной. Получается, товары будут равномерно распределены по оставшимся складам.

Пример:

Материал 1, цена 500, количество 3

Материал 2, цена 300, количество 2

Материал 3, цена 100, количество 5

Материалы будут распределены на 2 склада следующим образом:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Итерация | Склад 1 | Сумма Склад 1 | Склад 2 | Сумма Склад 2 |
| 1 | Материал 1 (500) | 500 |  | 0 |
| 2 |  | 500 | Материал 1 (500) | 500 |
| 3 | Материал 1 (500) | 1000 |  | 500 |
| 4 |  | 1000 | Материал 2 (300) | 800 |
| 5 |  | 1000 | Материал 2 (300) | 1100 |
| 6 | Материал 3 (100) | 1100 |  | 1100 |
| 7 | Материал 3 (100) | 1200 |  | 1100 |
| 8 |  | 1200 | Материал 3 (100) | 1200 |
| 9 | Материал 3 (100) | 1300 |  | 1200 |
| 10 |  | 1300 | Материал 3 (100) | 1300 |

В результате мы получаем равную сумму материалов на обоих складах. Для реализации алгоритма нам необходимо получить: список материалов, отсортированный по ценам от большего к меньшему, содержащий следующую информацию: материал, цена, общее количество на предприятии. Используя эту информацию можно распределить материалы по складам приведенным выше алгоритмом. Псевдокод алгоритма:

Для каждого материал Цикл

Для каждой единицы материала Цикл

Склад = склад с наименьшей суммой материалов

Отправить единицу материала на Склад

Конец цикла

Конец цикла

Реализация

Процедура КнопкаСформироватьНажатие(Кнопка)

ТабДок = ЭлементыФормы.ПолеТабДок;

Макет = Отчеты.ЛиквидацияСклада.ПолучитьМакет("Макет");

ОбластьЗаголовок = Макет.ПолучитьОбласть("Заголовок");

ОбластьЗаголовокОсновное = Макет.ПолучитьОбласть("ЗаголовокОсновное");

ОбластьЗаголовокСклад = Макет.ПолучитьОбласть("ЗаголовокСклад");

ОбластьЗаголовокИтого = Макет.ПолучитьОбласть("ЗаголовокИтого");

ОбластьДанныеОсновное = Макет.ПолучитьОбласть("ДанныеОсновное");

ОбластьДанныеСклад = Макет.ПолучитьОбласть("ДанныеСклад");

ОбластьДанныеИтого = Макет.ПолучитьОбласть("ДанныеИтого");

ОбластьДанныеПоПредприятию = Макет.ПолучитьОбласть("ДанныеПоПредприятию");

ТабДок.Очистить();

Склады = Новый Массив;

Материалы = Новый Массив;

Остатки = Новый Массив;

ИтогСумма = 0;

ИтогСкладыСумма = Новый Соответствие;

// Получаем склады

Запрос = Новый Запрос;

Запрос.Текст =

"ВЫБРАТЬ

| Склады.Ссылка

|ИЗ

| Справочник.Склады КАК Склады";

Результат = Запрос.Выполнить();

Выборка = Результат.Выбрать();

Пока Выборка.Следующий() Цикл

ДанныеСклада = Новый Структура;

ДанныеСклада.Вставить("Ссылка",Выборка.Ссылка);

Склады.Добавить(ДанныеСклада);

КонецЦикла;

// Получаем средние цены на материалы

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| ЖурналПроводокОстатки.Субконто1.Ссылка КАК Ссылка,

| СУММА(ЖурналПроводокОстатки.СуммаОстаток) / СУММА(ЖурналПроводокОстатки.КоличествоОстаток) КАК Цена

|ИЗ

| РегистрБухгалтерии.ЖурналПроводок.Остатки КАК ЖурналПроводокОстатки

|ГДЕ

| ЖурналПроводокОстатки.Счет.Код = ""10""

|

|СГРУППИРОВАТЬ ПО

| ЖурналПроводокОстатки.Субконто1,

| ЖурналПроводокОстатки.Субконто1.Ссылка

|

|УПОРЯДОЧИТЬ ПО

| Цена УБЫВ";

Результат = Запрос.Выполнить();

Выборка = Результат.Выбрать();

Пока Выборка.Следующий() Цикл

ДанныеМатериала = Новый Структура;

ДанныеМатериала.Вставить("Ссылка",Выборка.Ссылка);

ДанныеМатериала.Вставить("Цена",Выборка.Цена);

Материалы.Добавить(ДанныеМатериала);

КонецЦикла;

// Получаем текущие запасы

Запрос = Новый Запрос;

Запрос.Текст =

"ВЫБРАТЬ

| ЖурналПроводокОстатки.Субконто1 КАК Материал,

| ЖурналПроводокОстатки.Субконто2 КАК Склад,

| ЖурналПроводокОстатки.СуммаОстаток,

| ЖурналПроводокОстатки.КоличествоОстаток

|ИЗ

| РегистрБухгалтерии.ЖурналПроводок.Остатки(&КонецПериода, , , ) КАК ЖурналПроводокОстатки

|ГДЕ

| ЖурналПроводокОстатки.Счет.Код = ""10""

|

|УПОРЯДОЧИТЬ ПО

| ЖурналПроводокОстатки.Субконто1.Наименование,

| ЖурналПроводокОстатки.Субконто2.Код";

Запрос.УстановитьПараметр("КонецПериода",ОтчетОбъект.Дата);

Результат = Запрос.Выполнить();

Выборка = Результат.Выбрать();

Предыдущий = Неопределено;

ТекущиеДанные = Неопределено;

Пока Выборка.Следующий() Цикл

Если Выборка.Материал <> Предыдущий Тогда

Предыдущий = Выборка.Материал;

Если ТекущиеДанные <> Неопределено Тогда

Остатки.Добавить(ТекущиеДанные);

КонецЕсли;

ТекущиеДанные = Новый Структура;

ТекущиеДанные.Вставить("Материал",Выборка.Материал);

Для Каждого Материал из Материалы Цикл

Если Материал.Ссылка = Выборка.Материал.Ссылка Тогда

ТекущиеДанные.Вставить("Цена",Материал.Цена);

Прервать;

КонецЕсли;

КонецЦикла;

КонецЕсли;

Для Каждого Материал из Материалы Цикл

Если Материал.Ссылка = Выборка.Материал.Ссылка Тогда

Количество = Неопределено;

Если Не Материал.Свойство("Количество",Количество) Тогда

Количество = 0;

КонецЕсли;

Материал.Вставить("Количество",Количество + Выборка.КоличествоОстаток);

Прервать;

КонецЕсли;

КонецЦикла;

МатериалНаСкладе = Новый Структура;

МатериалНаСкладе.Вставить("Склад",Выборка.Склад);

МатериалНаСкладе.Вставить("Сумма",Выборка.СуммаОстаток);

МатериалНаСкладе.Вставить("Количество",Выборка.КоличествоОстаток);

МатериалСклады = Неопределено;

Если Не ТекущиеДанные.Свойство("Склады",МатериалСклады) Тогда

МатериалСклады = Новый Массив;

КонецЕсли;

МатериалСклады.Добавить(МатериалНаСкладе);

ТекущиеДанные.Вставить("Склады",МатериалСклады);

СкладСумма = ИтогСкладыСумма.Получить(Выборка.Склад.Ссылка);

Если СкладСумма = Неопределено Тогда

ИтогСкладыСумма.Вставить(Выборка.Склад.Ссылка,Выборка.СуммаОстаток);

Иначе

ИтогСкладыСумма.Вставить(Выборка.Склад.Ссылка,СкладСумма + Выборка.СуммаОстаток);

КонецЕсли;

ИтогСумма = ИтогСумма + Выборка.СуммаОстаток;

КонецЦикла;

Если ТекущиеДанные <> Неопределено Тогда

Остатки.Добавить(ТекущиеДанные);

КонецЕсли;

// Строим Документ

ОбластьЗаголовок.Параметры[0] = "Запасы спецодежды на складах предприятия на " + Дата;

ТабДок.Вывести(ОбластьЗаголовок);

ТабДок.Вывести(ОбластьЗаголовокОсновное);

Для Каждого Склад Из Склады Цикл

ОбластьЗаголовокСклад.Параметры[0] = Склад.Ссылка.Наименование;

ТабДок.Присоединить(ОбластьЗаголовокСклад);

КонецЦикла;

Для Каждого Остаток Из Остатки Цикл

ОбластьДанныеОсновное.Параметры[0] = Остаток.Материал;

ОбластьДанныеОсновное.Параметры[1] = Остаток.Цена;

ТабДок.Вывести(ОбластьДанныеОсновное);

МатериалСклады = Остаток.Склады;

Для Каждого МатериалСклад Из МатериалСклады Цикл

ОбластьДанныеСклад.Параметры[0] = МатериалСклад.Количество;

ОбластьДанныеСклад.Параметры[1] = МатериалСклад.Сумма;

ТабДок.Присоединить(ОбластьДанныеСклад);

КонецЦикла;

КонецЦикла;

ТабДок.Вывести(ОбластьЗаголовокИтого);

Для Каждого Склад Из Склады Цикл

ОбластьДанныеИтого.Параметры[0] = ИтогСкладыСумма.Получить(Склад.Ссылка);

ТабДок.Присоединить(ОбластьДанныеИтого);

КонецЦикла;

ОбластьДанныеПоПредприятию.Параметры[0] = ИтогСумма;

ТабДок.Вывести(ОбластьДанныеПоПредприятию);

// Инициализируем данные результата

МатериалыРезультат = Новый Массив();

ИтогСкладыСумма = Новый Соответствие;

Для Каждого Материал из Материалы Цикл

Данные = Новый Структура;

Данные.Вставить("Материал",Материал.Ссылка);

Данные.Вставить("Цена",Материал.Цена);

СкладыРезультат = Новый Массив();

Для Каждого Склад Из Склады Цикл

Если Склад.Ссылка <> ОтчетОбъект.ЛиквидируемыйСклад.Ссылка Тогда

ДанныеСклад = Новый Структура;

ДанныеСклад.Вставить("Склад",Склад.Ссылка);

ДанныеСклад.Вставить("Сумма",0);

СкладыРезультат.Добавить(ДанныеСклад);

КонецЕсли;

КонецЦикла;

ТекущийСклад = СкладыРезультат[0];

Пока Материал.Количество > 0 Цикл

Количество = 0;

Если Не ТекущийСклад.Свойство("Количество",Количество) Тогда

ТекущийСклад.Вставить("Количество",1);

Иначе

ТекущийСклад.Вставить("Количество",Количество + 1);

КонецЕсли;

Сумма = 0;

Если Не ТекущийСклад.Свойство("Сумма",Сумма) Тогда

ТекущийСклад.Вставить("Сумма",1);

Иначе

ТекущийСклад.Вставить("Сумма",Сумма + Материал.Цена);

КонецЕсли;

СкладСумма = ИтогСкладыСумма.Получить(ТекущийСклад.Склад.Ссылка);

Если СкладСумма = Неопределено Тогда

ИтогСкладыСумма.Вставить(ТекущийСклад.Склад.Ссылка,Материал.Цена);

Иначе

ИтогСкладыСумма.Вставить(ТекущийСклад.Склад.Ссылка,СкладСумма + Материал.Цена);

КонецЕсли;

Для Каждого Склад Из СкладыРезультат Цикл

Если Склад.Сумма < ТекущийСклад.Сумма Тогда

ТекущийСклад = Склад;

КонецЕсли;

КонецЦикла;

Материал.Количество = Материал.Количество - 1;

КонецЦикла;

Данные.Вставить("Склады",СкладыРезультат);

МатериалыРезультат.Добавить(Данные);

КонецЦикла;

// Строим Документ

ОбластьЗаголовок.Параметры[0] = "Предлагаемый вариант размещения спецодежды";

ТабДок.Вывести(ОбластьЗаголовок);

ТабДок.Вывести(ОбластьЗаголовокОсновное);

Для Каждого Склад Из Склады Цикл

Если Склад.Ссылка <> ОтчетОбъект.ЛиквидируемыйСклад.Ссылка Тогда

ОбластьЗаголовокСклад.Параметры[0] = Склад.Ссылка.Наименование;

ТабДок.Присоединить(ОбластьЗаголовокСклад);

КонецЕсли;

КонецЦикла;

Для Каждого Материал Из МатериалыРезультат Цикл

ОбластьДанныеОсновное.Параметры[0] = Материал.Материал;

ОбластьДанныеОсновное.Параметры[1] = Материал.Цена;

ТабДок.Вывести(ОбластьДанныеОсновное);

МатериалСклады = Материал.Склады;

Для Каждого МатериалСклад Из МатериалСклады Цикл

ОбластьДанныеСклад.Параметры[0] = МатериалСклад.Количество;

ОбластьДанныеСклад.Параметры[1] = МатериалСклад.Сумма;

ТабДок.Присоединить(ОбластьДанныеСклад);

КонецЦикла;

КонецЦикла;

ТабДок.Вывести(ОбластьЗаголовокИтого);

Для Каждого Склад Из Склады Цикл

Если Склад.Ссылка <> ОтчетОбъект.ЛиквидируемыйСклад.Ссылка Тогда

ОбластьДанныеИтого.Параметры[0] = ИтогСкладыСумма.Получить(Склад.Ссылка);

ТабДок.Присоединить(ОбластьДанныеИтого);

КонецЕсли;

КонецЦикла;

КонецПроцедуры

Автор: Михайлов Алексей

Пояснения к коду:

ТабДок = ЭлементыФормы.ПолеТабДок;

Макет = Отчеты.ЛиквидацияСклада.ПолучитьМакет("Макет");

ОбластьЗаголовок = Макет.ПолучитьОбласть("Заголовок");

ОбластьЗаголовокОсновное = Макет.ПолучитьОбласть("ЗаголовокОсновное");

ОбластьЗаголовокСклад = Макет.ПолучитьОбласть("ЗаголовокСклад");

ОбластьЗаголовокИтого = Макет.ПолучитьОбласть("ЗаголовокИтого");

ОбластьДанныеОсновное = Макет.ПолучитьОбласть("ДанныеОсновное");

ОбластьДанныеСклад = Макет.ПолучитьОбласть("ДанныеСклад");

ОбластьДанныеИтого = Макет.ПолучитьОбласть("ДанныеИтого");

ОбластьДанныеПоПредприятию = Макет.ПолучитьОбласть("ДанныеПоПредприятию");

ТабДок.Очистить();

В данном блоке получаем элемент формы в который будем выводить результат (Поле табличного документа), макет представления данных и все требуемые области макета, которые будут использованы для построения документа. Последним действием отчищаем элемент формы, чтобы удалить старые данные (при повторном запуске формировки отчета).

Склады = Новый Массив;

Материалы = Новый Массив;

Остатки = Новый Массив;

ИтогСумма = 0;

ИтогСкладыСумма = Новый Соответствие;

В данном блоке проводится инициализация мест хранения данных, склады – массив, содержащий структуры с полями (Ссылка), Материалы – массив, содержащий структуры с полями (Ссылка, Цена), Остатки – массив, содержащий структуры с полями (Материал, Цена, Склады), ИтогСумма – сумма всех материалов по предприятию, ИтогСкладыСумма – соответствие (Склад – сумма материалов на складе). Следует уточнить, что поле Склады, структуры Остатков тоже является массивом, который содержит структуры с полями (Склад,Количество,Сумма). Приведем данные в более понятной форме:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Элемент массива… | Данные | | | | | |
| Склады | Ссылка | | | | | |
| Склад 1 | | | | | |
| Материалы | Ссылка | | Цена | | | |
| СО-01 | | 500 | | | |
| Остатки | Материал | Цена | | Склады | | |
| СО-01 | 500 | | Склад 1 | 10 | 5000 |
| Склад 2 | 5 | 2500 |

Запрос = Новый Запрос;

Запрос.Текст =

"ВЫБРАТЬ

| Склады.Ссылка

|ИЗ

| Справочник.Склады КАК Склады";

Результат = Запрос.Выполнить();

Выборка = Результат.Выбрать();

Пока Выборка.Следующий() Цикл

ДанныеСклада = Новый Структура;

ДанныеСклада.Вставить("Ссылка",Выборка.Ссылка);

Склады.Добавить(ДанныеСклада);

КонецЦикла;

В данном блоке идет обращение к базе данных, для получения всех складов. После получения данных, результат записывается в массив Склады.

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| ЖурналПроводокОстатки.Субконто1.Ссылка КАК Ссылка,

| СУММА(ЖурналПроводокОстатки.СуммаОстаток) / СУММА(ЖурналПроводокОстатки.КоличествоОстаток) КАК Цена

|ИЗ

| РегистрБухгалтерии.ЖурналПроводок.Остатки КАК ЖурналПроводокОстатки

|ГДЕ

| ЖурналПроводокОстатки.Счет.Код = ""10""

|

|СГРУППИРОВАТЬ ПО

| ЖурналПроводокОстатки.Субконто1,

| ЖурналПроводокОстатки.Субконто1.Ссылка

|

|УПОРЯДОЧИТЬ ПО

| Цена УБЫВ";

Результат = Запрос.Выполнить();

Выборка = Результат.Выбрать();

Пока Выборка.Следующий() Цикл

ДанныеМатериала = Новый Структура;

ДанныеМатериала.Вставить("Ссылка",Выборка.Ссылка);

ДанныеМатериала.Вставить("Цена",Выборка.Цена);

Материалы.Добавить(ДанныеМатериала);

КонецЦикла;

В данном блоке происходит обращение к базе данных для получения списка материалов, с получением средневзвешенной цены, по которой происходит сортировка от большего к меньшему. Для получения данных учитывается только счет с кодом 10. После получения данных они записываются в массив Материалы.

Запрос = Новый Запрос;

Запрос.Текст =

"ВЫБРАТЬ

| ЖурналПроводокОстатки.Субконто1 КАК Материал,

| ЖурналПроводокОстатки.Субконто2 КАК Склад,

| ЖурналПроводокОстатки.СуммаОстаток,

| ЖурналПроводокОстатки.КоличествоОстаток

|ИЗ

| РегистрБухгалтерии.ЖурналПроводок.Остатки(&КонецПериода, , , ) КАК ЖурналПроводокОстатки

|ГДЕ

| ЖурналПроводокОстатки.Счет.Код = ""10""

|

|УПОРЯДОЧИТЬ ПО

| ЖурналПроводокОстатки.Субконто1.Наименование,

| ЖурналПроводокОстатки.Субконто2.Код";

Запрос.УстановитьПараметр("КонецПериода",ОтчетОбъект.Дата);

Результат = Запрос.Выполнить();

Выборка = Результат.Выбрать();

Предыдущий = Неопределено;

ТекущиеДанные = Неопределено;

Пока Выборка.Следующий() Цикл

Если Выборка.Материал <> Предыдущий Тогда

Предыдущий = Выборка.Материал;

Если ТекущиеДанные <> Неопределено Тогда

Остатки.Добавить(ТекущиеДанные);

КонецЕсли;

ТекущиеДанные = Новый Структура;

ТекущиеДанные.Вставить("Материал",Выборка.Материал);

Для Каждого Материал из Материалы Цикл

Если Материал.Ссылка = Выборка.Материал.Ссылка Тогда

ТекущиеДанные.Вставить("Цена",Материал.Цена);

Прервать;

КонецЕсли;

КонецЦикла;

КонецЕсли;

Для Каждого Материал из Материалы Цикл

Если Материал.Ссылка = Выборка.Материал.Ссылка Тогда

Количество = Неопределено;

Если Не Материал.Свойство("Количество",Количество) Тогда

Количество = 0;

КонецЕсли;

Материал.Вставить("Количество",Количество + Выборка.КоличествоОстаток);

Прервать;

КонецЕсли;

КонецЦикла;

МатериалНаСкладе = Новый Структура;

МатериалНаСкладе.Вставить("Склад",Выборка.Склад);

МатериалНаСкладе.Вставить("Сумма",Выборка.СуммаОстаток);

МатериалНаСкладе.Вставить("Количество",Выборка.КоличествоОстаток);

МатериалСклады = Неопределено;

Если Не ТекущиеДанные.Свойство("Склады",МатериалСклады) Тогда

МатериалСклады = Новый Массив;

КонецЕсли;

МатериалСклады.Добавить(МатериалНаСкладе);

ТекущиеДанные.Вставить("Склады",МатериалСклады);

СкладСумма = ИтогСкладыСумма.Получить(Выборка.Склад.Ссылка);

Если СкладСумма = Неопределено Тогда

ИтогСкладыСумма.Вставить(Выборка.Склад.Ссылка,Выборка.СуммаОстаток);

Иначе

ИтогСкладыСумма.Вставить(Выборка.Склад.Ссылка,СкладСумма + Выборка.СуммаОстаток);

КонецЕсли;

ИтогСумма = ИтогСумма + Выборка.СуммаОстаток;

КонецЦикла;

Если ТекущиеДанные <> Неопределено Тогда

Остатки.Добавить(ТекущиеДанные);

КонецЕсли;

В данном блоке происходит получение остатков на складах из базы данных. Остатки получаются до указанной даты (параметр КонецПериода), работа проходит так же только со счетом 10. Данные упорядочиваются по материалу и коду склада. Сортировка по материалу необходима, для того чтобы несколько записей относящихся к одному материалу, но разным складам, можно было рассматривать вместе. После получения данных они записываются в массив Остатки. Так как несколько строк выборки относятся к одной записи массива, используется дополнительная переменная Предыдущий (для определения момента перехода к следующему материалу) и переменная ТекущиеДанные, для заполнения структуры текущего материала. За определение перехода к следующему материалу отвечает следующий код:

Если Выборка.Материал <> Предыдущий Тогда

Предыдущий = Выборка.Материал;

Если ТекущиеДанные <> Неопределено Тогда

Остатки.Добавить(ТекущиеДанные);

КонецЕсли;

ТекущиеДанные = Новый Структура;

ТекущиеДанные.Вставить("Материал",Выборка.Материал);

Для Каждого Материал из Материалы Цикл

Если Материал.Ссылка = Выборка.Материал.Ссылка Тогда

ТекущиеДанные.Вставить("Цена",Материал.Цена);

Прервать;

КонецЕсли;

КонецЦикла;

КонецЕсли;

Если текущий материал выборки не соответствует предыдущему, то предыдущим считается текущий материал выборки, а текущие данные (заполненная структура предыдущего материала) добавляются в массив Остатки. После этого создается новая структура ТекущиеДанные, в которой заполняется поле Материал из выборки, и Цена. Для Цены материал ищется в массиве Материалы, содержащим цены на материалы.

Для Каждого Материал из Материалы Цикл

Если Материал.Ссылка = Выборка.Материал.Ссылка Тогда

Количество = Неопределено;

Если Не Материал.Свойство("Количество",Количество) Тогда

Количество = 0;

КонецЕсли;

Материал.Вставить("Количество",Количество + Выборка.КоличествоОстаток);

Прервать;

КонецЕсли;

КонецЦикла;

В данной части происходит подсчет количества материалов (общее количество материалов на предприятии), для дальнейшего распределения по складам. Сначала находится элемент массива Материалы соответствующий материалу выборки, далее берется текущее количество материала со структуры (с учетом того, что поле «Количество» может отсутствовать в структуре) и выставляется новое количество материала (Старое + Количество из выборки).

МатериалНаСкладе = Новый Структура;

МатериалНаСкладе.Вставить("Склад",Выборка.Склад);

МатериалНаСкладе.Вставить("Сумма",Выборка.СуммаОстаток);

МатериалНаСкладе.Вставить("Количество",Выборка.КоличествоОстаток);

МатериалСклады = Неопределено;

Если Не ТекущиеДанные.Свойство("Склады",МатериалСклады) Тогда

МатериалСклады = Новый Массив;

КонецЕсли;

МатериалСклады.Добавить(МатериалНаСкладе);

ТекущиеДанные.Вставить("Склады",МатериалСклады);

В данной части кода составляется структура для добавления в поле Склады элемента массива Остатки. После заполнения структуры, она добавляется в массив складов (с учетом того, что поле «Склады» может отсутствовать в структуре). После изменения массива, поле Склады заменяется этим массивом.

СкладСумма = ИтогСкладыСумма.Получить(Выборка.Склад.Ссылка);

Если СкладСумма = Неопределено Тогда

ИтогСкладыСумма.Вставить(Выборка.Склад.Ссылка,Выборка.СуммаОстаток);

Иначе

ИтогСкладыСумма.Вставить(Выборка.Склад.Ссылка,СкладСумма + Выборка.СуммаОстаток);

КонецЕсли;

ИтогСумма = ИтогСумма + Выборка.СуммаОстаток;

Эта часть кода отвечает за подсчет суммы цен материалов на складах и общей суммы на всем предприятии.

Если ТекущиеДанные <> Неопределено Тогда

Остатки.Добавить(ТекущиеДанные);

КонецЕсли;

Данная часть, расположенная сразу после цикла, необходима для того, чтобы последний материал выборки был добавлен в массив (добавление остальных происходит при изменении материала в выборке).

ОбластьЗаголовок.Параметры[0] = "Запасы спецодежды на складах предприятия на " + Дата;

ТабДок.Вывести(ОбластьЗаголовок);

ТабДок.Вывести(ОбластьЗаголовокОсновное);

Для Каждого Склад Из Склады Цикл

ОбластьЗаголовокСклад.Параметры[0] = Склад.Ссылка.Наименование;

ТабДок.Присоединить(ОбластьЗаголовокСклад);

КонецЦикла;

Для Каждого Остаток Из Остатки Цикл

ОбластьДанныеОсновное.Параметры[0] = Остаток.Материал;

ОбластьДанныеОсновное.Параметры[1] = Остаток.Цена;

ТабДок.Вывести(ОбластьДанныеОсновное);

МатериалСклады = Остаток.Склады;

Для Каждого МатериалСклад Из МатериалСклады Цикл

ОбластьДанныеСклад.Параметры[0] = МатериалСклад.Количество;

ОбластьДанныеСклад.Параметры[1] = МатериалСклад.Сумма;

ТабДок.Присоединить(ОбластьДанныеСклад);

КонецЦикла;

КонецЦикла;

ТабДок.Вывести(ОбластьЗаголовокИтого);

Для Каждого Склад Из Склады Цикл

ОбластьДанныеИтого.Параметры[0] = ИтогСкладыСумма.Получить(Склад.Ссылка);

ТабДок.Присоединить(ОбластьДанныеИтого);

КонецЦикла;

ОбластьДанныеПоПредприятию.Параметры[0] = ИтогСумма;

ТабДок.Вывести(ОбластьДанныеПоПредприятию);

Данный блок отвечает за построение табличного документа. Сначала производится вывод заголовков и названий складов, далее выводится все остатки. В завершение выводятся итоги по складам и общий итог.

МатериалыРезультат = Новый Массив();

ИтогСкладыСумма = Новый Соответствие;

Для Каждого Материал из Материалы Цикл

Данные = Новый Структура;

Данные.Вставить("Материал",Материал.Ссылка);

Данные.Вставить("Цена",Материал.Цена);

СкладыРезультат = Новый Массив();

Для Каждого Склад Из Склады Цикл

Если Склад.Ссылка <> ОтчетОбъект.ЛиквидируемыйСклад.Ссылка Тогда

ДанныеСклад = Новый Структура;

ДанныеСклад.Вставить("Склад",Склад.Ссылка);

ДанныеСклад.Вставить("Сумма",0);

СкладыРезультат.Добавить(ДанныеСклад);

КонецЕсли;

КонецЦикла;

ТекущийСклад = СкладыРезультат[0];

Пока Материал.Количество > 0 Цикл

Количество = 0;

Если Не ТекущийСклад.Свойство("Количество",Количество) Тогда

ТекущийСклад.Вставить("Количество",1);

Иначе

ТекущийСклад.Вставить("Количество",Количество + 1);

КонецЕсли;

Сумма = 0;

Если Не ТекущийСклад.Свойство("Сумма",Сумма) Тогда

ТекущийСклад.Вставить("Сумма",1);

Иначе

ТекущийСклад.Вставить("Сумма",Сумма + Материал.Цена);

КонецЕсли;

СкладСумма = ИтогСкладыСумма.Получить(ТекущийСклад.Склад.Ссылка);

Если СкладСумма = Неопределено Тогда

ИтогСкладыСумма.Вставить(ТекущийСклад.Склад.Ссылка,Материал.Цена);

Иначе

ИтогСкладыСумма.Вставить(ТекущийСклад.Склад.Ссылка,СкладСумма + Материал.Цена);

КонецЕсли;

Для Каждого Склад Из СкладыРезультат Цикл

Если Склад.Сумма < ТекущийСклад.Сумма Тогда

ТекущийСклад = Склад;

КонецЕсли;

КонецЦикла;

Материал.Количество = Материал.Количество - 1;

КонецЦикла;

Данные.Вставить("Склады",СкладыРезультат);

МатериалыРезультат.Добавить(Данные);

КонецЦикла;

Данный блок – главный, тут реализован алгоритм распределения материалов по оставшимся складам. Так как массив Материалы отсортирован от большего к меньшему по цене, мы обходим все элементы данного массива. На каждой итерации заполняется структура Данные для добавления в массив МатериалыРезультат, в структуру данные заполняются Материал,Цена и формируются массив Склады. Для распределения по складам составляется массив остающихся складов – СкладыРезультат (все склады кроме ликвидируемого). Далее материалы по единице распределяются по складам, выбирая склад с наименьшей суммой.

ОбластьЗаголовок.Параметры[0] = "Предлагаемый вариант размещения спецодежды";

ТабДок.Вывести(ОбластьЗаголовок);

ТабДок.Вывести(ОбластьЗаголовокОсновное);

Для Каждого Склад Из Склады Цикл

Если Склад.Ссылка <> ОтчетОбъект.ЛиквидируемыйСклад.Ссылка Тогда

ОбластьЗаголовокСклад.Параметры[0] = Склад.Ссылка.Наименование;

ТабДок.Присоединить(ОбластьЗаголовокСклад);

КонецЕсли;

КонецЦикла;

Для Каждого Материал Из МатериалыРезультат Цикл

ОбластьДанныеОсновное.Параметры[0] = Материал.Материал;

ОбластьДанныеОсновное.Параметры[1] = Материал.Цена;

ТабДок.Вывести(ОбластьДанныеОсновное);

МатериалСклады = Материал.Склады;

Для Каждого МатериалСклад Из МатериалСклады Цикл

ОбластьДанныеСклад.Параметры[0] = МатериалСклад.Количество;

ОбластьДанныеСклад.Параметры[1] = МатериалСклад.Сумма;

ТабДок.Присоединить(ОбластьДанныеСклад);

КонецЦикла;

КонецЦикла;

ТабДок.Вывести(ОбластьЗаголовокИтого);

Для Каждого Склад Из Склады Цикл

Если Склад.Ссылка <> ОтчетОбъект.ЛиквидируемыйСклад.Ссылка Тогда

ОбластьДанныеИтого.Параметры[0] = ИтогСкладыСумма.Получить(Склад.Ссылка);

ТабДок.Присоединить(ОбластьДанныеИтого);

КонецЕсли;

КонецЦикла;

Последняя часть процедуры – добавление в табличный документ данных распределения по складам. Вывод идет аналогично выводу остатков, но данные берутся из МатериалыРезультат, и в складах не учитывается ликвидируемый склад.
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2012 год 2 тур

Требования

Задание финального тура

Исходная ситуация

Для хранения спецодежды на предприятии используется три склада.

Предприятие ведет бухгалтерский учет в программе "1С:Бухгалтерия 8". Учет спецодежды ведется в составе материальных запасов на счете 10 в разрезе субконто "Материалы" и "Склады" в стоимостном и натуральном выражении. Оценка материальных запасов производится по средневзвешенной цене, которая определяется отдельно для каждого материала по предприятию в целом.

В информационной базе предприятия зафиксированы остатки спецодежды на 1 апреля 2012 г. по каждому наименованию спецодежды и по каждому складу.

Предприятие решает ликвидировать один из складов для хранения спецодежды, а остатки спецодежды с этого склада переместить на два оставшихся склада таким образом, чтобы стоимостная оценка запасов спецодежды на этих двух складах по возможности составляла бы одинаковую величину или, если это невозможно, различалась бы минимально. При этом следует исходить из того, что перемещать исходные запасы спецодежды между неликвидируемыми складами запрещено.

Требуется

В каркасной конфигурации разработать программу, которая анализирует текущие остатки спецодежды на складах и формирует отчет, содержащий две таблицы.

В первой таблице отображается текущее наличие запасов спецодежды на складах и определяется средняя цена для каждого наименования спецодежды.

Запасы спецодежды на складах предприятия на 01.04.2012

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| Спецодежда | Цена | 1 склад | | 2 склад | | 3 склад | |
| Кол-во | Стоимость | Кол-во | Стоимость | Кол-во | Стоимость |
| СО-01 | 450 | 30 | 13500 | 10 | 4200 | 20 | 9300 |
| СО-02 | 280 | 18 | 5040 | 50 | 14000 | 15 | 4200 |
| СО-03 | 320 | 85 | 27200 | 60 | 19200 | 18 | 5760 |
| СО-04 | 610 | 5 | 3050 | 20 | 12200 | 62 | 37820 |
| СО-05 | 550 | 64 | 35200 | 12 | 6600 | 5 | 2750 |
| ИТОГО: |  |  | 83990 |  | 56200 |  | 59830 |
| ИТОГО по предприятию: | | 200020 | | | | | |

Во второй таблице должен быть представлен вариант размещения всех имеющихся запасов спецодежды на двух сохраняемых складах с соблюдением вышеуказанного условия – обеспечение максимальной близости (или равенства) стоимостной оценки запасов на этих складах, рассчитанной по средневзвешенной цене.

Предлагаемый вариант размещения спецодежды на двух складах

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Спецодежда | Цена | 1 склад | | 2 склад | |
| Кол-во | Стоимость | Кол-во | Стоимость |
| СО-01 | 450 | 46 | 20700 | 14 | 6300 |
| СО-02 | 280 | 28 | 7840 | 55 | 154000 |
| СО-03 | 320 | 100 | 32000 | 63 | 20160 |
| СО-04 | 610 | 7 | 4270 | 80 | 48800 |
| СО-05 | 550 | 64 | 35200 | 17 | 9350 |
| ИТОГО: |  |  | 100010 |  | 100010 |

Исходные данные

Исходные данные представлены в ИБ каркасной конфигурации.

В каркасную конфигурацию включены:

План счетов бухгалтерского учета, содержащий счета 10 "Материалы" и   
00 "Вспомогательный"

Справочники "Материалы" и "Склады", используемые, соответственно, для ведения аналитического учета на счете 10 в разрезе материалов и складов

Документ для ввода данных о запасах материалов на складах, при помощи которого введено несколько проводок в дебет счета 10 в корреспонденции со вспомогательным счетом 00 для отражения запасов спецодежды на складах на начало дня 01.04.2012

Результаты и их представление

В результате выполнения задания должен быть разработан отчет "1С:Предприятия 8", формирующий две вышеуказанные таблицы. Необходимо предусмотреть форму диалога, в которой предоставить пользователю возможность определить дату, на которую производится формирование отчета, а также возможность выбора ликвидируемого склада. По умолчанию должна устанавливаться дата ‑ 01.04.2012, а в качестве ликвидируемого склада ‑ склад с максимальным значением кода.

Для отладки модуля отчета допускается добавлять в информационную базу каркасной конфигурации дополнительные элементы справочников и проводки. Жюри будет проводить тестирование на собственных наборах данных, которые могут отличаться от данных, содержащихся в исходной информационной базе каркасной конфигурации.

Разработанный отчет должен быть сохранен как внешний отчет "1С:Предприятия 8" и передан на проверку жюри.

Решение

Для получения средневзвешанных цен товаров требуется получить сумму товаров и сумму количества товаров по всему предприятию и после этого разделить сумму на количество. Для поиска оптимального варианта размещения спецодежды на оставшихся складах можно использовать следующий алгоритм: сначала оставшиеся склады сортируются по убыванию по сумме, которой не хватает до средней сумме по предприятию. Затем товары перемещаются на склады (сначала на склад у которого отклонение от средней суммы максимально, потом с меньшим), сначала дорогие, потом дешевые, при чем так, чтобы отклонение от средней суммы было минимальным. Рассмотрим пример:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Товар | Склад 1 | | Склад 2 | | Склад 3 (ликвид.) | |
| Количество | Сумма | Количество | Сумма | Количество | Сумма |
| Товар 1 | 3 | 21 | 2 | 14 | 4 | 28 |
| Товар 2 | 2 | 20 | 3 | 30 | 1 | 10 |

Сперва находятся средневзвешанные цены:

|  |  |  |  |
| --- | --- | --- | --- |
| Товар | Сумма по предприятию | Количество по предприятию | Средневзвешанная цена |
| Товар 1 | 63 | 9 | 7 |
| Товар 2 | 60 | 6 | 10 |

Далее расчитывается общая сумма товаров по предприятию и средняя сумма:

|  |  |
| --- | --- |
| Сумма цен по предприятию | 123 |
| Средняя сумма цен по предприятию | 61.5 |

Далее высчитывается нехватка суммы на остающихся складах до средней суммы:

|  |  |
| --- | --- |
| Склад 1 | Склад 2 |
| 61.5 – (21 + 20) = 20.5 | 61.5 – (14 + 30) = 17.5 |

Теперь склады сортируются по убыванию:

|  |  |
| --- | --- |
| Склад | Сумма |
| Склад 1 | 20.5 |
| Склад 2 | 17.5 |

Далее на склады, отсортированные по убыванию, размещаются товары (так же отсортированные по убыванию) перенося по одной единице товара с ликвидируемого склада пока сумма на складе не выше средней по предприятию.

Сначала обрабатывается Склад 1:

|  |  |  |  |
| --- | --- | --- | --- |
| Итерация | Добавленный товар | Остаток добавленного товара на ликвидируемом складе | Сумма товаров на складе |
| 1 | Товар 2 | 0 | 10.5 |
| 2 | Товар 1 | 3 | 3.5 |
| 3 | При добавлении Товара 1 на склад сумма товаров будет больше средней по предприятию, обрываем добавление на склад 1 | | |

Далее обрабатывается Склад 2:

|  |  |  |  |
| --- | --- | --- | --- |
| Итерация | Добавленный товар | Остаток добавленного товара на ликвидируемом складе | Сумма товаров на складе |
| 1 | Товар 1 | 2 | 10.5 |
| 2 | Товар 1 | 1 | 3.5 |
| 3 | При добавлении Товара 1 на склад сумма товаров будет больше средней по предприятию, обрываем добавление на склад 2 | | |

Остается один не распределенный товар, он отправляется на склад, у которого больше всего отклонение от средневзвешенной цены, но так как в примере отклонение после распределения у обоих складов будет 3.5 товар можно отправить на любой склад (к примеру на склад 1).

В результате получается следующее распределение товаров:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Товар | Склад 1 | | Склад 2 | |
| Количество | Сумма | Количество | Сумма |
| Товар 1 | 5 | 35 | 4 | 28 |
| Товар 2 | 1 | 30 | 3 | 30 |

Итог: на складе 1 сумма товаров – 65, на складе 2 сумма товаров - 58

Реализация

//

// Модуль объекта

//

// функция получения остатков товаров, учитывая/не учитывая разрез складов и товаров

Функция ОстаткиТоваров(Дата, Склад = Неопределено, СО = Неопределено, ЗнакСравненияСклада = "=") Экспорт

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| ЖурналПроводокОстатки.Субконто1 КАК СО,

| ЖурналПроводокОстатки.Субконто2 КАК Склад,

| ЖурналПроводокОстатки.СуммаОстаток КАК Сумма,

| ЖурналПроводокОстатки.КоличествоОстаток КАК Количество

|ИЗ

| РегистрБухгалтерии.ЖурналПроводок.Остатки(&Дата, Счет = &Счет, , " +

?(СО <> Неопределено, "Субконто1 = &СО", "") +

?(Склад <> Неопределено и СО <> Неопределено, " И ", "") +

?(Склад <> Неопределено, "Субконто2 " + ЗнакСравненияСклада + " &Склад", "") + ") КАК ЖурналПроводокОстатки

|

|УПОРЯДОЧИТЬ ПО

| ЖурналПроводокОстатки.Субконто1.Наименование,

| ЖурналПроводокОстатки.Субконто2.Наименование";

Запрос.УстановитьПараметр("Дата", Дата);

Запрос.УстановитьПараметр("СО", СО);

Запрос.УстановитьПараметр("Склад", Склад);

Запрос.УстановитьПараметр("Счет", ПланыСчетов.ПланСчетов.Материалы);

Возврат Запрос.Выполнить().Выгрузить();

КонецФункции

// функция посчета средневзвешанной цены исходя из остатков на указанную дату

Функция СредневзвешаннаяЦена(Дата, СО) Экспорт

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| СУММА(ЖурналПроводокОстатки.СуммаОстаток) КАК Сумма,

| СУММА(ЖурналПроводокОстатки.КоличествоОстаток) КАК Количество

|ИЗ

| РегистрБухгалтерии.ЖурналПроводок.Остатки(&Дата, Счет = &Счет, , Субконто1 = &СО) КАК ЖурналПроводокОстатки";

Запрос.УстановитьПараметр("Дата", Дата);

Запрос.УстановитьПараметр("СО", СО);

Запрос.УстановитьПараметр("Счет", ПланыСчетов.ПланСчетов.Материалы);

Результат = Запрос.Выполнить().Выгрузить();

Если Результат.Количество() = 0 Тогда

Возврат 0;

ИначеЕсли Результат[0].Сумма = 0 или Результат[0].Количество = 0 Тогда

Возврат 0;

Иначе

Возврат Результат[0].Сумма / Результат[0].Количество;

КонецЕсли;

КонецФункции

// функция возвращает остатки по складам, с разрезом по количеству и сумме (по складам)

Функция ОстаткиНаСкладах(Дата, УказыватьСО = Ложь, ВычислятьСумму = Истина, ВычислятьКоличество = Ложь, ВычислятьИтого = Истина) Экспорт

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| " + ?(УказыватьСО, "ЖурналПроводокОстатки.Субконто1 КАК СО,", "") + "

| ЖурналПроводокОстатки.Субконто2 КАК Склад,

| " + ?(ВычислятьСумму, "СУММА(ЖурналПроводокОстатки.СуммаОстаток) КАК Сумма"

+ ?(ВычислятьКоличество,",",""), "") + "

| " + ?(ВычислятьКоличество, "ЖурналПроводокОстатки.КоличествоОстаток КАК Количество", "") + "

|ИЗ

| РегистрБухгалтерии.ЖурналПроводок.Остатки(&Дата, Счет = &Счет, , ) КАК ЖурналПроводокОстатки

|

|СГРУППИРОВАТЬ ПО

| " + ?(УказыватьСО, "ЖурналПроводокОстатки.Субконто1,", "") + "

| ЖурналПроводокОстатки.Субконто2,

| ЖурналПроводокОстатки.КоличествоОстаток" +

?(ВычислятьИтого и (ВычислятьКоличество или ВычислятьСумму), "

|ИТОГИ " +

?(ВычислятьСумму, "

| СУММА(Сумма)", "") +

?(ВычислятьКоличество, "

| СУММА(Количество)", "") + "

|ПО

| ОБЩИЕ", "");

Запрос.УстановитьПараметр("Дата", Дата);

Запрос.УстановитьПараметр("Счет", ПланыСчетов.ПланСчетов.Материалы);

Возврат Запрос.Выполнить();

КонецФункции

// функция возвращает количественные остатки на дату в разрезе складов и товаров

Функция КоличествоНаСкладе(Дата, Склад, СО) Экспорт

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| ЖурналПроводокОстатки.КоличествоОстаток КАК Количество

|ИЗ

| РегистрБухгалтерии.ЖурналПроводок.Остатки(

| &Дата,

| Счет = &Счет,

| ,

| Субконто1 = &СО

| И Субконто2 = &Склад) КАК ЖурналПроводокОстатки";

Запрос.УстановитьПараметр("Дата", Дата);

Запрос.УстановитьПараметр("Счет", ПланыСчетов.ПланСчетов.Материалы);

Запрос.УстановитьПараметр("СО", СО);

Запрос.УстановитьПараметр("Склад", Склад);

Результат = Запрос.Выполнить().Выгрузить();

Если Результат.Количество() = 0 Тогда

Возврат 0;

Иначе

Возврат Результат[0].Количество;

КонецЕсли;

КонецФункции

//

// Модуль формы

//

Процедура КнопкаСформироватьНажатие(Кнопка)

// таблица средневзвешанных цен

СрЦ = Новый ТаблицаЗначений;

СрЦ.Колонки.Добавить("СО");

СрЦ.Колонки.Добавить("Цена");

СрЦ.Колонки.Добавить("Количество");

ТабДок = ЭлементыФормы.ПолеВывода;

ТабДок.Очистить();

// получение областей макета

Макет = ПолучитьМакет("ТекущиеОстатки");

ОбластьЗаголовка = Макет.ПолучитьОбласть("Заголовок");

ОбластьШапкаОбщая = Макет.ПолучитьОбласть("Шапка|Общее");

ОбластьШапкаСклад = Макет.ПолучитьОбласть("Шапка|Склад");

ОбластьСтрокаОбщая = Макет.ПолучитьОбласть("Строка|Общее");

ОбластьСтрокаСклад = Макет.ПолучитьОбласть("Строка|Склад");

ОбластьИтогоОбщая = Макет.ПолучитьОбласть("Итого|Общее");

ОбластьИтогоСклад = Макет.ПолучитьОбласть("Итого|Склад");

ОбластьОбщееИтого = Макет.ПолучитьОбласть("ИтогоОбщее");

ОбластьРазрыв = Макет.ПолучитьОбласть("Разрыв");

// вывод заголовка первой таблицы

ОбластьЗаголовка.Параметры.Заголовок = "Запасы спецодежды на складах предприятия на " + Формат(Дата, "ДФ=dd.MM.yyyy");

ТабДок.Вывести(ОбластьЗаголовка);

// вывод всех складов

ТабДок.Вывести(ОбластьШапкаОбщая);

ВыборкаСкладов = Справочники.Склады.Выбрать();

Пока ВыборкаСкладов.Следующий() Цикл

ОбластьШапкаСклад.Параметры.Склад = ВыборкаСкладов.Наименование;

ТабДок.Присоединить(ОбластьШапкаСклад);

КонецЦикла;

ВыборкаСО = Справочники.Материалы.Выбрать();

Пока ВыборкаСО.Следующий() Цикл

ОбластьСтрокаОбщая.Параметры.Спецодежда = ВыборкаСО.Ссылка;

// заполнения таблицы средневзвешанных цен

НовСтр = СрЦ.Добавить();

НовСтр.СО = ВыборкаСО.Ссылка;

НовСтр.Цена = СредневзвешаннаяЦена(Дата, ВыборкаСО.Ссылка);

ОбластьСтрокаОбщая.Параметры.Цена = НовСтр.Цена;

ТабДок.Вывести(ОбластьСтрокаОбщая);

ВыборкаСкладов = Справочники.Склады.Выбрать();

Пока ВыборкаСкладов.Следующий() Цикл

// для каждой спецодежды каждого склада вычисляем остатки

Остатки = ОстаткиТоваров(Дата, ВыборкаСкладов.Ссылка, ВыборкаСО.Ссылка);

Если Остатки.Количество() = 0 Тогда

ОбластьСтрокаСклад.Параметры.Количество = 0;

ОбластьСтрокаСклад.Параметры.Стоимость = 0;

Иначе

ОбластьСтрокаСклад.Параметры.Количество = Остатки[0].Количество;

ОбластьСтрокаСклад.Параметры.Стоимость = Остатки[0].Сумма;

КонецЕсли;

// и выводим их в отчет

ТабДок.Присоединить(ОбластьСтрокаСклад);

КонецЦикла;

КонецЦикла;

ТабДок.Вывести(ОбластьИтогоОбщая);

// общая стоимостная оценка спецодежды на складах

СОСклада = Новый ТаблицаЗначений;

СОСклада.Колонки.Добавить("Склад");

СОСклада.Колонки.Добавить("Сумма");

// получаем остатки, не учитывая разрез по материалам и складам

ОстаткиСклады = ОстаткиНаСкладах(Дата).Выбрать(ОбходРезультатаЗапроса.ПоГруппировкам);

ОстаткиСклады.Следующий();

// остатки по всем складам и всей СО (сумма остатков по всем складам)

ВсегоНаПредприятии = ОстаткиСклады.Сумма;

ОбластьОбщееИтого.Параметры.Стоимость = ОстаткиСклады.Сумма;

ОстаткиСкладов = ОстаткиСклады.Выбрать();

Пока ОстаткиСкладов.Следующий() Цикл

// заполняем таблицу общей стоиомостной оценки складов

НовСтр = СОСклада.Добавить();

НовСтр.Склад = ОстаткиСкладов.Склад;

НовСтр.Сумма = ОстаткиСкладов.Сумма;

// выводим общую сумму в отчет

ОбластьИтогоСклад.Параметры.Стоимость = ОстаткиСкладов.Сумма;

ТабДок.Присоединить(ОбластьИтогоСклад);

КонецЦикла;

// вывод "итого по предприятию"

ТабДок.Вывести(ОбластьОбщееИтого);

// сортируем таблицу средневзвешанных цен по обыванию цен

СрЦ.Сортировать("Цена Убыв");

// получаем количество, которое необходимо распределить на оставшиеся склады

Для Каждого Стр Из СрЦ Цикл

Стр.Количество = КоличествоНаСкладе(Дата, ЛиквидируемыйСклад, Стр.СО);

КонецЦикла;

// остатки на складах по количеству, без учета ликвидированного склада

ОстаткиСкл = ОстаткиТоваров(Дата, ЛиквидируемыйСклад, , "<>");

// массив для хранения сумм спецодежды после переоценки

МассивСО = Новый ТаблицаЗначений;

МассивСО.Колонки.Добавить("Склад");

МассивСО.Колонки.Добавить("Сумма");

МассивСО.Колонки.Добавить("ДляРаспределения");

// переоценка по средневзвешанной цене

Для Каждого Стр Из ОстаткиСкл Цикл

// добавление склада в массив, если его еще там нет

Если МассивСО.Найти(Стр.Склад) = Неопределено Тогда

НовСтрСкл = МассивСО.Добавить();

НовСтрСкл.Склад = Стр.Склад;

НовСтрСкл.Сумма = 0;

НовСтрСкл.ДляРаспределения = 0;

КонецЕсли;

Для Каждого СтрСО Из СрЦ Цикл

Если Стр.СО = СтрСО.СО Тогда

Стр.Сумма = Стр.Количество \* СтрСО.Цена;

// получаем общую стоимостную оценку по складам после переоценки (с учетом средневзвешанных цен)

МассивСО.Найти(Стр.Склад, "Склад").Сумма = МассивСО.Найти(Стр.Склад, "Склад").Сумма + Стр.Сумма;

Прервать;

КонецЕсли;

КонецЦикла;

КонецЦикла;

// вычисляем сумму, которой не хватает до средней стоимостной оценки всех товаров на каждом складе после ликвидации

Для Каждого Стр Из МассивСО Цикл

Стр.ДляРаспределения = ВсегоНаПредприятии / МассивСО.Количество() - Стр.Сумма;

КонецЦикла;

МассивСО.Сортировать("ДляРаспределения Убыв");

Распределение = Новый ТаблицаЗначений;

Распределение.Колонки.Добавить("Склад");

Распределение.Колонки.Добавить("СО");

Распределение.Колонки.Добавить("Количество");

Распределение.Колонки.Добавить("Сумма");

//поиск оптимального перемещения товаров с ликвидируемого склада на оставшиеся два

//////////////////////////////////////////////////////////////////////////////////

//Для поиска оптимального варианта размещения спецодежды ликвидируемого склада и

//оставшихся двух складов использую следующий алогритм: сначала сортируем склады

//по убыванию по сумме, которой не хватает до средней стоимостной оценки (для этого

//общую сумму по предприятию делим на два и вычитаем из нее стоимостную оценку после

//переоценки находящуюся на каждом складе). Затем, чтобы отклонение от стоимостной

//оценки, которую необходимо набрать было минимальным, начинаем перемещение с самых

//дорогих (по переоценочным ценам) товарам, что дает возможность заполнить и маленькое

//отклонение, перемещая товары от дорогих к дешевым. При этом заполняем таблицу

//для посчета суммы и количества перемещенных товаров на каждый склад.

/////////////////////////////////////////////////////////////////////////////////

Для Каждого Стр Из МассивСО Цикл

Для Каждого СтрСО Из СрЦ Цикл

Пока СтрСО.Количество > 0 Цикл

Если Стр.ДляРаспределения - СтрСО.Цена < 0 Тогда

Прервать;

КонецЕсли;

СтрСО.Количество = СтрСО.Количество - 1;

Стр.ДляРаспределения = Стр.ДляРаспределения - СтрСО.Цена;

Стр.Сумма = Стр.Сумма + СтрСО.Цена;

НовСтр = Распределение.Добавить();

НовСтр.Склад = Стр.Склад;

НовСтр.СО = СтрСО.СО;

НовСтр.Количество = 1;

НовСтр.Сумма = СтрСО.Цена;

КонецЦикла;

КонецЦикла;

КонецЦикла;

// если не все до конца распределилось, то ищем куда лучше отнести последний товар, если он есть

ОстатокРаспределения = МассивСО.Итог("ДляРаспределения");

СрЦ.Сортировать("Количество Убыв, Цена Убыв");

МассивСО.Сортировать("Сумма Убыв");

Для Каждого Стр Из СрЦ Цикл

// выбираем товар, который остался (если остался)

Если Стр.Количество > 0 Тогда

Стр.Количество = Стр.Количество - 1;

МассивСО[1].ДляРаспределения = МассивСО[1].ДляРаспределения - Стр.Цена;

МассивСО[1].Сумма = МассивСО[1].Сумма + Стр.Цена;

// и выбираем для перемещения тот склад, добавив в который отклонение будет минимальным

НовСтр = Распределение.Добавить();

НовСтр.Склад = МассивСО[1].Склад;

НовСтр.СО = Стр.СО;

НовСтр.Количество = 1;

НовСтр.Сумма = Стр.Цена;

КонецЕсли;

КонецЦикла;

// сворачиваем таблицу с распределенными товарами, для посчета суммы и количества

Распределение.Свернуть("Склад, СО", "Количество, Сумма");

Распределение.Сортировать("Склад Возр, СО Возр");

// вывод разрыва между отчетами

ТабДок.Вывести(ОбластьРазрыв);

// вывод заголовка второй таблицы

ОбластьЗаголовка.Параметры.Заголовок = "Предлагаемый вариант размещения спецодежды на двух складах";

ТабДок.Вывести(ОбластьЗаголовка);

// выводим шапку таблицы для каждого склада

ТабДок.Вывести(ОбластьШапкаОбщая);

ВыборкаСкладов = Справочники.Склады.Выбрать();

Пока ВыборкаСкладов.Следующий() Цикл

Если ВыборкаСкладов.Ссылка <> ЛиквидируемыйСклад Тогда

ОбластьШапкаСклад.Параметры.Склад = ВыборкаСкладов.Наименование;

ТабДок.Присоединить(ОбластьШапкаСклад);

КонецЕсли;

КонецЦикла;

// массив общей стоимостной оценки по складам после ликвидации вабранного склада

ОбщиеИтоговыеСуммы = Новый Массив;

ОбщиеИтоговыеСуммы.Добавить(0);

ОбщиеИтоговыеСуммы.Добавить(0);

// вывод спецодежды по складам (по количеству и сумме)

ВыборкаСО = Справочники.Материалы.Выбрать();

Пока ВыборкаСО.Следующий() Цикл

ОбластьСтрокаОбщая.Параметры.Спецодежда = ВыборкаСО.Ссылка;

ОбластьСтрокаОбщая.Параметры.Цена = СрЦ.Найти(ВыборкаСО.Ссылка, "СО").Цена;

ТабДок.Вывести(ОбластьСтрокаОбщая);

ВыборкаСкладов = Справочники.Склады.Выбрать();

н = 0;

Пока ВыборкаСкладов.Следующий() Цикл

Если ВыборкаСкладов.Ссылка <> ЛиквидируемыйСклад Тогда

Остатки = ОстаткиТоваров(Дата, ВыборкаСкладов.Ссылка, ВыборкаСО.Ссылка);

Отбор = Новый Структура;

Отбор.Вставить("СО", ВыборкаСО.Ссылка);

Отбор.Вставить("Склад", ВыборкаСкладов.Ссылка);

РаспределеннаяСО = Распределение.НайтиСтроки(Отбор);

// ищем остатки на тех складах, которые не ликвидировали

// количество считаем как остатки + распределенные товары на данный склад

Если Остатки.Количество() = 0 Тогда

ОбщееКоличество = ?(РаспределеннаяСО.Количество() = 0, 0, РаспределеннаяСО[0].Количество);

Иначе

ОбщееКоличество = Остатки[0].Количество + ?(РаспределеннаяСО.Количество() = 0, 0, РаспределеннаяСО[0].Количество);

КонецЕсли;

ОбластьСтрокаСклад.Параметры.Количество = ОбщееКоличество;

ОбщиеИтоговыеСуммы[н] = ОбщиеИтоговыеСуммы[н] + ОбщееКоличество \* СрЦ.Найти(ВыборкаСО.Ссылка, "СО").Цена;

// сумму считаем, как количество (посчитанное выше) \* на цену (после переоценки по средневзвешанной цене)

ОбластьСтрокаСклад.Параметры.Стоимость = ОбщееКоличество \* СрЦ.Найти(ВыборкаСО.Ссылка, "СО").Цена;

ТабДок.Присоединить(ОбластьСтрокаСклад);

н = н + 1;

КонецЕсли;

КонецЦикла;

КонецЦикла;

ТабДок.Вывести(ОбластьИтогоОбщая);

// вывод общих итоговых сумм по складам

Для н = 0 по ОбщиеИтоговыеСуммы.Количество() - 1 Цикл

// выводим общую сумму в отчет

ОбластьИтогоСклад.Параметры.Стоимость = ОбщиеИтоговыеСуммы[н];

ТабДок.Присоединить(ОбластьИтогоСклад);

КонецЦикла;

КонецПроцедуры

Процедура ПриОткрытии()

// установка даты по умолчанию (1 апреля 2012 года)

Дата = '20120401';

// установка склада по умолчанию (склад, с максимальным значением кода)

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ ПЕРВЫЕ 1

| Склады.Ссылка КАК Склад

|ИЗ

| Справочник.Склады КАК Склады

|

|УПОРЯДОЧИТЬ ПО

| Склады.Код УБЫВ";

Результат = Запрос.Выполнить().Выгрузить();

Если Результат.Количество() <> 0 Тогда

ЛиквидируемыйСклад = Результат[0].Склад;

КонецЕсли;

КонецПроцедуры

Автор: Завладаев Алексей

Пояснения к коду:

// функция получения остатков товаров, учитывая/не учитывая разрез складов и товаров

Функция ОстаткиТоваров(Дата, Склад = Неопределено, СО = Неопределено, ЗнакСравненияСклада = "=") Экспорт

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| ЖурналПроводокОстатки.Субконто1 КАК СО,

| ЖурналПроводокОстатки.Субконто2 КАК Склад,

| ЖурналПроводокОстатки.СуммаОстаток КАК Сумма,

| ЖурналПроводокОстатки.КоличествоОстаток КАК Количество

|ИЗ

| РегистрБухгалтерии.ЖурналПроводок.Остатки(&Дата, Счет = &Счет, , " +

?(СО <> Неопределено, "Субконто1 = &СО", "") +

?(Склад <> Неопределено и СО <> Неопределено, " И ", "") +

?(Склад <> Неопределено, "Субконто2 " + ЗнакСравненияСклада + " &Склад", "") + ") КАК ЖурналПроводокОстатки

|

|УПОРЯДОЧИТЬ ПО

| ЖурналПроводокОстатки.Субконто1.Наименование,

| ЖурналПроводокОстатки.Субконто2.Наименование";

Запрос.УстановитьПараметр("Дата", Дата);

Запрос.УстановитьПараметр("СО", СО);

Запрос.УстановитьПараметр("Склад", Склад);

Запрос.УстановитьПараметр("Счет", ПланыСчетов.ПланСчетов.Материалы);

Возврат Запрос.Выполнить().Выгрузить();

КонецФункции

Данная функция расположена в модуле объекта, она требуется для получения остатков из счета Материалы всей спецодежды, либо определенной, по всем складам, либо по определенному, с возможностью выбора складов по разному условию (либо один из всех, либо все кроме одного "="/"<>"). Функция возвращает выгрузку результата запроса. При составлении текста запроса используются тернарные условные операции – конструкции вида (условие?при выполнении:при не выполнении). Они используются для уменьшения дублирующего кода и объема кода в целом. Разберем одно из них:

?(СО <> Неопределено, "Субконто1 = &СО", "")

В данной конструкции "СО <> Неопределено" – условие, если условие выполняется, т.е. СО не равно Неопределено, то конструкция вернет "Субконто1 = &СО", если условие не выполнится то будет возвращено "".

// функция посчета средневзвешанной цены исходя из остатков на указанную дату

Функция СредневзвешаннаяЦена(Дата, СО) Экспорт

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| СУММА(ЖурналПроводокОстатки.СуммаОстаток) КАК Сумма,

| СУММА(ЖурналПроводокОстатки.КоличествоОстаток) КАК Количество

|ИЗ

| РегистрБухгалтерии.ЖурналПроводок.Остатки(&Дата, Счет = &Счет, , Субконто1 = &СО) КАК ЖурналПроводокОстатки";

Запрос.УстановитьПараметр("Дата", Дата);

Запрос.УстановитьПараметр("СО", СО);

Запрос.УстановитьПараметр("Счет", ПланыСчетов.ПланСчетов.Материалы);

Результат = Запрос.Выполнить().Выгрузить();

Если Результат.Количество() = 0 Тогда

Возврат 0;

ИначеЕсли Результат[0].Сумма = 0 или Результат[0].Количество = 0 Тогда

Возврат 0;

Иначе

Возврат Результат[0].Сумма / Результат[0].Количество;

КонецЕсли;

КонецФункции

Данная функция расположена в модуле объекта, она требуется для получения средневзвешанной цены спецодежды на определенную дату, для этого получается сумма остатков и количество остатков указанной спецодежды, на указанную дату из счета Материалы. Далее возвращается средневзвешанная цена (Сумма / Количество), с проверкой на Количество = 0 (чтобы предотвратить деление на ноль).

// функция возвращает остатки по складам, с разрезом по количеству и сумме (по складам)

Функция ОстаткиНаСкладах(Дата, УказыватьСО = Ложь, ВычислятьСумму = Истина, ВычислятьКоличество = Ложь, ВычислятьИтого = Истина) Экспорт

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| " + ?(УказыватьСО, "ЖурналПроводокОстатки.Субконто1 КАК СО,", "") + "

| ЖурналПроводокОстатки.Субконто2 КАК Склад,

| " + ?(ВычислятьСумму, "СУММА(ЖурналПроводокОстатки.СуммаОстаток) КАК Сумма"

+ ?(ВычислятьКоличество,",",""), "") + "

| " + ?(ВычислятьКоличество, "ЖурналПроводокОстатки.КоличествоОстаток КАК Количество", "") + "

|ИЗ

| РегистрБухгалтерии.ЖурналПроводок.Остатки(&Дата, Счет = &Счет, , ) КАК ЖурналПроводокОстатки

|

|СГРУППИРОВАТЬ ПО

| " + ?(УказыватьСО, "ЖурналПроводокОстатки.Субконто1,", "") + "

| ЖурналПроводокОстатки.Субконто2,

| ЖурналПроводокОстатки.КоличествоОстаток" +

?(ВычислятьИтого и (ВычислятьКоличество или ВычислятьСумму), "

|ИТОГИ " +

?(ВычислятьСумму, "

| СУММА(Сумма)", "") +

?(ВычислятьКоличество, "

| СУММА(Количество)", "") + "

|ПО

| ОБЩИЕ", "");

Запрос.УстановитьПараметр("Дата", Дата);

Запрос.УстановитьПараметр("Счет", ПланыСчетов.ПланСчетов.Материалы);

Возврат Запрос.Выполнить();

КонецФункции

Данная функция расположена в модуле объекта, она требуется для получения остатков на складах, на указанную дату, с настройкой параметров – включать в выборку спецодежду или нет, вычислять сумму по складам или нет, вычислять количество или нет, вычислять итоги или нет. По умолчанию спецодежда не указывается, сумма вычисляется, количество нет, итоги вычисляются. Для составления текста запроса используются тернарные условные операции. Возвращает функция результат запроса, готовый для обхода.

// функция возвращает количественные остатки на дату в разрезе складов и товаров

Функция КоличествоНаСкладе(Дата, Склад, СО) Экспорт

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| ЖурналПроводокОстатки.КоличествоОстаток КАК Количество

|ИЗ

| РегистрБухгалтерии.ЖурналПроводок.Остатки(

| &Дата,

| Счет = &Счет,

| ,

| Субконто1 = &СО

| И Субконто2 = &Склад) КАК ЖурналПроводокОстатки";

Запрос.УстановитьПараметр("Дата", Дата);

Запрос.УстановитьПараметр("Счет", ПланыСчетов.ПланСчетов.Материалы);

Запрос.УстановитьПараметр("СО", СО);

Запрос.УстановитьПараметр("Склад", Склад);

Результат = Запрос.Выполнить().Выгрузить();

Если Результат.Количество() = 0 Тогда

Возврат 0;

Иначе

Возврат Результат[0].Количество;

КонецЕсли;

КонецФункции

Данная функция расположена в модуле объекта, она требуется для получения количества спецодежды на определенном складе, на определенную дату.

Процедура КнопкаСформироватьНажатие(Кнопка)

// таблица средневзвешанных цен

СрЦ = Новый ТаблицаЗначений;

СрЦ.Колонки.Добавить("СО");

СрЦ.Колонки.Добавить("Цена");

СрЦ.Колонки.Добавить("Количество");

ТабДок = ЭлементыФормы.ПолеВывода;

ТабДок.Очистить();

// получение областей макета

Макет = ПолучитьМакет("ТекущиеОстатки");

ОбластьЗаголовка = Макет.ПолучитьОбласть("Заголовок");

ОбластьШапкаОбщая = Макет.ПолучитьОбласть("Шапка|Общее");

ОбластьШапкаСклад = Макет.ПолучитьОбласть("Шапка|Склад");

ОбластьСтрокаОбщая = Макет.ПолучитьОбласть("Строка|Общее");

ОбластьСтрокаСклад = Макет.ПолучитьОбласть("Строка|Склад");

ОбластьИтогоОбщая = Макет.ПолучитьОбласть("Итого|Общее");

ОбластьИтогоСклад = Макет.ПолучитьОбласть("Итого|Склад");

ОбластьОбщееИтого = Макет.ПолучитьОбласть("ИтогоОбщее");

ОбластьРазрыв = Макет.ПолучитьОбласть("Разрыв");

// вывод заголовка первой таблицы

ОбластьЗаголовка.Параметры.Заголовок = "Запасы спецодежды на складах предприятия на " + Формат(Дата, "ДФ=dd.MM.yyyy");

ТабДок.Вывести(ОбластьЗаголовка);

// вывод всех складов

ТабДок.Вывести(ОбластьШапкаОбщая);

ВыборкаСкладов = Справочники.Склады.Выбрать();

Пока ВыборкаСкладов.Следующий() Цикл

ОбластьШапкаСклад.Параметры.Склад = ВыборкаСкладов.Наименование;

ТабДок.Присоединить(ОбластьШапкаСклад);

КонецЦикла;

ВыборкаСО = Справочники.Материалы.Выбрать();

Пока ВыборкаСО.Следующий() Цикл

ОбластьСтрокаОбщая.Параметры.Спецодежда = ВыборкаСО.Ссылка;

// заполнения таблицы средневзвешанных цен

НовСтр = СрЦ.Добавить();

НовСтр.СО = ВыборкаСО.Ссылка;

НовСтр.Цена = СредневзвешаннаяЦена(Дата, ВыборкаСО.Ссылка);

ОбластьСтрокаОбщая.Параметры.Цена = НовСтр.Цена;

ТабДок.Вывести(ОбластьСтрокаОбщая);

ВыборкаСкладов = Справочники.Склады.Выбрать();

Пока ВыборкаСкладов.Следующий() Цикл

// для каждой спецодежды каждого склада вычисляем остатки

Остатки = ОстаткиТоваров(Дата, ВыборкаСкладов.Ссылка, ВыборкаСО.Ссылка);

Если Остатки.Количество() = 0 Тогда

ОбластьСтрокаСклад.Параметры.Количество = 0;

ОбластьСтрокаСклад.Параметры.Стоимость = 0;

Иначе

ОбластьСтрокаСклад.Параметры.Количество = Остатки[0].Количество;

ОбластьСтрокаСклад.Параметры.Стоимость = Остатки[0].Сумма;

КонецЕсли;

// и выводим их в отчет

ТабДок.Присоединить(ОбластьСтрокаСклад);

КонецЦикла;

КонецЦикла;

ТабДок.Вывести(ОбластьИтогоОбщая);

// общая стоимостная оценка спецодежды на складах

СОСклада = Новый ТаблицаЗначений;

СОСклада.Колонки.Добавить("Склад");

СОСклада.Колонки.Добавить("Сумма");

// получаем остатки, не учитывая разрез по материалам и складам

ОстаткиСклады = ОстаткиНаСкладах(Дата).Выбрать(ОбходРезультатаЗапроса.ПоГруппировкам);

ОстаткиСклады.Следующий();

// остатки по всем складам и всей СО (сумма остатков по всем складам)

ВсегоНаПредприятии = ОстаткиСклады.Сумма;

ОбластьОбщееИтого.Параметры.Стоимость = ОстаткиСклады.Сумма;

ОстаткиСкладов = ОстаткиСклады.Выбрать();

Пока ОстаткиСкладов.Следующий() Цикл

// заполняем таблицу общей стоиомостной оценки складов

НовСтр = СОСклада.Добавить();

НовСтр.Склад = ОстаткиСкладов.Склад;

НовСтр.Сумма = ОстаткиСкладов.Сумма;

// выводим общую сумму в отчет

ОбластьИтогоСклад.Параметры.Стоимость = ОстаткиСкладов.Сумма;

ТабДок.Присоединить(ОбластьИтогоСклад);

КонецЦикла;

// вывод "итого по предприятию"

ТабДок.Вывести(ОбластьОбщееИтого);

// сортируем таблицу средневзвешанных цен по обыванию цен

СрЦ.Сортировать("Цена Убыв");

// получаем количество, которое необходимо распределить на оставшиеся склады

Для Каждого Стр Из СрЦ Цикл

Стр.Количество = КоличествоНаСкладе(Дата, ЛиквидируемыйСклад, Стр.СО);

КонецЦикла;

// остатки на складах по количеству, без учета ликвидированного склада

ОстаткиСкл = ОстаткиТоваров(Дата, ЛиквидируемыйСклад, , "<>");

// массив для хранения сумм спецодежды после переоценки

МассивСО = Новый ТаблицаЗначений;

МассивСО.Колонки.Добавить("Склад");

МассивСО.Колонки.Добавить("Сумма");

МассивСО.Колонки.Добавить("ДляРаспределения");

// переоценка по средневзвешанной цене

Для Каждого Стр Из ОстаткиСкл Цикл

// добавление склада в массив, если его еще там нет

Если МассивСО.Найти(Стр.Склад) = Неопределено Тогда

НовСтрСкл = МассивСО.Добавить();

НовСтрСкл.Склад = Стр.Склад;

НовСтрСкл.Сумма = 0;

НовСтрСкл.ДляРаспределения = 0;

КонецЕсли;

Для Каждого СтрСО Из СрЦ Цикл

Если Стр.СО = СтрСО.СО Тогда

Стр.Сумма = Стр.Количество \* СтрСО.Цена;

// получаем общую стоимостную оценку по складам после переоценки (с учетом средневзвешанных цен)

МассивСО.Найти(Стр.Склад, "Склад").Сумма = МассивСО.Найти(Стр.Склад, "Склад").Сумма + Стр.Сумма;

Прервать;

КонецЕсли;

КонецЦикла;

КонецЦикла;

// вычисляем сумму, которой не хватает до средней стоимостной оценки всех товаров на каждом складе после ликвидации

Для Каждого Стр Из МассивСО Цикл

Стр.ДляРаспределения = ВсегоНаПредприятии / МассивСО.Количество() - Стр.Сумма;

КонецЦикла;

МассивСО.Сортировать("ДляРаспределения Убыв");

Распределение = Новый ТаблицаЗначений;

Распределение.Колонки.Добавить("Склад");

Распределение.Колонки.Добавить("СО");

Распределение.Колонки.Добавить("Количество");

Распределение.Колонки.Добавить("Сумма");

//поиск оптимального перемещения товаров с ликвидируемого склада на оставшиеся два

//////////////////////////////////////////////////////////////////////////////////

//Для поиска оптимального варианта размещения спецодежды ликвидируемого склада и

//оставшихся двух складов использую следующий алогритм: сначала сортируем склады

//по убыванию по сумме, которой не хватает до средней стоимостной оценки (для этого

//общую сумму по предприятию делим на два и вычитаем из нее стоимостную оценку после

//переоценки находящуюся на каждом складе). Затем, чтобы отклонение от стоимостной

//оценки, которую необходимо набрать было минимальным, начинаем перемещение с самых

//дорогих (по переоценочным ценам) товарам, что дает возможность заполнить и маленькое

//отклонение, перемещая товары от дорогих к дешевым. При этом заполняем таблицу

//для посчета суммы и количества перемещенных товаров на каждый склад.

/////////////////////////////////////////////////////////////////////////////////

Для Каждого Стр Из МассивСО Цикл

Для Каждого СтрСО Из СрЦ Цикл

Пока СтрСО.Количество > 0 Цикл

Если Стр.ДляРаспределения - СтрСО.Цена < 0 Тогда

Прервать;

КонецЕсли;

СтрСО.Количество = СтрСО.Количество - 1;

Стр.ДляРаспределения = Стр.ДляРаспределения - СтрСО.Цена;

Стр.Сумма = Стр.Сумма + СтрСО.Цена;

НовСтр = Распределение.Добавить();

НовСтр.Склад = Стр.Склад;

НовСтр.СО = СтрСО.СО;

НовСтр.Количество = 1;

НовСтр.Сумма = СтрСО.Цена;

КонецЦикла;

КонецЦикла;

КонецЦикла;

// если не все до конца распределилось, то ищем куда лучше отнести последний товар, если он есть

ОстатокРаспределения = МассивСО.Итог("ДляРаспределения");

СрЦ.Сортировать("Количество Убыв, Цена Убыв");

МассивСО.Сортировать("Сумма Убыв");

Для Каждого Стр Из СрЦ Цикл

// выбираем товар, который остался (если остался)

Если Стр.Количество > 0 Тогда

Стр.Количество = Стр.Количество - 1;

МассивСО[1].ДляРаспределения = МассивСО[1].ДляРаспределения - Стр.Цена;

МассивСО[1].Сумма = МассивСО[1].Сумма + Стр.Цена;

// и выбираем для перемещения тот склад, добавив в который отклонение будет минимальным

НовСтр = Распределение.Добавить();

НовСтр.Склад = МассивСО[1].Склад;

НовСтр.СО = Стр.СО;

НовСтр.Количество = 1;

НовСтр.Сумма = Стр.Цена;

КонецЕсли;

КонецЦикла;

// сворачиваем таблицу с распределенными товарами, для посчета суммы и количества

Распределение.Свернуть("Склад, СО", "Количество, Сумма");

Распределение.Сортировать("Склад Возр, СО Возр");

// вывод разрыва между отчетами

ТабДок.Вывести(ОбластьРазрыв);

// вывод заголовка второй таблицы

ОбластьЗаголовка.Параметры.Заголовок = "Предлагаемый вариант размещения спецодежды на двух складах";

ТабДок.Вывести(ОбластьЗаголовка);

// выводим шапку таблицы для каждого склада

ТабДок.Вывести(ОбластьШапкаОбщая);

ВыборкаСкладов = Справочники.Склады.Выбрать();

Пока ВыборкаСкладов.Следующий() Цикл

Если ВыборкаСкладов.Ссылка <> ЛиквидируемыйСклад Тогда

ОбластьШапкаСклад.Параметры.Склад = ВыборкаСкладов.Наименование;

ТабДок.Присоединить(ОбластьШапкаСклад);

КонецЕсли;

КонецЦикла;

// массив общей стоимостной оценки по складам после ликвидации вабранного склада

ОбщиеИтоговыеСуммы = Новый Массив;

ОбщиеИтоговыеСуммы.Добавить(0);

ОбщиеИтоговыеСуммы.Добавить(0);

// вывод спецодежды по складам (по количеству и сумме)

ВыборкаСО = Справочники.Материалы.Выбрать();

Пока ВыборкаСО.Следующий() Цикл

ОбластьСтрокаОбщая.Параметры.Спецодежда = ВыборкаСО.Ссылка;

ОбластьСтрокаОбщая.Параметры.Цена = СрЦ.Найти(ВыборкаСО.Ссылка, "СО").Цена;

ТабДок.Вывести(ОбластьСтрокаОбщая);

ВыборкаСкладов = Справочники.Склады.Выбрать();

н = 0;

Пока ВыборкаСкладов.Следующий() Цикл

Если ВыборкаСкладов.Ссылка <> ЛиквидируемыйСклад Тогда

Остатки = ОстаткиТоваров(Дата, ВыборкаСкладов.Ссылка, ВыборкаСО.Ссылка);

Отбор = Новый Структура;

Отбор.Вставить("СО", ВыборкаСО.Ссылка);

Отбор.Вставить("Склад", ВыборкаСкладов.Ссылка);

РаспределеннаяСО = Распределение.НайтиСтроки(Отбор);

// ищем остатки на тех складах, которые не ликвидировали

// количество считаем как остатки + распределенные товары на данный склад

Если Остатки.Количество() = 0 Тогда

ОбщееКоличество = ?(РаспределеннаяСО.Количество() = 0, 0, РаспределеннаяСО[0].Количество);

Иначе

ОбщееКоличество = Остатки[0].Количество + ?(РаспределеннаяСО.Количество() = 0, 0, РаспределеннаяСО[0].Количество);

КонецЕсли;

ОбластьСтрокаСклад.Параметры.Количество = ОбщееКоличество;

ОбщиеИтоговыеСуммы[н] = ОбщиеИтоговыеСуммы[н] + ОбщееКоличество \* СрЦ.Найти(ВыборкаСО.Ссылка, "СО").Цена;

// сумму считаем, как количество (посчитанное выше) \* на цену (после переоценки по средневзвешанной цене)

ОбластьСтрокаСклад.Параметры.Стоимость = ОбщееКоличество \* СрЦ.Найти(ВыборкаСО.Ссылка, "СО").Цена;

ТабДок.Присоединить(ОбластьСтрокаСклад);

н = н + 1;

КонецЕсли;

КонецЦикла;

КонецЦикла;

ТабДок.Вывести(ОбластьИтогоОбщая);

// вывод общих итоговых сумм по складам

Для н = 0 по ОбщиеИтоговыеСуммы.Количество() - 1 Цикл

// выводим общую сумму в отчет

ОбластьИтогоСклад.Параметры.Стоимость = ОбщиеИтоговыеСуммы[н];

ТабДок.Присоединить(ОбластьИтогоСклад);

КонецЦикла;

КонецПроцедуры

Основная процедура, вызываемая при нажатии на кнопку «Сформировать отчет», расположена в модуле формы. В ней реализовано формирование документа-результата и распределение товаров с ликвидируемого склада на остальные.

// таблица средневзвешанных цен

СрЦ = Новый ТаблицаЗначений;

СрЦ.Колонки.Добавить("СО");

СрЦ.Колонки.Добавить("Цена");

СрЦ.Колонки.Добавить("Количество");

ТабДок = ЭлементыФормы.ПолеВывода;

ТабДок.Очистить();

В данном блоке создается таблица значений для хранения средневзвешанных цен, с колонками СО (Спецодежда), Цена и Количество. Далее поле вывода для отображения результата записывается в переменную ТабДок и очищается.

// получение областей макета

Макет = ПолучитьМакет("ТекущиеОстатки");

ОбластьЗаголовка = Макет.ПолучитьОбласть("Заголовок");

ОбластьШапкаОбщая = Макет.ПолучитьОбласть("Шапка|Общее");

ОбластьШапкаСклад = Макет.ПолучитьОбласть("Шапка|Склад");

ОбластьСтрокаОбщая = Макет.ПолучитьОбласть("Строка|Общее");

ОбластьСтрокаСклад = Макет.ПолучитьОбласть("Строка|Склад");

ОбластьИтогоОбщая = Макет.ПолучитьОбласть("Итого|Общее");

ОбластьИтогоСклад = Макет.ПолучитьОбласть("Итого|Склад");

ОбластьОбщееИтого = Макет.ПолучитьОбласть("ИтогоОбщее");

ОбластьРазрыв = Макет.ПолучитьОбласть("Разрыв");

В данном блоке проводится получение областей макета, для вывода результата.

// вывод заголовка первой таблицы

ОбластьЗаголовка.Параметры.Заголовок = "Запасы спецодежды на складах предприятия на " + Формат(Дата, "ДФ=dd.MM.yyyy");

ТабДок.Вывести(ОбластьЗаголовка);

// вывод всех складов

ТабДок.Вывести(ОбластьШапкаОбщая);

ВыборкаСкладов = Справочники.Склады.Выбрать();

Пока ВыборкаСкладов.Следующий() Цикл

ОбластьШапкаСклад.Параметры.Склад = ВыборкаСкладов.Наименование;

ТабДок.Присоединить(ОбластьШапкаСклад);

КонецЦикла;

В данном блоке в табличный документ результата выводится заголовок и шапка таблицы – "Спецодежда","Цена","Склад 1","Склад 2","Склад 3". При выводе складов просто обходим выборку из складов, получаемую через Справочники.Склады.Выбрать().

ВыборкаСО = Справочники.Материалы.Выбрать();

Пока ВыборкаСО.Следующий() Цикл

ОбластьСтрокаОбщая.Параметры.Спецодежда = ВыборкаСО.Ссылка;

// заполнения таблицы средневзвешанных цен

НовСтр = СрЦ.Добавить();

НовСтр.СО = ВыборкаСО.Ссылка;

НовСтр.Цена = СредневзвешаннаяЦена(Дата, ВыборкаСО.Ссылка);

ОбластьСтрокаОбщая.Параметры.Цена = НовСтр.Цена;

ТабДок.Вывести(ОбластьСтрокаОбщая);

ВыборкаСкладов = Справочники.Склады.Выбрать();

Пока ВыборкаСкладов.Следующий() Цикл

// для каждой спецодежды каждого склада вычисляем остатки

Остатки = ОстаткиТоваров(Дата, ВыборкаСкладов.Ссылка, ВыборкаСО.Ссылка);

Если Остатки.Количество() = 0 Тогда

ОбластьСтрокаСклад.Параметры.Количество = 0;

ОбластьСтрокаСклад.Параметры.Стоимость = 0;

Иначе

ОбластьСтрокаСклад.Параметры.Количество = Остатки[0].Количество;

ОбластьСтрокаСклад.Параметры.Стоимость = Остатки[0].Сумма;

КонецЕсли;

// и выводим их в отчет

ТабДок.Присоединить(ОбластьСтрокаСклад);

КонецЦикла;

КонецЦикла;

В данном блоке заполняется таблица значений средневзвешанных цен. Для этого берется выборка всей спецодежды (через Справочники.Материалы.Выбрать). Происходит обход выборки, с выводом в табличный документ.

// заполнения таблицы средневзвешанных цен

НовСтр = СрЦ.Добавить();

НовСтр.СО = ВыборкаСО.Ссылка;

НовСтр.Цена = СредневзвешаннаяЦена(Дата, ВыборкаСО.Ссылка);

Данный блок используется для заполнения таблицы значений. СрЦ.Добавить – создает новую строку в таблице значений и возвращает её для заполнения. Далее данные строки заполняются: СО – ссылкой на материал, а цена – значением возвращенным функцией СредневзвешаннаяЦена на указанную дату (указанная в форме) и для текущего материала.

После добавления новой записи в таблицу значений делается вывод общей части таблицы (Спецодежда и Цена). После этого берется выборка складов (через Справочники.Склады.Выбрать) и обходится, с высчитыванием остатков для каждого склада, используя функцию ОстаткиТоваров на указанную дату, для текущего склада и текущего материала. После получения остатков Количество и Сумма выводятся в табличный документ результата.

ТабДок.Вывести(ОбластьИтогоОбщая);

// общая стоимостная оценка спецодежды на складах

СОСклада = Новый ТаблицаЗначений;

СОСклада.Колонки.Добавить("Склад");

СОСклада.Колонки.Добавить("Сумма");

// получаем остатки, не учитывая разрез по материалам и складам

ОстаткиСклады = ОстаткиНаСкладах(Дата).Выбрать(ОбходРезультатаЗапроса.ПоГруппировкам);

ОстаткиСклады.Следующий();

// остатки по всем складам и всей СО (сумма остатков по всем складам)

ВсегоНаПредприятии = ОстаткиСклады.Сумма;

ОбластьОбщееИтого.Параметры.Стоимость = ОстаткиСклады.Сумма;

ОстаткиСкладов = ОстаткиСклады.Выбрать();

Пока ОстаткиСкладов.Следующий() Цикл

// заполняем таблицу общей стоиомостной оценки складов

НовСтр = СОСклада.Добавить();

НовСтр.Склад = ОстаткиСкладов.Склад;

НовСтр.Сумма = ОстаткиСкладов.Сумма;

// выводим общую сумму в отчет

ОбластьИтогоСклад.Параметры.Стоимость = ОстаткиСкладов.Сумма;

ТабДок.Присоединить(ОбластьИтогоСклад);

КонецЦикла;

// вывод "итого по предприятию"

ТабДок.Вывести(ОбластьОбщееИтого);

В данном блоке выводятся итоги по каждому складу и общий итог по предприятию. Для хранения информации по остаткам на складах создается таблица значений СОСклада с колонками Склад и Сумма. Для подсчета итогов по каждому складу используется функция ОстаткиНаСкладах, с указанием даты указанной в форме, остальные параметры функции берутся по умолчанию (при вызове не указываются). Так как функция возвращает результат запроса, для обхода данных требуется получить выборку, используя Выбрать, и для получения результата по всему предприятию и каждому складу используется ОбходРезультатаЗапроса.ПоГруппировкам. Тогда первым элементом выборки будет общая сумма на предприятии, которая записывается в переменную ВсегоНаПредприятии. А далее получаются остатки по каждому складу, для этого берется выборка (через Выбрать) без указания обхода и при обходе выборки заполняется таблица значений СОСклада и выводится в табличный документ. По завершению в табличный документ выводится общий итог по предприятию. На этом завершается первая часть задачи – вывести текущие остатки спецодежды на предприятии.

// сортируем таблицу средневзвешанных цен по обыванию цен

СрЦ.Сортировать("Цена Убыв");

// получаем количество, которое необходимо распределить на оставшиеся склады

Для Каждого Стр Из СрЦ Цикл

Стр.Количество = КоличествоНаСкладе(Дата, ЛиквидируемыйСклад, Стр.СО);

КонецЦикла;

В данном блоке таблица значений средневзвешанных цен сортируется по убыванию цены, чтобы самая дорогая спецодежда шла в начале, а та что дешевле в конце (для распределения на склады). После сортировки заполняется последняя колонка таблицы значений – Количество. В данное поле будет записано количество товара на ликвидируемом складе, которое предстоит распределить на другие склады. Для получения этого количества используется функция КоличествоНаСкладе с указанием даты, ликвидируемого склада (и дата и склад указываются в форме) и спецодежды для которой считается количество.

// остатки на складах по количеству, без учета ликвидированного склада

ОстаткиСкл = ОстаткиТоваров(Дата, ЛиквидируемыйСклад, , "<>");

// массив для хранения сумм спецодежды после переоценки

МассивСО = Новый ТаблицаЗначений;

МассивСО.Колонки.Добавить("Склад");

МассивСО.Колонки.Добавить("Сумма");

МассивСО.Колонки.Добавить("ДляРаспределения");

// переоценка по средневзвешанной цене

Для Каждого Стр Из ОстаткиСкл Цикл

// добавление склада в массив, если его еще там нет

Если МассивСО.Найти(Стр.Склад) = Неопределено Тогда

НовСтрСкл = МассивСО.Добавить();

НовСтрСкл.Склад = Стр.Склад;

НовСтрСкл.Сумма = 0;

НовСтрСкл.ДляРаспределения = 0;

КонецЕсли;

Для Каждого СтрСО Из СрЦ Цикл

Если Стр.СО = СтрСО.СО Тогда

Стр.Сумма = Стр.Количество \* СтрСО.Цена;

// получаем общую стоимостную оценку по складам после переоценки (с учетом средневзвешанных цен)

МассивСО.Найти(Стр.Склад, "Склад").Сумма = МассивСО.Найти(Стр.Склад, "Склад").Сумма + Стр.Сумма;

Прервать;

КонецЕсли;

КонецЦикла;

КонецЦикла;

// вычисляем сумму, которой не хватает до средней стоимостной оценки всех товаров на каждом складе после ликвидации

Для Каждого Стр Из МассивСО Цикл

Стр.ДляРаспределения = ВсегоНаПредприятии / МассивСО.Количество() - Стр.Сумма;

КонецЦикла;

МассивСО.Сортировать("ДляРаспределения Убыв");

В данном блоке происходит переоценка сумм остатков на остающихся складах. Для хранения данных создается таблица значений МассивСО с колонками Склад, Сумма, ДляРаспределения. В колонке ДляРаспределения будет храниться сумма, которой не хватает до средней стоимостной оценки после ликвидации. Для получения остатков используется функция ОстаткиТоваров с указанием даты и ликвидируемого склада (указанные в форме), и с условием "<>" – что означает, что остатки берутся для всех складов кроме ликвидируемого. Полученные остатки обходятся, если склад на котором хранится текущий материал не найден в таблице значений МассивСО – то в таблицу значений добавляется новая строка с этим складом. Далее в таблице значений СрЦ (средневзвешанные цены) ищется строка хранящая данные о текущей спецодежде, для получения средневзвешанной цены. Когда запись найдена – вычисляется сумма остатков на складе (количество на складе \* средневзвешанную цену материала), добавлется сумма этого материала к общей сумме по складу в таблице значений МассивСО и цикл прерывается, т.к. запись уже найдена. После обхода остатков для всех записей таблицы значений МассивСО высчитывается сумма ДляРаспределения по формуле ВсегоНаПредприятии / количество складов - сумма на складе, после чего таблица значений сортируется по убыванию колонки ДляРаспределения (сначала будет заполнен склад, который требует большую сумму до средней цены, а дальше требующий меньшую).

Распределение = Новый ТаблицаЗначений;

Распределение.Колонки.Добавить("Склад");

Распределение.Колонки.Добавить("СО");

Распределение.Колонки.Добавить("Количество");

Распределение.Колонки.Добавить("Сумма");

В данном блоке создается таблица значений для хранения результатов распределения материалов по складам с колонками Склад, СО, Количество, Сумма.

Для Каждого Стр Из МассивСО Цикл

Для Каждого СтрСО Из СрЦ Цикл

Пока СтрСО.Количество > 0 Цикл

Если Стр.ДляРаспределения - СтрСО.Цена < 0 Тогда

Прервать;

КонецЕсли;

СтрСО.Количество = СтрСО.Количество - 1;

Стр.ДляРаспределения = Стр.ДляРаспределения - СтрСО.Цена;

Стр.Сумма = Стр.Сумма + СтрСО.Цена;

НовСтр = Распределение.Добавить();

НовСтр.Склад = Стр.Склад;

НовСтр.СО = СтрСО.СО;

НовСтр.Количество = 1;

НовСтр.Сумма = СтрСО.Цена;

КонецЦикла;

КонецЦикла;

КонецЦикла;

// если не все до конца распределилось, то ищем куда лучше отнести последний товар, если он есть

ОстатокРаспределения = МассивСО.Итог("ДляРаспределения");

СрЦ.Сортировать("Количество Убыв, Цена Убыв");

МассивСО.Сортировать("Сумма Убыв");

Для Каждого Стр Из СрЦ Цикл

// выбираем товар, который остался (если остался)

Если Стр.Количество > 0 Тогда

Стр.Количество = Стр.Количество - 1;

МассивСО[1].ДляРаспределения = МассивСО[1].ДляРаспределения - Стр.Цена;

МассивСО[1].Сумма = МассивСО[1].Сумма + Стр.Цена;

// и выбираем для перемещения тот склад, добавив в который отклонение будет минимальным

НовСтр = Распределение.Добавить();

НовСтр.Склад = МассивСО[1].Склад;

НовСтр.СО = Стр.СО;

НовСтр.Количество = 1;

НовСтр.Сумма = Стр.Цена;

КонецЕсли;

КонецЦикла;

Данный блок – главный, в нем происходит распределение товаров по складам. Сначала обходятся все склады в таблице значений МассивСО, для каждого склада идет обход всех материалов (таблица значений СрЦ) у которых количество (количество хранящееся на ликвидируемом складе) больше нуля, если при переносе материала на текущий склад сумма товаров не преувеличит среднюю по предприятию (ДляРаспределения – Цена < 0), то один материал переносится на текущий склад, если же при переносе будет преувеличение средней суммы, то цикл по Количеству элементов (в котором проходит перенос по одному материалу) прерывается, для скорейшего перехода к другому, более дешевому материалу. После обхода всех складов получается сумма нераспределенных товаров (через МассивСО.Итог), если сумма нераспределенных не равна нулю – значит требуется найти куда распределить оставшийся товар (Прим. Ред. – в коде пропущена данная проверка и ОстатокРаспределения не используется, хотя комментарий поставлен с описанием верного действия, т.к. реализация принадлежит победителю олимпиады 2 тура 2012 года исправление не внесено. Данное условие не необходимо, но позволяет пропустить ненужное действие с обходом всех товаров для поиска нераспределенных). Если не все товары распределены, то таблица значений средневзвешанных цен сортируется по убыванию по колонкам Количество и Цена, а таблице значений МассивСО по убыванию колонки Сумма (чтобы элемент 0 имел данные с наиболее заполненным складом, а элемент 1 с менее заполненным), далее для каждого товара, у которого нераспределенное количество больше 0 переносится по 1 элементу на склад отвечающий элементу 1 (менее заполненный).

// сворачиваем таблицу с распределенными товарами, для посчета суммы и количества

Распределение.Свернуть("Склад, СО", "Количество, Сумма");

Распределение.Сортировать("Склад Возр, СО Возр");

В данном блоке таблица значений с распределенными элементами сворачивается и сортируется по возрастанию Склада и спецодежды.

// вывод разрыва между отчетами

ТабДок.Вывести(ОбластьРазрыв);

// вывод заголовка второй таблицы

ОбластьЗаголовка.Параметры.Заголовок = "Предлагаемый вариант размещения спецодежды на двух складах";

ТабДок.Вывести(ОбластьЗаголовка);

// выводим шапку таблицы для каждого склада

ТабДок.Вывести(ОбластьШапкаОбщая);

ВыборкаСкладов = Справочники.Склады.Выбрать();

Пока ВыборкаСкладов.Следующий() Цикл

Если ВыборкаСкладов.Ссылка <> ЛиквидируемыйСклад Тогда

ОбластьШапкаСклад.Параметры.Склад = ВыборкаСкладов.Наименование;

ТабДок.Присоединить(ОбластьШапкаСклад);

КонецЕсли;

КонецЦикла;

// массив общей стоимостной оценки по складам после ликвидации вабранного склада

ОбщиеИтоговыеСуммы = Новый Массив;

ОбщиеИтоговыеСуммы.Добавить(0);

ОбщиеИтоговыеСуммы.Добавить(0);

// вывод спецодежды по складам (по количеству и сумме)

ВыборкаСО = Справочники.Материалы.Выбрать();

Пока ВыборкаСО.Следующий() Цикл

ОбластьСтрокаОбщая.Параметры.Спецодежда = ВыборкаСО.Ссылка;

ОбластьСтрокаОбщая.Параметры.Цена = СрЦ.Найти(ВыборкаСО.Ссылка, "СО").Цена;

ТабДок.Вывести(ОбластьСтрокаОбщая);

ВыборкаСкладов = Справочники.Склады.Выбрать();

н = 0;

Пока ВыборкаСкладов.Следующий() Цикл

Если ВыборкаСкладов.Ссылка <> ЛиквидируемыйСклад Тогда

Остатки = ОстаткиТоваров(Дата, ВыборкаСкладов.Ссылка, ВыборкаСО.Ссылка);

Отбор = Новый Структура;

Отбор.Вставить("СО", ВыборкаСО.Ссылка);

Отбор.Вставить("Склад", ВыборкаСкладов.Ссылка);

РаспределеннаяСО = Распределение.НайтиСтроки(Отбор);

// ищем остатки на тех складах, которые не ликвидировали

// количество считаем как остатки + распределенные товары на данный склад

Если Остатки.Количество() = 0 Тогда

ОбщееКоличество = ?(РаспределеннаяСО.Количество() = 0, 0, РаспределеннаяСО[0].Количество);

Иначе

ОбщееКоличество = Остатки[0].Количество + ?(РаспределеннаяСО.Количество() = 0, 0, РаспределеннаяСО[0].Количество);

КонецЕсли;

ОбластьСтрокаСклад.Параметры.Количество = ОбщееКоличество;

ОбщиеИтоговыеСуммы[н] = ОбщиеИтоговыеСуммы[н] + ОбщееКоличество \* СрЦ.Найти(ВыборкаСО.Ссылка, "СО").Цена;

// сумму считаем, как количество (посчитанное выше) \* на цену (после переоценки по средневзвешанной цене)

ОбластьСтрокаСклад.Параметры.Стоимость = ОбщееКоличество \* СрЦ.Найти(ВыборкаСО.Ссылка, "СО").Цена;

ТабДок.Присоединить(ОбластьСтрокаСклад);

н = н + 1;

КонецЕсли;

КонецЦикла;

КонецЦикла;

ТабДок.Вывести(ОбластьИтогоОбщая);

// вывод общих итоговых сумм по складам

Для н = 0 по ОбщиеИтоговыеСуммы.Количество() - 1 Цикл

// выводим общую сумму в отчет

ОбластьИтогоСклад.Параметры.Стоимость = ОбщиеИтоговыеСуммы[н];

ТабДок.Присоединить(ОбластьИтогоСклад);

КонецЦикла;

В данном блоке данные распределения выводятся в табличный документ. Сначала выводится разрыв (чтобы две таблицы не слились друг с другом), далее шапка таблицы, без ликвидируемого склада. После создаётся массив для хранения общей суммы на обоих остающихся складах. Далее берется выборка всех материалов и идет обход всех материалов, выводится спецодежда, средняя цена (ищется в таблице значений СрЦ, после обходятся все склады, кроме ликвидируемого, для них получаются остатки на указанную дату, текущего склада и текущей спецодежды, далее находятся строки из таблицы значений Распределение, которые соответствуют текущей спецодежде и складу. Далее выводится общее количество материала на складе (как сумма остатков + распределенных с ликвидируемого склада), после подсчитываются итоговые суммы текущего склада и стоимость товара на текущем складе. После вывода таблицы, выводятся итоги (итоговая стоимость по каждому складу).

Процедура ПриОткрытии()

// установка даты по умолчанию (1 апреля 2012 года)

Дата = '20120401';

// установка склада по умолчанию (склад, с максимальным значением кода)

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ ПЕРВЫЕ 1

| Склады.Ссылка КАК Склад

|ИЗ

| Справочник.Склады КАК Склады

|

|УПОРЯДОЧИТЬ ПО

| Склады.Код УБЫВ";

Результат = Запрос.Выполнить().Выгрузить();

Если Результат.Количество() <> 0 Тогда

ЛиквидируемыйСклад = Результат[0].Склад;

КонецЕсли;

КонецПроцедуры

Данная процедура расположена в модуле формы и отвечает за установку даты и склада по умолчанию (дата – 1 апреля 2012, а склад – с максимальным значением кода).

Сформированный отчет
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Требования

Крупная финансовая компания, представляющая собой группу взаимосвязанных организаций (порядка 150), ведет бухгалтерский учет в единой информационной базе в программе «1С:Бухгалтерия 8». Многофирменный учет в программе организован с использованием измерения регистра бухгалтерии «Организации».

Задолженность организаций при внутрикорпоративных расчетах отражается (условно) только на счете 76 по субконто «Организации». Значения измерения «Организации» также как и субконто вида «Организации» определяются в едином справочнике «Организации».

В процессе проведения финансовых операций возникают задолженности между организациями, входящими в состав компании. Если организация Х является должником организации Y, то это отражается в учете у организации Х как кредитовое сальдо счета 76 по субконто «Организация Y» на сумму долга, одновременно у организации Y на счете 76 по субконто «Организация Х» отражается дебетовое сальдо на эту же сумму.

Необходимо по данным бухгалтерского учета:

1. Определить внутрикорпоративные долги для организаций и общую сумму долгов, представить их в виде таблицы следующего вида.

Долги

|  |  |  |
| --- | --- | --- |
| Должник | Кредитор | Сумма долга |
| Орг-01 | Орг-02 | 500,00 |
| Орг-02 | Орг-03 | 200,00 |
| Орг-02 | Орг-04 | 150,00 |
| Орг-03 | Орг-01 | 250,00 |
| Орг-04 | Орг-01 | 100,00 |
| Итог |  | 1200,00 |

2. Для каждой организации определить сальдо взаиморасчетов как разницу между общей суммой долгов, причитающихся к получению и общей суммы долгов, причитающихся к возврату, в следующем виде.

Сольдо взаиморасчетов

|  |  |
| --- | --- |
| Организация | Сальдо  взаиморасчетов |
| Орг-01 | -150,00 |
| Орг-02 | 150,00 |
| Орг-03 | -50,00 |
| Орг-04 | 50,00 |

3. Предложить вариант зачета взаимных требований, такой, чтобы общая сумма долгов всех организаций была бы минимальной, при этом для каждой организации сальдо взаиморасчетов оставалось бы неизменным. Результат представить в виде таблицы, аналогичной исходной.

Долги после взаимозачетов

|  |  |  |
| --- | --- | --- |
| Должник | Кредитор | Сумма долга |
| Орг-01 | Орг-02 | 100,00 |
| Орг-01 | Орг-04 | 50,00 |
| Орг-03 | Орг-02 | 50,00 |
| Итог |  | 200,00 |

Каркасная конфигурация

Задание необходимо выполнить в каркасной конфигурации, в которой имеется:

* план счетов, содержащий счета 76 "Расчеты с прочими дебиторами и кредиторами" и 0 "Вспомогательный";
* справочник «Организации»;
* документ для ввода данных о задолженности организаций, при помощи которого введено несколько проводок в дебет и кредит счета 76 в корреспонденции со вспомогательным счетом 0.

ВНИМАНИЕ! Для отладки модуля отчета Вы можете добавлять в информационную базу каркасной конфигурации дополнительные организации и проводки. Жюри проводит тестирование на собственных наборах данных, которые будут отличаться от данных, содержащихся в исходной информационной базе каркасной конфигурации.

Решение

Причина больших сумм долгов внутри организации кроется в циклах и цепочках задолжностей. Как пример цикла – организация 1 должна организации 2, та в свою очередь должна организации 3, а та должна организации 1. Пример цепочки долгов (цепочки видны при отсутствии циклов) – организация 1 должна организации 2, а та должна организации 4. Для уменьшения общей суммы долгов достаточно устранить циклы и цепочки долгов, чтобы все долги сводились к тому, что один занял другому ни у кого не занимая сам. Для устранения циклов достаточно избавиться от одного из составляющих его звеньев. Для устранения цепи (первый – второй – третий) достаточно, чтобы первый отдавал напрямую третьему (за второго) и второму (если остается ещё должен).

Рассмотрим ход решения на представленных в требованиях данных.

Шаг 1 – устранение циклов.

Ищем циклы, первый цикл – (1 – 2 – 3 – 1). Для устранения цикла нужно избавиться от одного из звеньев. Для этого найдем минимальный долг:

|  |  |  |
| --- | --- | --- |
| Кто | Кому | Сколько |
| Орг 1 | Орг 2 | 500 |
| Орг 2 | Орг 3 | 200 |
| Орг 3 | Орг 1 | 250 |

Из таблицы видно, что минимальный долг у организации 2 для организации 3. Теперь можно уничтожить это звено (считая что все три организации прощают друг другу 200, никто ничего не теряет). Получается следующее состояние по организации:

|  |  |  |
| --- | --- | --- |
| Кто | Кому | Сколько |
| Орг 1 | Орг 2 | 300 |
| Орг 2 | Орг 4 | 150 |
| Орг 3 | Орг 1 | 50 |
| Орг 4 | Орг 1 | 100 |

Проверяем на наличие циклов, тут он присутствует, это цикл – (1 – 2 – 4 – 1). Находим минимальный долг:

|  |  |  |
| --- | --- | --- |
| Кто | Кому | Сколько |
| Орг 1 | Орг 2 | 300 |
| Орг 2 | Орг 4 | 150 |
| Орг 4 | Орг 1 | 100 |

Минимальный долгу у организации 4 для организации 1. После уничтожения звена получается состояние:

|  |  |  |
| --- | --- | --- |
| Кто | Кому | Сколько |
| Орг 1 | Орг 2 | 200 |
| Орг 2 | Орг 4 | 50 |
| Орг 3 | Орг 1 | 50 |

Проверяем состояние на наличие циклов, и видим что они отсутствуют.

Шаг 2 – устранение цепочек.

Ищем цепочки долгов (достаточно найти и избавиться от всех цепей длиной 3, не рассматривая более длинные). Первая найденная цепочка – (1 – 2 – 4). Разбиваем её на два независимых долга. Организация 1 отдаст за организацию 2 50 организации 4, так как организации 2 все равно придется потратить 50 из полученных 200 от организации 1 на уплату долга. Так убираем посредника и снижаем общую сумму долга. После разбития цепочки получаем состояние:

|  |  |  |
| --- | --- | --- |
| Кто | Кому | Сколько |
| Орг 1 | Орг 2 | 150 |
| Орг 1 | Орг 4 | 50 |
| Орг 3 | Орг 1 | 50 |

Проверяем состояние на наличие цепочек, находим – (3 – 1 – 2). Разбиваем цепочку. Организация 3 уплатит организации 2 50, а организация 1 останется должна только 100.

|  |  |  |
| --- | --- | --- |
| Кто | Кому | Сколько |
| Орг 1 | Орг 2 | 100 |
| Орг 1 | Орг 4 | 50 |
| Орг 3 | Орг 2 | 50 |

Проверяем состояние на наличие цепочек – их в состоянии не найдено, следовательно решение найдено, и долги организаций разбиты так, что организация даёт в займы не беря ни у кого в долг сама (организации 2 и 4).

Реализация

Процедура КнопкаСформироватьНажатие(Кнопка)

ТабДок = ЭлементыФормы.ПолеТабличногоДокумента;

Долги = Новый ТаблицаЗначений;

Долги.Колонки.Добавить("Кто");

Долги.Колонки.Добавить("Кому");

Долги.Колонки.Добавить("Сумма");

Сальдо = Новый ТаблицаЗначений;

Сальдо.Колонки.Добавить("Кто");

Сальдо.Колонки.Добавить("Сумма");

Взаиморасчеты = Новый ТаблицаЗначений;

Взаиморасчеты.Колонки.Добавить("Кто");

Взаиморасчеты.Колонки.Добавить("Кому");

Взаиморасчеты.Колонки.Добавить("Сумма");

// получаем долги

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| ЖурналОперацийДвиженияССубконто.Организации,

| ЖурналОперацийДвиженияССубконто.СубконтоКт1,

| ЖурналОперацийДвиженияССубконто.Сумма

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.ДвиженияССубконто КАК ЖурналОперацийДвиженияССубконто

|ГДЕ

| ЖурналОперацийДвиженияССубконто.СчетКт.Код = ""76""";

Результат = Запрос.Выполнить();

Выборка = Результат.Выбрать();

Пока Выборка.Следующий() Цикл

ДолгиЗапись = Долги.Добавить();

ВзаиморасчетыЗапись = Взаиморасчеты.Добавить();

ДолгиЗапись.Кто = Выборка.Организации;

ДолгиЗапись.Кому = Выборка.СубконтоКт1;

ДолгиЗапись.Сумма = Выборка.Сумма;

ВзаиморасчетыЗапись.Кто = ДолгиЗапись.Кто;

ВзаиморасчетыЗапись.Кому = ДолгиЗапись.Кому;

ВзаиморасчетыЗапись.Сумма = ДолгиЗапись.Сумма;

КонецЦикла;

// получаем сальдо

Для Каждого Долг Из Долги Цикл

СальдоЗаписьКто = Сальдо.Найти(Долг.Кто,"Кто");

СальдоЗаписьКому = Сальдо.Найти(Долг.Кому,"Кто");

Если СальдоЗаписьКто = Неопределено Тогда

СальдоЗаписьКто = Сальдо.Добавить();

СальдоЗаписьКто.Кто = Долг.Кто;

СальдоЗаписьКто.Сумма = 0;

КонецЕсли;

Если СальдоЗаписьКому = Неопределено Тогда

СальдоЗаписьКому = Сальдо.Добавить();

СальдоЗаписьКому.Кто = Долг.Кому;

СальдоЗаписьКому.Сумма = 0;

КонецЕсли;

СальдоЗаписьКто.Сумма = СальдоЗаписьКто.Сумма - Долг.Сумма;

СальдоЗаписьКому.Сумма = СальдоЗаписьКому.Сумма + Долг.Сумма;

КонецЦикла;

// расчитываем взаиморасчеты

// ищем циклы

ЦиклРезультат = НайтиЦикл(Взаиморасчеты,Неопределено);

Пока ЦиклРезультат <> Неопределено Цикл

Минимальный = ЦиклРезультат[0];

Для Каждого Звено Из ЦиклРезультат Цикл

Если Звено.Сумма < Минимальный.Сумма Тогда

Минимальный = Звено;

КонецЕсли;

КонецЦикла;

// уничтожаем цикл

Для Каждого Звено Из ЦиклРезультат Цикл

Для Каждого ВзаиморасчетыЗапись Из Взаиморасчеты Цикл

Если ВзаиморасчетыЗапись.Кто <> Звено.Кто Тогда

Продолжить;

КонецЕсли;

Если ВзаиморасчетыЗапись.Кому <> Звено.Кому Тогда

Продолжить;

КонецЕсли;

ВзаиморасчетыЗапись.Сумма = ВзаиморасчетыЗапись.Сумма - Минимальный.Сумма;

Если ВзаиморасчетыЗапись.Сумма = 0 Тогда

Взаиморасчеты.Удалить(ВзаиморасчетыЗапись);

КонецЕсли;

КонецЦикла;

КонецЦикла;

ЦиклРезультат = НайтиЦикл(Взаиморасчеты,Неопределено);

КонецЦикла;

// ищем цепи

ЦепьРезультат = НайтиЦепь(Взаиморасчеты,Неопределено);

Пока ЦепьРезультат <> Неопределено Цикл

Запись = Новый Массив(2);

Для Каждого ВзаиморасчетыЗапись Из Взаиморасчеты Цикл

Для i = 0 по 1 Цикл

Если ВзаиморасчетыЗапись.Кто = ЦепьРезультат[i].Кто И ВзаиморасчетыЗапись.Кому = ЦепьРезультат[i].Кому Тогда

Запись[i] = ВзаиморасчетыЗапись;

КонецЕсли;

КонецЦикла;

КонецЦикла;

Если Запись[0].Сумма > Запись[1].Сумма Тогда

Второму = Запись[0].Сумма - Запись[1].Сумма;

Запись[0].Сумма = Второму;

Запись[1].Кто = Запись[0].Кто;

ИначеЕсли Запись[0].Сумма <= Запись[1].Сумма Тогда

Третьему = Запись[1].Сумма - Запись[0].Сумма;

Запись[0].Кому = Запись[1].Кому;

Запись[1].Сумма = Третьему;

КонецЕсли;

ЦепьРезультат = НайтиЦепь(Взаиморасчеты,Неопределено);

КонецЦикла;

Макет = ПолучитьМакет("Макет");

ОбластьЗаголовок = Макет.ПолучитьОбласть("Заголовок");

ОбластьШапкаВзаиморасчеты = Макет.ПолучитьОбласть("ШапкаВзаиморасчеты");

ОбластьСтрокаВзаиморасчеты = Макет.ПолучитьОбласть("СтрокаВзаиморасчеты");

ОбластьШапкаСальдо = Макет.ПолучитьОбласть("ШапкаСальдо");

ОбластьСтрокаСальдо = Макет.ПолучитьОбласть("СтрокаСальдо");

ТабДок.Очистить();

ОбластьЗаголовок.Параметры[0] = "Долги";

ТабДок.Вывести(ОбластьЗаголовок);

ТабДок.Вывести(ОбластьШапкаВзаиморасчеты);

Для Каждого Запись Из Долги Цикл

ОбластьСтрокаВзаиморасчеты.Параметры[0] = Запись.Кто;

ОбластьСтрокаВзаиморасчеты.Параметры[1] = Запись.Кому;

ОбластьСтрокаВзаиморасчеты.Параметры[2] = Запись.Сумма;

ТабДок.Вывести(ОбластьСтрокаВзаиморасчеты);

КонецЦикла;

ОбластьЗаголовок.Параметры[0] = "Сальдо";

ТабДок.Вывести(ОбластьЗаголовок);

ТабДок.Вывести(ОбластьШапкаСальдо);

Для Каждого Запись Из Сальдо Цикл

ОбластьСтрокаСальдо.Параметры[0] = Запись.Кто;

ОбластьСтрокаСальдо.Параметры[1] = Запись.Сумма;

ТабДок.Вывести(ОбластьСтрокаСальдо);

КонецЦикла;

ОбластьЗаголовок.Параметры[0] = "Взаиморасчеты";

ТабДок.Вывести(ОбластьЗаголовок);

ТабДок.Вывести(ОбластьШапкаВзаиморасчеты);

Для Каждого Запись Из Взаиморасчеты Цикл

ОбластьСтрокаВзаиморасчеты.Параметры[0] = Запись.Кто;

ОбластьСтрокаВзаиморасчеты.Параметры[1] = Запись.Кому;

ОбластьСтрокаВзаиморасчеты.Параметры[2] = Запись.Сумма;

ТабДок.Вывести(ОбластьСтрокаВзаиморасчеты);

КонецЦикла;

КонецПроцедуры

Функция НайтиЦикл(Взаиморасчеты,Результат)

РезультатВременный = Неопределено;

Если Результат = Неопределено Тогда

РезультатВременный = Новый ТаблицаЗначений;

РезультатВременный.Колонки.Добавить("Кто");

РезультатВременный.Колонки.Добавить("Кому");

РезультатВременный.Колонки.Добавить("Сумма");

Иначе

РезультатВременный = Результат.Скопировать();

КонецЕсли;

Для Каждого ВзаиморасчетыЗапись Из Взаиморасчеты Цикл

Количество = РезультатВременный.Количество();

Если Количество > 0 Тогда

Если РезультатВременный[Количество - 1].Кому <> ВзаиморасчетыЗапись.Кто Тогда

Продолжить;

КонецЕсли;

КонецЕсли;

РезультатЗапись = РезультатВременный.Добавить();

РезультатЗапись.Кто = ВзаиморасчетыЗапись.Кто;

РезультатЗапись.Кому = ВзаиморасчетыЗапись.Кому;

РезультатЗапись.Сумма = ВзаиморасчетыЗапись.Сумма;

Если РезультатВременный.Количество() > 1 Тогда

Если РезультатВременный[0].Кто = РезультатЗапись.Кому Тогда

// Цикл найден

Возврат РезультатВременный;

КонецЕсли;

КонецЕсли;

ЦиклР = НайтиЦикл(Взаиморасчеты,РезультатВременный);

Если ЦиклР <> Неопределено Тогда

Возврат ЦиклР;

Иначе

РезультатВременный.Удалить(РезультатЗапись);

КонецЕсли;

КонецЦикла;

Возврат Неопределено;

КонецФункции

Функция НайтиЦепь(Взаиморасчеты,Результат)

РезультатВременный = Неопределено;

Если Результат = Неопределено Тогда

РезультатВременный = Новый ТаблицаЗначений;

РезультатВременный.Колонки.Добавить("Кто");

РезультатВременный.Колонки.Добавить("Кому");

РезультатВременный.Колонки.Добавить("Сумма");

Иначе

РезультатВременный = Результат.Скопировать();

КонецЕсли;

Для Каждого ВзаиморасчетыЗапись Из Взаиморасчеты Цикл

Количество = РезультатВременный.Количество();

Если Количество > 0 Тогда

Если РезультатВременный[Количество - 1].Кому <> ВзаиморасчетыЗапись.Кто Тогда

Продолжить;

КонецЕсли;

КонецЕсли;

РезультатЗапись = РезультатВременный.Добавить();

РезультатЗапись.Кто = ВзаиморасчетыЗапись.Кто;

РезультатЗапись.Кому = ВзаиморасчетыЗапись.Кому;

РезультатЗапись.Сумма = ВзаиморасчетыЗапись.Сумма;

Если РезультатВременный.Количество() > 1 Тогда

// цепь из больше чем двух элементов найдена

Возврат РезультатВременный;

КонецЕсли;

Цепь = НайтиЦепь(Взаиморасчеты,РезультатВременный);

Если Цепь <> Неопределено Тогда

Возврат Цепь;

Иначе

РезультатВременный.Удалить(РезультатЗапись);

КонецЕсли;

КонецЦикла;

Возврат Неопределено;

КонецФункции

Автор: Михайлов Алексей

Пояснения к коду:

Процедура КнопкаСформироватьНажатие(Кнопка)

ТабДок = ЭлементыФормы.ПолеТабличногоДокумента;

Долги = Новый ТаблицаЗначений;

Долги.Колонки.Добавить("Кто");

Долги.Колонки.Добавить("Кому");

Долги.Колонки.Добавить("Сумма");

Сальдо = Новый ТаблицаЗначений;

Сальдо.Колонки.Добавить("Кто");

Сальдо.Колонки.Добавить("Сумма");

Взаиморасчеты = Новый ТаблицаЗначений;

Взаиморасчеты.Колонки.Добавить("Кто");

Взаиморасчеты.Колонки.Добавить("Кому");

Взаиморасчеты.Колонки.Добавить("Сумма");

// получаем долги

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| ЖурналОперацийДвиженияССубконто.Организации,

| ЖурналОперацийДвиженияССубконто.СубконтоКт1,

| ЖурналОперацийДвиженияССубконто.Сумма

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.ДвиженияССубконто КАК ЖурналОперацийДвиженияССубконто

|ГДЕ

| ЖурналОперацийДвиженияССубконто.СчетКт.Код = ""76""";

Результат = Запрос.Выполнить();

Выборка = Результат.Выбрать();

Пока Выборка.Следующий() Цикл

ДолгиЗапись = Долги.Добавить();

ВзаиморасчетыЗапись = Взаиморасчеты.Добавить();

ДолгиЗапись.Кто = Выборка.Организации;

ДолгиЗапись.Кому = Выборка.СубконтоКт1;

ДолгиЗапись.Сумма = Выборка.Сумма;

ВзаиморасчетыЗапись.Кто = ДолгиЗапись.Кто;

ВзаиморасчетыЗапись.Кому = ДолгиЗапись.Кому;

ВзаиморасчетыЗапись.Сумма = ДолгиЗапись.Сумма;

КонецЦикла;

// получаем сальдо

Для Каждого Долг Из Долги Цикл

СальдоЗаписьКто = Сальдо.Найти(Долг.Кто,"Кто");

СальдоЗаписьКому = Сальдо.Найти(Долг.Кому,"Кто");

Если СальдоЗаписьКто = Неопределено Тогда

СальдоЗаписьКто = Сальдо.Добавить();

СальдоЗаписьКто.Кто = Долг.Кто;

СальдоЗаписьКто.Сумма = 0;

КонецЕсли;

Если СальдоЗаписьКому = Неопределено Тогда

СальдоЗаписьКому = Сальдо.Добавить();

СальдоЗаписьКому.Кто = Долг.Кому;

СальдоЗаписьКому.Сумма = 0;

КонецЕсли;

СальдоЗаписьКто.Сумма = СальдоЗаписьКто.Сумма - Долг.Сумма;

СальдоЗаписьКому.Сумма = СальдоЗаписьКому.Сумма + Долг.Сумма;

КонецЦикла;

// расчитываем взаиморасчеты

// ищем циклы

ЦиклРезультат = НайтиЦикл(Взаиморасчеты,Неопределено);

Пока ЦиклРезультат <> Неопределено Цикл

Минимальный = ЦиклРезультат[0];

Для Каждого Звено Из ЦиклРезультат Цикл

Если Звено.Сумма < Минимальный.Сумма Тогда

Минимальный = Звено;

КонецЕсли;

КонецЦикла;

// уничтожаем цикл

Для Каждого Звено Из ЦиклРезультат Цикл

Для Каждого ВзаиморасчетыЗапись Из Взаиморасчеты Цикл

Если ВзаиморасчетыЗапись.Кто <> Звено.Кто Тогда

Продолжить;

КонецЕсли;

Если ВзаиморасчетыЗапись.Кому <> Звено.Кому Тогда

Продолжить;

КонецЕсли;

ВзаиморасчетыЗапись.Сумма = ВзаиморасчетыЗапись.Сумма - Минимальный.Сумма;

Если ВзаиморасчетыЗапись.Сумма = 0 Тогда

Взаиморасчеты.Удалить(ВзаиморасчетыЗапись);

КонецЕсли;

КонецЦикла;

КонецЦикла;

ЦиклРезультат = НайтиЦикл(Взаиморасчеты,Неопределено);

КонецЦикла;

// ищем цепи

ЦепьРезультат = НайтиЦепь(Взаиморасчеты,Неопределено);

Пока ЦепьРезультат <> Неопределено Цикл

Запись = Новый Массив(2);

Для Каждого ВзаиморасчетыЗапись Из Взаиморасчеты Цикл

Для i = 0 по 1 Цикл

Если ВзаиморасчетыЗапись.Кто = ЦепьРезультат[i].Кто И ВзаиморасчетыЗапись.Кому = ЦепьРезультат[i].Кому Тогда

Запись[i] = ВзаиморасчетыЗапись;

КонецЕсли;

КонецЦикла;

КонецЦикла;

Если Запись[0].Сумма > Запись[1].Сумма Тогда

Второму = Запись[0].Сумма - Запись[1].Сумма;

Запись[0].Сумма = Второму;

Запись[1].Кто = Запись[0].Кто;

ИначеЕсли Запись[0].Сумма <= Запись[1].Сумма Тогда

Третьему = Запись[1].Сумма - Запись[0].Сумма;

Запись[0].Кому = Запись[1].Кому;

Запись[1].Сумма = Третьему;

КонецЕсли;

ЦепьРезультат = НайтиЦепь(Взаиморасчеты,Неопределено);

КонецЦикла;

Макет = ПолучитьМакет("Макет");

ОбластьЗаголовок = Макет.ПолучитьОбласть("Заголовок");

ОбластьШапкаВзаиморасчеты = Макет.ПолучитьОбласть("ШапкаВзаиморасчеты");

ОбластьСтрокаВзаиморасчеты = Макет.ПолучитьОбласть("СтрокаВзаиморасчеты");

ОбластьШапкаСальдо = Макет.ПолучитьОбласть("ШапкаСальдо");

ОбластьСтрокаСальдо = Макет.ПолучитьОбласть("СтрокаСальдо");

ТабДок.Очистить();

ОбластьЗаголовок.Параметры[0] = "Долги";

ТабДок.Вывести(ОбластьЗаголовок);

ТабДок.Вывести(ОбластьШапкаВзаиморасчеты);

Для Каждого Запись Из Долги Цикл

ОбластьСтрокаВзаиморасчеты.Параметры[0] = Запись.Кто;

ОбластьСтрокаВзаиморасчеты.Параметры[1] = Запись.Кому;

ОбластьСтрокаВзаиморасчеты.Параметры[2] = Запись.Сумма;

ТабДок.Вывести(ОбластьСтрокаВзаиморасчеты);

КонецЦикла;

ОбластьЗаголовок.Параметры[0] = "Сальдо";

ТабДок.Вывести(ОбластьЗаголовок);

ТабДок.Вывести(ОбластьШапкаСальдо);

Для Каждого Запись Из Сальдо Цикл

ОбластьСтрокаСальдо.Параметры[0] = Запись.Кто;

ОбластьСтрокаСальдо.Параметры[1] = Запись.Сумма;

ТабДок.Вывести(ОбластьСтрокаСальдо);

КонецЦикла;

ОбластьЗаголовок.Параметры[0] = "Взаиморасчеты";

ТабДок.Вывести(ОбластьЗаголовок);

ТабДок.Вывести(ОбластьШапкаВзаиморасчеты);

Для Каждого Запись Из Взаиморасчеты Цикл

ОбластьСтрокаВзаиморасчеты.Параметры[0] = Запись.Кто;

ОбластьСтрокаВзаиморасчеты.Параметры[1] = Запись.Кому;

ОбластьСтрокаВзаиморасчеты.Параметры[2] = Запись.Сумма;

ТабДок.Вывести(ОбластьСтрокаВзаиморасчеты);

КонецЦикла;

КонецПроцедуры

Основная процедура, в ней происходит получение долгов, определение сальдо и взаиморасчета, вывод всего результата в поле табличного документа.

ТабДок = ЭлементыФормы.ПолеТабличногоДокумента;

Долги = Новый ТаблицаЗначений;

Долги.Колонки.Добавить("Кто");

Долги.Колонки.Добавить("Кому");

Долги.Колонки.Добавить("Сумма");

Сальдо = Новый ТаблицаЗначений;

Сальдо.Колонки.Добавить("Кто");

Сальдо.Колонки.Добавить("Сумма");

Взаиморасчеты = Новый ТаблицаЗначений;

Взаиморасчеты.Колонки.Добавить("Кто");

Взаиморасчеты.Колонки.Добавить("Кому");

Взаиморасчеты.Колонки.Добавить("Сумма");

В данном блоке создаются переменные для хранения данных. ТабДок – поле табличного документа формы, для вывода результата. Долги – таблица значений с колонками Кто,Кому,Сумма для хранения долгов организаций. Сальдо – таблица значений с колонками Кто,Сумма для хранения сальдо взаиморасчетов. Взаиморасчеты – таблица значений с колонками Кто,Кому,Сумма для хранения взаиморасчетов организаций.

// получаем долги

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| ЖурналОперацийДвиженияССубконто.Организации,

| ЖурналОперацийДвиженияССубконто.СубконтоКт1,

| ЖурналОперацийДвиженияССубконто.Сумма

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.ДвиженияССубконто КАК ЖурналОперацийДвиженияССубконто

|ГДЕ

| ЖурналОперацийДвиженияССубконто.СчетКт.Код = ""76""";

Результат = Запрос.Выполнить();

Выборка = Результат.Выбрать();

Пока Выборка.Следующий() Цикл

ДолгиЗапись = Долги.Добавить();

ВзаиморасчетыЗапись = Взаиморасчеты.Добавить();

ДолгиЗапись.Кто = Выборка.Организации;

ДолгиЗапись.Кому = Выборка.СубконтоКт1;

ДолгиЗапись.Сумма = Выборка.Сумма;

ВзаиморасчетыЗапись.Кто = ДолгиЗапись.Кто;

ВзаиморасчетыЗапись.Кому = ДолгиЗапись.Кому;

ВзаиморасчетыЗапись.Сумма = ДолгиЗапись.Сумма;

КонецЦикла;

В данном блоке происходит получение долгов организаций из базы данных. Так как долги записываются в журнал операций дважды (Как дебет одной организации в одной проводке и как кредит в другой) нужно выбрать один вариант, в данной реализации выбрано получение организации и её кредитора (СубконтоКт1), а чтобы не было пустых кредиторов (в проводках с дебетом) стоит условие на код счета кредита «76». После получения данных они обходятся и записываются в таблицы долги (для отображения в табличный документ) и взаиморасчеты (для дальнейшей обработки).

// получаем сальдо

Для Каждого Долг Из Долги Цикл

СальдоЗаписьКто = Сальдо.Найти(Долг.Кто,"Кто");

СальдоЗаписьКому = Сальдо.Найти(Долг.Кому,"Кто");

Если СальдоЗаписьКто = Неопределено Тогда

СальдоЗаписьКто = Сальдо.Добавить();

СальдоЗаписьКто.Кто = Долг.Кто;

СальдоЗаписьКто.Сумма = 0;

КонецЕсли;

Если СальдоЗаписьКому = Неопределено Тогда

СальдоЗаписьКому = Сальдо.Добавить();

СальдоЗаписьКому.Кто = Долг.Кому;

СальдоЗаписьКому.Сумма = 0;

КонецЕсли;

СальдоЗаписьКто.Сумма = СальдоЗаписьКто.Сумма - Долг.Сумма;

СальдоЗаписьКому.Сумма = СальдоЗаписьКому.Сумма + Долг.Сумма;

КонецЦикла;

В данном блоке определяется сальдо всех организаций. Для этого из каждой записи с информацией о долге берется кредитор и заемщик, они оба ищутся в таблице Сальдо (если они там есть, сумма будет увеличиваться/уменьшаться), если запись не найдена, то она добавляется. Для существующей записи заемщика сумма долга отнимается от его сальдо, для кредитора сумма долга прибавляется.

// расчитываем взаиморасчеты

// ищем циклы

ЦиклРезультат = НайтиЦикл(Взаиморасчеты,Неопределено);

Пока ЦиклРезультат <> Неопределено Цикл

Минимальный = ЦиклРезультат[0];

Для Каждого Звено Из ЦиклРезультат Цикл

Если Звено.Сумма < Минимальный.Сумма Тогда

Минимальный = Звено;

КонецЕсли;

КонецЦикла;

// уничтожаем цикл

Для Каждого Звено Из ЦиклРезультат Цикл

Для Каждого ВзаиморасчетыЗапись Из Взаиморасчеты Цикл

Если ВзаиморасчетыЗапись.Кто <> Звено.Кто Тогда

Продолжить;

КонецЕсли;

Если ВзаиморасчетыЗапись.Кому <> Звено.Кому Тогда

Продолжить;

КонецЕсли;

ВзаиморасчетыЗапись.Сумма = ВзаиморасчетыЗапись.Сумма - Минимальный.Сумма;

Если ВзаиморасчетыЗапись.Сумма = 0 Тогда

Взаиморасчеты.Удалить(ВзаиморасчетыЗапись);

КонецЕсли;

КонецЦикла;

КонецЦикла;

ЦиклРезультат = НайтиЦикл(Взаиморасчеты,Неопределено);

КонецЦикла;

// ищем цепи

ЦепьРезультат = НайтиЦепь(Взаиморасчеты,Неопределено);

Пока ЦепьРезультат <> Неопределено Цикл

Запись = Новый Массив(2);

Для Каждого ВзаиморасчетыЗапись Из Взаиморасчеты Цикл

Для i = 0 по 1 Цикл

Если ВзаиморасчетыЗапись.Кто = ЦепьРезультат[i].Кто И ВзаиморасчетыЗапись.Кому = ЦепьРезультат[i].Кому Тогда

Запись[i] = ВзаиморасчетыЗапись;

КонецЕсли;

КонецЦикла;

КонецЦикла;

Если Запись[0].Сумма > Запись[1].Сумма Тогда

Второму = Запись[0].Сумма - Запись[1].Сумма;

Запись[0].Сумма = Второму;

Запись[1].Кто = Запись[0].Кто;

ИначеЕсли Запись[0].Сумма <= Запись[1].Сумма Тогда

Третьему = Запись[1].Сумма - Запись[0].Сумма;

Запись[0].Кому = Запись[1].Кому;

Запись[1].Сумма = Третьему;

КонецЕсли;

ЦепьРезультат = НайтиЦепь(Взаиморасчеты,Неопределено);

КонецЦикла;

Основная часть процедуры, здесь происходит определение взаиморасчетов при которых сумма долга по предприятию минимальна. Для этого уничтожаются циклы, а после них уничтожаются цепи.

ЦиклРезультат = НайтиЦикл(Взаиморасчеты,Неопределено);

Пока ЦиклРезультат <> Неопределено Цикл

Минимальный = ЦиклРезультат[0];

Для Каждого Звено Из ЦиклРезультат Цикл

Если Звено.Сумма < Минимальный.Сумма Тогда

Минимальный = Звено;

КонецЕсли;

КонецЦикла;

// уничтожаем цикл

Для Каждого Звено Из ЦиклРезультат Цикл

Для Каждого ВзаиморасчетыЗапись Из Взаиморасчеты Цикл

Если ВзаиморасчетыЗапись.Кто <> Звено.Кто Тогда

Продолжить;

КонецЕсли;

Если ВзаиморасчетыЗапись.Кому <> Звено.Кому Тогда

Продолжить;

КонецЕсли;

ВзаиморасчетыЗапись.Сумма = ВзаиморасчетыЗапись.Сумма - Минимальный.Сумма;

Если ВзаиморасчетыЗапись.Сумма = 0 Тогда

Взаиморасчеты.Удалить(ВзаиморасчетыЗапись);

КонецЕсли;

КонецЦикла;

КонецЦикла;

ЦиклРезультат = НайтиЦикл(Взаиморасчеты,Неопределено);

КонецЦикла;

Данный блок отвечает за уничтожение циклов, с помощью функции НайтиЦикл, с параметром Взаиморасчеты (текущие взаиморасчеты) и вторым параметром Неопределено (этот параметр необходим самой функции, так как она рекурсивна, и его значение появится при поиске цикла). Для каждого найденного цикла находится минимальное звено (долг с минимальной суммой), и после этого цикл разбивается – каждое звено цикла находится в таблице взаиморасчетов и уменьшается на сумму минимального долга, если сумма = 0 (а она будет равна нулю, у найденного звена) то звено удаляется из взаиморасчетов. После этого повторно вызывается функция НайтиЦикл, для следующей итерации цикла (возможно, что не все циклы уничтожены во взаиморасчетах).

ЦепьРезультат = НайтиЦепь(Взаиморасчеты,Неопределено);

Пока ЦепьРезультат <> Неопределено Цикл

Запись = Новый Массив(2);

Для Каждого ВзаиморасчетыЗапись Из Взаиморасчеты Цикл

Для i = 0 по 1 Цикл

Если ВзаиморасчетыЗапись.Кто = ЦепьРезультат[i].Кто И ВзаиморасчетыЗапись.Кому = ЦепьРезультат[i].Кому Тогда

Запись[i] = ВзаиморасчетыЗапись;

КонецЕсли;

КонецЦикла;

КонецЦикла;

Если Запись[0].Сумма > Запись[1].Сумма Тогда

Второму = Запись[0].Сумма - Запись[1].Сумма;

Запись[0].Сумма = Второму;

Запись[1].Кто = Запись[0].Кто;

ИначеЕсли Запись[0].Сумма <= Запись[1].Сумма Тогда

Третьему = Запись[1].Сумма - Запись[0].Сумма;

Запись[0].Кому = Запись[1].Кому;

Запись[1].Сумма = Третьему;

КонецЕсли;

ЦепьРезультат = НайтиЦепь(Взаиморасчеты,Неопределено);

КонецЦикла;

В данном блоке уничтожаются цепи. Для поиска цепей используется функция НайтиЦепь, с параметром Взаиморасчеты (текущие взаиморасчеты) и вторым параметром Неопределено (этот параметр необходим самой функции, так как она рекурсивна, и его значение появится при поиске цепи). Если цепь найдена, то её звенья находятся в таблице Взаиморасчеты и записываются в массив Запись. Далее определяется как именно разбить цепь. Если первый должен второму больше, чем второй должен третьему, то первый должен второму часть, и отдает долг третьему за второго. Если же первый должен второму меньше либо столько же, сколько второй третьему, то первый отдает долг третьему и ничего больше не должен второму, а второй отдает свой остаток третьему. После уничтожения цепи повторно вызывается функция НайтиЦепь для следующей итерации.

Макет = ПолучитьМакет("Макет");

ОбластьЗаголовок = Макет.ПолучитьОбласть("Заголовок");

ОбластьШапкаВзаиморасчеты = Макет.ПолучитьОбласть("ШапкаВзаиморасчеты");

ОбластьСтрокаВзаиморасчеты = Макет.ПолучитьОбласть("СтрокаВзаиморасчеты");

ОбластьШапкаСальдо = Макет.ПолучитьОбласть("ШапкаСальдо");

ОбластьСтрокаСальдо = Макет.ПолучитьОбласть("СтрокаСальдо");

В данном блоке получается макет для вывода табличного документа, и его области.

ТабДок.Очистить();

ОбластьЗаголовок.Параметры[0] = "Долги";

ТабДок.Вывести(ОбластьЗаголовок);

ТабДок.Вывести(ОбластьШапкаВзаиморасчеты);

Для Каждого Запись Из Долги Цикл

ОбластьСтрокаВзаиморасчеты.Параметры[0] = Запись.Кто;

ОбластьСтрокаВзаиморасчеты.Параметры[1] = Запись.Кому;

ОбластьСтрокаВзаиморасчеты.Параметры[2] = Запись.Сумма;

ТабДок.Вывести(ОбластьСтрокаВзаиморасчеты);

КонецЦикла;

ОбластьЗаголовок.Параметры[0] = "Сальдо";

ТабДок.Вывести(ОбластьЗаголовок);

ТабДок.Вывести(ОбластьШапкаСальдо);

Для Каждого Запись Из Сальдо Цикл

ОбластьСтрокаСальдо.Параметры[0] = Запись.Кто;

ОбластьСтрокаСальдо.Параметры[1] = Запись.Сумма;

ТабДок.Вывести(ОбластьСтрокаСальдо);

КонецЦикла;

ОбластьЗаголовок.Параметры[0] = "Взаиморасчеты";

ТабДок.Вывести(ОбластьЗаголовок);

ТабДок.Вывести(ОбластьШапкаВзаиморасчеты);

Для Каждого Запись Из Взаиморасчеты Цикл

ОбластьСтрокаВзаиморасчеты.Параметры[0] = Запись.Кто;

ОбластьСтрокаВзаиморасчеты.Параметры[1] = Запись.Кому;

ОбластьСтрокаВзаиморасчеты.Параметры[2] = Запись.Сумма;

ТабДок.Вывести(ОбластьСтрокаВзаиморасчеты);

КонецЦикла;

В данном блоке происходит очистка табличного документа от старых данных и вывод новых.

Функция НайтиЦикл(Взаиморасчеты,Результат)

РезультатВременный = Неопределено;

Если Результат = Неопределено Тогда

РезультатВременный = Новый ТаблицаЗначений;

РезультатВременный.Колонки.Добавить("Кто");

РезультатВременный.Колонки.Добавить("Кому");

РезультатВременный.Колонки.Добавить("Сумма");

Иначе

РезультатВременный = Результат.Скопировать();

КонецЕсли;

Для Каждого ВзаиморасчетыЗапись Из Взаиморасчеты Цикл

Количество = РезультатВременный.Количество();

Если Количество > 0 Тогда

Если РезультатВременный[Количество - 1].Кому <> ВзаиморасчетыЗапись.Кто Тогда

Продолжить;

КонецЕсли;

КонецЕсли;

РезультатЗапись = РезультатВременный.Добавить();

РезультатЗапись.Кто = ВзаиморасчетыЗапись.Кто;

РезультатЗапись.Кому = ВзаиморасчетыЗапись.Кому;

РезультатЗапись.Сумма = ВзаиморасчетыЗапись.Сумма;

Если РезультатВременный.Количество() > 1 Тогда

Если РезультатВременный[0].Кто = РезультатЗапись.Кому Тогда

// Цикл найден

Возврат РезультатВременный;

КонецЕсли;

КонецЕсли;

ЦиклР = НайтиЦикл(Взаиморасчеты,РезультатВременный);

Если ЦиклР <> Неопределено Тогда

Возврат ЦиклР;

Иначе

РезультатВременный.Удалить(РезультатЗапись);

КонецЕсли;

КонецЦикла;

Возврат Неопределено;

КонецФункции

Данная функция отвечает за поиск циклов в таблице Взаиморасчеты. Функция рекурсивна (вызывает сама себя). Второй параметр используется для хранения текущего пути обхода графа взаиморасчетов. Если он Неопределен, то таблица для хранения пути создается, и будет заполнена при обходе первым попавшимся долгом. Далее, если в таблице результата уже больше одной записи, то проверяется не совпадает ли первый должник, с тем, кому должен последний (условие цикличности долгов). Если совпадает, значит цикл найден и таблица результата возвращается. Если количество не больше 1, либо ещё не определен цикл, то вызывается НайтиЦикл, с указанием текущего пройденного пути (для дальнейшего поиска), если цикл будет найден – он будет возвращен как результат, если нет – данная ветвь не приводит к решению и удаляется из таблицы результата. Если же были проверены все ветви и нигде не были найдены циклы значит цикла нет и возвращается Неопределено.

Функция НайтиЦепь(Взаиморасчеты,Результат)

РезультатВременный = Неопределено;

Если Результат = Неопределено Тогда

РезультатВременный = Новый ТаблицаЗначений;

РезультатВременный.Колонки.Добавить("Кто");

РезультатВременный.Колонки.Добавить("Кому");

РезультатВременный.Колонки.Добавить("Сумма");

Иначе

РезультатВременный = Результат.Скопировать();

КонецЕсли;

Для Каждого ВзаиморасчетыЗапись Из Взаиморасчеты Цикл

Количество = РезультатВременный.Количество();

Если Количество > 0 Тогда

Если РезультатВременный[Количество - 1].Кому <> ВзаиморасчетыЗапись.Кто Тогда

Продолжить;

КонецЕсли;

КонецЕсли;

РезультатЗапись = РезультатВременный.Добавить();

РезультатЗапись.Кто = ВзаиморасчетыЗапись.Кто;

РезультатЗапись.Кому = ВзаиморасчетыЗапись.Кому;

РезультатЗапись.Сумма = ВзаиморасчетыЗапись.Сумма;

Если РезультатВременный.Количество() > 1 Тогда

// цепь из больше чем двух элементов найдена

Возврат РезультатВременный;

КонецЕсли;

Цепь = НайтиЦепь(Взаиморасчеты,РезультатВременный);

Если Цепь <> Неопределено Тогда

Возврат Цепь;

Иначе

РезультатВременный.Удалить(РезультатЗапись);

КонецЕсли;

КонецЦикла;

Возврат Неопределено;

КонецФункции

Данная функция используется для поиска цепочек долгов, она реализована так же как и поиск циклов, с той лишь разницей, что тут не должно быть замкнутого круга и достаточно чтобы одна запись долга продолжалась другой (первый должен второму, а второй третьему – 2 записи о долге).
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Требования

Исходная ситуация

Торговая организация заключает договора с поставщиками и покупателями. В соответствии с этими договорами организация получает платежи по договорам с покупателями и производит платежи по договорам с поставщиками.

Задолженность перед поставщиками отражается информационной базе (ИБ) по кредиту счета 60 «Поставщики». Задолженность покупателей отражается в ИБ по дебету счета 62 «Покупатели». Аналитический учет на этих счетах ведется в разрезе субконто двух видов – «Контрагенты» и «Договоры». Видам субконто «Контрагенты» и «Договоры» соответствуют одноименные справочники.

Справочник «Контрагенты» содержит код и наименование контрагента, ему подчинен справочник «Договоры».

Справочник «Договоры» помимо реквизитов «Код» и «Наименование» содержит реквизиты – «Дата оплаты» и «Процент штрафа». Для договоров с покупателями реквизит «Дата оплаты» – это дата планируемого поступления денежных средств по договору. Для договоров с поставщиками реквизит «Дата оплаты» – это дата наступления штрафных санкций (день, начиная с которого ежедневно начисляются суммы штрафов). Реквизит «Процент штрафа» *(р)* указывает процент штрафа, начисляемого за каждый день просрочки платежа.

Начисление суммы штрафа при задержке оплаты поставщику

Сумма штрафа начисляется ежедневно, начиная со дня начала действия штрафных санкций, до дня окончательного погашения долга (включительно), и рассчитывается от суммы фактического остатка долга на начало текущего дня (*Sтек*) по формуле: *Sтек\*р/100.* Начисленная сумма штрафа увеличивает сумму долга, но она не участвует при исчислении суммы штрафа в последующие дни.

Погашение долга

Долг может погашаться частично или полностью. В любом случае при погашении долга сначала полностью погашается накопленная на этот момент сумма начисленного штрафа. Оставшаяся сумма (если осталась) идет на погашение фактического остатка долга, зафиксированного на начало текущего дня. Если сумма долга погашена не полностью, тогда на оставшуюся сумму долга в последующие дни также начисляются штрафы.

Требуется

На основании анализа данных ИБ по предполагаемому поступлению и расходованию денежных средств необходимо сформировать отчет, содержащий оптимальный график предстоящих платежей.

Для этого на момент составления отчета необходимо определить:

- фактическое наличие денежных средств на расчетном счете организации на дату составления отчета (сальдо счета 51);

- суммы задолженностей покупателей по заключенным с ними договорам, как текущие остатки по договорам, учтенные на счете 62 на дату составления отчета. Договора с просроченной оплатой при составлении графика учитываться не должны;

- сумму задолженности перед поставщиками, как текущий остаток на начало дня по договору на счете 60, увеличенный на сумму штрафа.

На основании этих данных в отчете необходимо определить последовательность и суммы предполагаемых поступлений денежных средств и планируемых платежей. При недостаточном наличии денежных средств на расчетном счете допускаются частичные погашения долгов, не приводящие к овердрафту на расчетном счете. График должен быть составлен таким образом, чтобы общая сумма уплачиваемых штрафов была бы минимальной. Форма представления отчета приведена в разделе «*Пример*».

Если общая сумма задолженности перед поставщиками превышает текущую сумму на расчетном счете и общую сумму планируемых поступлений денежных средств, то в таком случае составлять график не требуется, а следует выдать соответствующее сообщение.

Исходные данные

Задание необходимо выполнить в каркасной конфигурации, в которой имеется План счетов, содержащий счета 41, 51, 60, 62, 90, справочники «Контрагенты», «Договоры», «Товары», документы для ввода проводок, отражающих суммы задолженностей по договорам с покупателями и поставщиками, а также поступление денежных средств на расчетный счет.

При помощи документов введено несколько проводок по приходу товаров – в дебет счета 41 и кредит счета 60 и по продаже товаров – в дебет счета 62 и кредит счета 90.

Введено поступление денежных средств на расчетный счет для формирования начального остатка денежных средств. Проводки бухгалтерского учета, не относящиеся к сути задания на программирование, опущены.

Для отладки модуля отчета разрешается добавлять в информационную базу каркасной конфигурации дополнительные справочные данные и проводки.

Жюри проводит тестирование на собственных данных, которые будут отличаться от данных, содержащихся в исходной информационной базе каркасной конфигурации.

Пример

Пусть на начало дня 15 января 2011 года у предприятия на расчетном счете имеется 10 000 руб., при этом в учете зафиксирована следующая картина взаимных обязательств по договорам купли-продажи.

Договоры с покупателями

|  |  |  |  |
| --- | --- | --- | --- |
| Покупатель | Договор | сумма | Дата планируемого поступления денежных средств |
| Пок010 | Д10 | 30 000,00 | 16.01.2011 |
| Пок020 | Д20 | 35 000,00 | 18.01.2011 |
| Пок030 | Д30 | 45 000,00 | 21.01.2011 |
| Пок040 | Д40 | 60 000,00 | 25.01.2011 |
| ИТОГО |  | 170 000,00 |  |

Договоры с поставщиками

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Поставщик | Договор | Cумма | Дата оплаты | % штрафа |
| Пост001 | Д1 | 20 000,00 | 15.01.2011 | 2,00 |
| Пост002 | Д2 | 35 000,00 | 15.01.2011 | 3,00 |
| Пост003 | Д3 | 25 000,00 | 17.01.2011 | 2,00 |
| Пост004 | Д4 | 60 000,00 | 19.01.2011 | 5,00 |
| ИТОГО |  | 140 000,00 |  |  |

 Необходимо предложить отчет, содержащий планируемый график платежей. Искомый график будет иметь следующий вид.

Планируемый график платежей по состоянию на 15.01.2011

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Дата | сальдо  счета 51 | Поступление по договорам  с покупателями (сч. 62) | | Выплаты по договорам  с поставщиками (сч. 60) | |
| договор | сумма | договор | Сумма |
| 15.01.2011 | 10 000,00 |  |  | Д2 | 10 000,00 |
| 16.01.2011 | 0,00 | Д10 | 30 000,00 |  |  |
| 17.01.2011 | 30 000,00 |  |  | Д2 | 27 613,00 |
|  | 2 387,00 |  |  | Д4 | 2 387,00 |
|  | 0,00 |  |  |  |  |
| 18.01.2011 | 0,00 | Д20 | 35 000,00 |  |  |
| 19.01.2011 | 35 000,00 |  |  | Д4 | 35 000,00 |
| 21.01.2011 | 0,00 | Д30 | 45 000,00 |  |  |
| 22.01.2011 | 45 000,00 |  |  | Д3 | 15 682,30 |
|  | 29 317,70 |  |  | Д4 | 29 317,70 |
| 25.01.2011 | 0,00 | Д40 | 60 000,00 |  |  |
| 26.01.2011 | 60 000,00 |  |  | Д1 | 24 800,00 |
|  | 35 200,00 |  |  | Д3 | 13 303,12 |
|  | 21 896,88 |  |  |  |  |
| ИТОГО: |  |  | 170 000,00 |  | 158 103,12 |

Сохранение выполненного задания

В результате выполнения задания должен быть разработан отчет, работающий в среде каркасной конфигурации. Данный отчет необходимо сохранить на как внешний отчет.

Решение

Суть данной задачи – найти в графе путь минимальной длинны. Для этого требуется пройти по всем возможным вариантам и выбрать тот, где сумма долгов будет минимальной. Вершины графа – состояния долгов, содержащие – дату, сольдо, ожидаемые получения от покупателей, требуемые выплаты поставщикам. Вес связи двух вершин – сумма затраченная на переход от состояния первой вершины, к состоянию второй (оплачиваемая сумма долга). Рассмотрим пример переходов по состояниям, приводящий к решению как в примере требований.

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Состояние | Дата | Сальдо | Покупатели | | | | Поставщики | | | | | Оплачено |
| Договор | Сумма | | Дата | Договор | Сумма | Дата | Процент | Долг |
| S0 | 15.01.11 | 10000 | Д10 | 30000 | | 16.01.11 | Д1 | 20000 | 15.01.11 | 2 | 400 | 0 |
| Д20 | 35000 | | 18.01.11 | Д2 | 35000 | 15.01.11 | 3 | 1050 |
| Д30 | 45000 | | 21.01.11 | Д3 | 25000 | 17.01.11 | 2 | 0 |
| Д40 | 60000 | | 25.01.11 | Д4 | 60000 | 19.01.11 | 5 | 0 |
| S02 | 15.01.11 | 0 | Д10 | 30000 | | 16.01.11 | Д1 | 20000 | 15.01.11 | 2 | 400 | 10000 |
| Д20 | 35000 | | 18.01.11 | Д2 | 26050 | 15.01.11 | 3 | 0 |
| Д30 | 45000 | | 21.01.11 | Д3 | 25000 | 17.01.11 | 2 | 0 |
| Д40 | 60000 | | 25.01.11 | Д4 | 60000 | 19.01.11 | 5 | 0 |
| S022 | 17.01.11 | 2387 | Д20 | 35000 | | 18.01.11 | Д1 | 20000 | 15.01.11 | 2 | 1200 | 37613 |
| Д30 | 45000 | | 21.01.11 | Д3 | 25000 | 17.01.11 | 2 | 500 |
| Д40 | 60000 | | 25.01.11 | Д4 | 60000 | 19.01.11 | 5 | 0 |
| S0224 | 17.01.11 | 0 | Д20 | 35000 | | 18.01.11 | Д1 | 20000 | 15.01.11 | 2 | 1200 | 40000 |
| Д30 | 45000 | | 21.01.11 | Д3 | 25000 | 17.01.11 | 2 | 500 |
| Д40 | 60000 | | 25.01.11 | Д4 | 57613 | 19.01.11 | 5 | 0 |
| S02244 | 19.01.11 | 0 | Д30 | 45000 | | 21.01.11 | Д1 | 20000 | 15.01.11 | 2 | 2000 | 75000 |
| Д40 | 60000 | | 25.01.11 | Д3 | 25000 | 17.01.11 | 2 | 1500 |
| Д4 | 25493,65 | 19.01.11 | 5 | 0 |
| S022444 | 22.01.11 | 15682,30 | Д40 | | 60000 | 25.01.11 | Д1 | 20000 | 15.01.11 | 2 | 2800 | 105592,38 |
| Д3 | 25000 | 17.01.11 | 2 | 3000 |
| S0224443 | 22.01.11 | 0 | Д40 | | 60000 | 25.01.11 | Д1 | 20000 | 15.01.11 | 2 | 2800 | 120000 |
| Д3 | 12317,7 | 17.01.11 | 2 | 0 |
| S02244431 | 26.01.11 | 35200 |  | | | | Д3 | 12317,7 | 17.01.11 | 2 | 985,42 | 144800 |
| S022444313 | 26.01.11 | 21896,88 |  | | | |  | | | | | 158103,12 |

Это один из путей, начиная с состояния S0 существует несколько вариантов развития событий: оплата по договору Д1, либо по договору Д2, либо по Д3, либо по Д4. После оплаты по договору снова появляется несколько вариантов для оплаты. Для верного решения задачи требуется рассмотреть все варианты последовательности оплаты, и выбрать минимальный по сумме выплат. Для этого подойдет рекурсивная реализация обхода графа, рассмотрим алгоритм:

Функция ОбходГрафа(Граф)

Если вершин идущих из корня нет

Вернуть конец графа

Конец если

Для всех вершин (A) идущих из корня

Результат = ОбходГрафа(Граф начинающийся в вершине A)

Если Результат > Минимального результата Тогда

Минимальный результат = Результат

Конец если

Конец цикла

Вернуть минимальный результат

Конец функции

Функция вызывает сама себя, чтобы обойти подграфы. Рассмотрим граф:
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S0 – корень графа, из него можно перейти в S01,S02,S03,S04. Функция вызыванная для графа с корнем S0, вызовет саму себя, для графов с корнями S01,S02,S03,S04, внутри опять вызовет саму себя для каждого из графов, с другими графами, и так далее. Так функция обойдет весь граф и, дойдя до вершины не имеющей дочерних вершин, остановится и соберет результат выбирая на наименьший из всех получившихся. Так будет найден путь, приводящий к требуемому результату.

Реализация

Процедура КнопкаСформироватьНажатие(Кнопка)

ТабДок = ЭлементыФормы.ПолеТабличногоДокумента;

Макет = ПолучитьМакет("Макет");

ОбластьЗаголовок = Макет.ПолучитьОбласть("Заголовок");

ОбластьЗапись = Макет.ПолучитьОбласть("Запись");

ОбластьИтог = Макет.ПолучитьОбласть("Итог");

// Получаем данные из базы и формируем начальные структуры

СтартДанные = Новый Структура;

СтартДанные.Вставить("Сумма",0);

// Дата

СтартДата = Дата;

// Сальдо

Запрос = Новый Запрос;

Запрос.Текст =

"ВЫБРАТЬ

| ЖурналОперацийОстатки.СуммаОстаток

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.Остатки(&Дата, Счет.Код = ""51"", , ) КАК ЖурналОперацийОстатки";

Запрос.УстановитьПараметр("Дата", Дата);

Результат = Запрос.Выполнить().Выбрать();

Результат.Следующий();

СтартСальдо = Результат.СуммаОстаток;

// Поставщики

Запрос = Новый Запрос;

Запрос.Текст =

"ВЫБРАТЬ

| ЖурналОперацийОстатки.Субконто1,

| ПРЕДСТАВЛЕНИЕ(ЖурналОперацийОстатки.Субконто1),

| ЖурналОперацийОстатки.Субконто2 КАК Субконто2,

| ПРЕДСТАВЛЕНИЕ(ЖурналОперацийОстатки.Субконто2),

| ЖурналОперацийОстатки.СуммаОстатокКт,

| Договоры.ДатаОплаты КАК ДатаОплаты,

| Договоры.Процент

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.Остатки(&Дата, Счет.Код = ""60"", , ) КАК ЖурналОперацийОстатки

| ЛЕВОЕ СОЕДИНЕНИЕ Справочник.Договоры КАК Договоры

| ПО ЖурналОперацийОстатки.Субконто2 = Договоры.Ссылка

|

|УПОРЯДОЧИТЬ ПО

| ДатаОплаты,

| Субконто2";

Запрос.УстановитьПараметр("Дата", Дата);

Результат = Запрос.Выполнить().Выбрать();

Поставщики = Новый Массив;

Пока Результат.Следующий() Цикл

Запись = Новый Структура;

Запись.Вставить("Дата",Результат.ДатаОплаты);

Запись.Вставить("Договор",Результат.Субконто2);

Запись.Вставить("Сумма",Результат.СуммаОстатокКт);

Запись.Вставить("Штраф",Результат.Процент);

Поставщики.Добавить(Запись);

КонецЦикла;

СтартДанные.Вставить("Поставщики",Поставщики);

// Покупатели

Запрос = Новый Запрос;

Запрос.Текст =

"ВЫБРАТЬ

| ЖурналОперацийОстатки.Субконто1,

| ПРЕДСТАВЛЕНИЕ(ЖурналОперацийОстатки.Субконто1),

| ЖурналОперацийОстатки.Субконто2 КАК Субконто2,

| ПРЕДСТАВЛЕНИЕ(ЖурналОперацийОстатки.Субконто2),

| ЖурналОперацийОстатки.СуммаОстатокДт КАК СуммаОстатокДт,

| Договоры.ДатаОплаты КАК ДатаОплаты

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.Остатки(&Дата, Счет.Код = ""62"", , ) КАК ЖурналОперацийОстатки

| ЛЕВОЕ СОЕДИНЕНИЕ Справочник.Договоры КАК Договоры

| ПО ЖурналОперацийОстатки.Субконто2 = Договоры.Ссылка

|ГДЕ

| Договоры.ДатаОплаты >= &Дата

|

|УПОРЯДОЧИТЬ ПО

| ДатаОплаты,

| Субконто2";

Запрос.УстановитьПараметр("Дата", Дата);

Результат = Запрос.Выполнить().Выбрать();

Покупатели = Новый Массив;

Пока Результат.Следующий() Цикл

Запись = Новый Структура;

Запись.Вставить("Дата",Результат.ДатаОплаты);

Запись.Вставить("Договор",Результат.Субконто2);

Запись.Вставить("Сумма",Результат.СуммаОстатокДт);

Покупатели.Добавить(Запись);

КонецЦикла;

СтартДанные.Вставить("Покупатели",Покупатели);

// Планируем расчеты

Результат = СпланироватьРасчеты(СтартДата,СтартСальдо,СтартДанные);

ТабДок.Очистить();

Если Результат = Неопределено Тогда

Сообщить("Не хватает средств для оплаты долгов");

Иначе

ОбластьЗаголовок.Параметры[0] = "Планируемый график платежей по состоянию на " + Дата;

ТабДок.Вывести(ОбластьЗаголовок);

ПОЛУЧЕНИЕ\_ДЕНЕГ = 0;

ВЫПЛАТА\_ДЕНЕГ = 1;

ПокупателиИтог = 0;

ПоставщикиИтог = 0;

Для Каждого Вершина Из Результат.Путь Цикл

ОбластьЗапись.Параметры[0] = Вершина.Дата;

ОбластьЗапись.Параметры[1] = Вершина.Сальдо;

Если Вершина.Действие = ПОЛУЧЕНИЕ\_ДЕНЕГ Тогда

ОбластьЗапись.Параметры[2] = Вершина.Покупатель.Договор;

ОбластьЗапись.Параметры[3] = Вершина.Покупатель.Сумма;

ОбластьЗапись.Параметры[4] = "";

ОбластьЗапись.Параметры[5] = "";

ПокупателиИтог = ПокупателиИтог + Вершина.Покупатель.Сумма;

Иначе

ОбластьЗапись.Параметры[2] = "";

ОбластьЗапись.Параметры[3] = "";

ОбластьЗапись.Параметры[4] = Вершина.Поставщик.Договор;

ОбластьЗапись.Параметры[5] = Вершина.Поставщик.Оплачено;

ПоставщикиИтог = ПоставщикиИтог + Вершина.Поставщик.Оплачено;

КонецЕсли;

ТабДок.Вывести(ОбластьЗапись);

КонецЦикла;

ОбластьИтог.Параметры[0] = ПокупателиИтог;

ОбластьИтог.Параметры[1] = ПоставщикиИтог;

ТабДок.Вывести(ОбластьИтог);

КонецЕсли;

КонецПроцедуры

Функция СпланироватьРасчеты(Дата,Сальдо,Данные)

ПОЛУЧЕНИЕ\_ДЕНЕГ = 0;

ВЫПЛАТА\_ДЕНЕГ = 1;

Результат = Новый Структура;

Путь = Новый Массив;

Результат.Вставить("Сумма",0);

Результат.Вставить("Путь",Путь);

// проверяем не завершены ли получения и выплаты

Если Данные.Покупатели.Количество() = 0 И Данные.Поставщики.Количество() = 0 Тогда

Возврат Результат;

КонецЕсли;

РДата = Дата;

РСальдо = Сальдо;

// проверяем есть ли деньги на счете для оплаты поставщикам

Если Сальдо = 0 Тогда

Если Данные.Покупатели.Количество() = 0 Тогда

Возврат Неопределено;

КонецЕсли;

// денег нет, выполняем ближайшую получку денег от покупателя и планируем дальше, начиная со следующего после получения денег дня

Покупатель = Данные.Покупатели[0];

РДата = НачалоДня(Покупатель.Дата) + (60\*60\*24);

РСальдо = Покупатель.Сумма;

// убираем оформленную получку денег

Данные.Покупатели.Удалить(0);

// добавляем в путь состояние с получением оплаты

НовоеСостояние = Новый Структура;

НовоеСостояние.Вставить("Дата",Покупатель.Дата);

НовоеСостояние.Вставить("Сальдо",Сальдо);

НовоеСостояние.Вставить("Действие",ПОЛУЧЕНИЕ\_ДЕНЕГ);

НовоеСостояние.Вставить("Покупатель",Покупатель);

Результат.Путь.Добавить(НовоеСостояние);

КонецЕсли;

ЛучшийРезультат = Неопределено;

ЛучшийНачало = Неопределено;

// пробуем разные выплаты поставщикам (обходим их по очереди, выбираем результат с минимальной суммой выплат)

Для Каждого Поставщик Из Данные.Поставщики Цикл

НовоеСальдо = 0;

Начало = Неопределено;

НовыеДанные = Новый Структура;

НовыеДанные.Вставить("Поставщики",Новый Массив);

НовыеДанные.Вставить("Покупатели",Новый Массив);

Для Каждого Запись Из Данные.Покупатели Цикл

НоваяЗапись = Новый Структура;

НоваяЗапись.Вставить("Дата",Запись.Дата);

НоваяЗапись.Вставить("Договор",Запись.Договор);

НоваяЗапись.Вставить("Сумма",Запись.Сумма);

НовыеДанные.Покупатели.Добавить(НоваяЗапись);

КонецЦикла;

Для Каждого Запись Из Данные.Поставщики Цикл

НоваяЗапись = Неопределено;

Если Поставщик = Запись Тогда

Штраф = 0;

Дни = 0;

Если РДата >= Запись.Дата Тогда

Дни = ((КонецДня(РДата)+1)-НачалоДня(Запись.Дата))/(24\*60\*60);

Штраф = (Запись.Сумма \* (Запись.Штраф/100)) \* Дни;

КонецЕсли;

Если (Поставщик.Сумма + Штраф) > РСальдо Тогда

НоваяЗапись = Новый Структура;

Если Штраф = 0 Тогда

НоваяЗапись.Вставить("Дата",Запись.Дата);

Иначе

НоваяЗапись.Вставить("Дата",(КонецДня(РДата)+1));

КонецЕсли;

НоваяЗапись.Вставить("Договор",Запись.Договор);

НоваяЗапись.Вставить("Сумма",Запись.Сумма + Штраф - РСальдо);

НоваяЗапись.Вставить("Штраф",Запись.Штраф);

НовоеСальдо = 0;

Начало = Новый Структура;

Начало.Вставить("Дата",Запись.Дата);

Начало.Вставить("Договор",Запись.Договор);

Начало.Вставить("Оплачено",РСальдо);

Иначе

НовоеСальдо = РСальдо - (Запись.Сумма + Штраф);

Начало = Новый Структура;

Начало.Вставить("Дата",Запись.Дата);

Начало.Вставить("Договор",Запись.Договор);

Начало.Вставить("Оплачено",Запись.Сумма + Штраф);

КонецЕсли;

Иначе

НоваяЗапись = Новый Структура;

НоваяЗапись.Вставить("Дата",Запись.Дата);

НоваяЗапись.Вставить("Договор",Запись.Договор);

НоваяЗапись.Вставить("Сумма",Запись.Сумма);

НоваяЗапись.Вставить("Штраф",Запись.Штраф);

КонецЕсли;

Если НоваяЗапись <> Неопределено Тогда

НовыеДанные.Поставщики.Добавить(НоваяЗапись);

КонецЕсли;

КонецЦикла;

РезультатВетки = СпланироватьРасчеты(РДата,НовоеСальдо,НовыеДанные);

Если ЛучшийРезультат <> Неопределено И РезультатВетки <> Неопределено Тогда

Если (ЛучшийНачало.Оплачено + ЛучшийРезультат.Сумма) > (Начало.Оплачено + РезультатВетки.Сумма) Тогда

ЛучшийРезультат = РезультатВетки;

ЛучшийНачало = Начало;

КонецЕсли;

Иначе

ЛучшийРезультат = РезультатВетки;

ЛучшийНачало = Начало;

КонецЕсли;

КонецЦикла;

Если ЛучшийРезультат = Неопределено Тогда

Возврат Неопределено;

КонецЕсли;

// найден лучший результат, составляем итоговый результат

Результат.Сумма = ЛучшийНачало.Оплачено + ЛучшийРезультат.Сумма;

НоваяВершина = Новый Структура;

НоваяВершина.Вставить("Дата",РДата);

НоваяВершина.Вставить("Сальдо",РСальдо);

НоваяВершина.Вставить("Действие",ВЫПЛАТА\_ДЕНЕГ);

НоваяВершина.Вставить("Поставщик",ЛучшийНачало);

Результат.Путь.Добавить(НоваяВершина);

Для Каждого Вершина Из ЛучшийРезультат.Путь Цикл

Результат.Путь.Добавить(Вершина);

КонецЦикла;

Возврат Результат;

КонецФункции

Процедура ПриОткрытии()

Дата = Дата(2011,01,15);

КонецПроцедуры

Автор: Михайлов Алексей

Пояснения к коду:

Процедура КнопкаСформироватьНажатие(Кнопка)

ТабДок = ЭлементыФормы.ПолеТабличногоДокумента;

Макет = ПолучитьМакет("Макет");

ОбластьЗаголовок = Макет.ПолучитьОбласть("Заголовок");

ОбластьЗапись = Макет.ПолучитьОбласть("Запись");

ОбластьИтог = Макет.ПолучитьОбласть("Итог");

// Получаем данные из базы и формируем начальные структуры

СтартДанные = Новый Структура;

СтартДанные.Вставить("Сумма",0);

// Дата

СтартДата = Дата;

// Сальдо

Запрос = Новый Запрос;

Запрос.Текст =

"ВЫБРАТЬ

| ЖурналОперацийОстатки.СуммаОстаток

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.Остатки(&Дата, Счет.Код = ""51"", , ) КАК ЖурналОперацийОстатки";

Запрос.УстановитьПараметр("Дата", Дата);

Результат = Запрос.Выполнить().Выбрать();

Результат.Следующий();

СтартСальдо = Результат.СуммаОстаток;

// Поставщики

Запрос = Новый Запрос;

Запрос.Текст =

"ВЫБРАТЬ

| ЖурналОперацийОстатки.Субконто1,

| ПРЕДСТАВЛЕНИЕ(ЖурналОперацийОстатки.Субконто1),

| ЖурналОперацийОстатки.Субконто2 КАК Субконто2,

| ПРЕДСТАВЛЕНИЕ(ЖурналОперацийОстатки.Субконто2),

| ЖурналОперацийОстатки.СуммаОстатокКт,

| Договоры.ДатаОплаты КАК ДатаОплаты,

| Договоры.Процент

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.Остатки(&Дата, Счет.Код = ""60"", , ) КАК ЖурналОперацийОстатки

| ЛЕВОЕ СОЕДИНЕНИЕ Справочник.Договоры КАК Договоры

| ПО ЖурналОперацийОстатки.Субконто2 = Договоры.Ссылка

|

|УПОРЯДОЧИТЬ ПО

| ДатаОплаты,

| Субконто2";

Запрос.УстановитьПараметр("Дата", Дата);

Результат = Запрос.Выполнить().Выбрать();

Поставщики = Новый Массив;

Пока Результат.Следующий() Цикл

Запись = Новый Структура;

Запись.Вставить("Дата",Результат.ДатаОплаты);

Запись.Вставить("Договор",Результат.Субконто2);

Запись.Вставить("Сумма",Результат.СуммаОстатокКт);

Запись.Вставить("Штраф",Результат.Процент);

Поставщики.Добавить(Запись);

КонецЦикла;

СтартДанные.Вставить("Поставщики",Поставщики);

// Покупатели

Запрос = Новый Запрос;

Запрос.Текст =

"ВЫБРАТЬ

| ЖурналОперацийОстатки.Субконто1,

| ПРЕДСТАВЛЕНИЕ(ЖурналОперацийОстатки.Субконто1),

| ЖурналОперацийОстатки.Субконто2 КАК Субконто2,

| ПРЕДСТАВЛЕНИЕ(ЖурналОперацийОстатки.Субконто2),

| ЖурналОперацийОстатки.СуммаОстатокДт КАК СуммаОстатокДт,

| Договоры.ДатаОплаты КАК ДатаОплаты

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.Остатки(&Дата, Счет.Код = ""62"", , ) КАК ЖурналОперацийОстатки

| ЛЕВОЕ СОЕДИНЕНИЕ Справочник.Договоры КАК Договоры

| ПО ЖурналОперацийОстатки.Субконто2 = Договоры.Ссылка

|ГДЕ

| Договоры.ДатаОплаты >= &Дата

|

|УПОРЯДОЧИТЬ ПО

| ДатаОплаты,

| Субконто2";

Запрос.УстановитьПараметр("Дата", Дата);

Результат = Запрос.Выполнить().Выбрать();

Покупатели = Новый Массив;

Пока Результат.Следующий() Цикл

Запись = Новый Структура;

Запись.Вставить("Дата",Результат.ДатаОплаты);

Запись.Вставить("Договор",Результат.Субконто2);

Запись.Вставить("Сумма",Результат.СуммаОстатокДт);

Покупатели.Добавить(Запись);

КонецЦикла;

СтартДанные.Вставить("Покупатели",Покупатели);

// Планируем расчеты

Результат = СпланироватьРасчеты(СтартДата,СтартСальдо,СтартДанные);

ТабДок.Очистить();

Если Результат = Неопределено Тогда

Сообщить("Не хватает средств для оплаты долгов");

Иначе

ОбластьЗаголовок.Параметры[0] = "Планируемый график платежей по состоянию на " + Дата;

ТабДок.Вывести(ОбластьЗаголовок);

ПОЛУЧЕНИЕ\_ДЕНЕГ = 0;

ВЫПЛАТА\_ДЕНЕГ = 1;

ПокупателиИтог = 0;

ПоставщикиИтог = 0;

Для Каждого Вершина Из Результат.Путь Цикл

ОбластьЗапись.Параметры[0] = Вершина.Дата;

ОбластьЗапись.Параметры[1] = Вершина.Сальдо;

Если Вершина.Действие = ПОЛУЧЕНИЕ\_ДЕНЕГ Тогда

ОбластьЗапись.Параметры[2] = Вершина.Покупатель.Договор;

ОбластьЗапись.Параметры[3] = Вершина.Покупатель.Сумма;

ОбластьЗапись.Параметры[4] = "";

ОбластьЗапись.Параметры[5] = "";

ПокупателиИтог = ПокупателиИтог + Вершина.Покупатель.Сумма;

Иначе

ОбластьЗапись.Параметры[2] = "";

ОбластьЗапись.Параметры[3] = "";

ОбластьЗапись.Параметры[4] = Вершина.Поставщик.Договор;

ОбластьЗапись.Параметры[5] = Вершина.Поставщик.Оплачено;

ПоставщикиИтог = ПоставщикиИтог + Вершина.Поставщик.Оплачено;

КонецЕсли;

ТабДок.Вывести(ОбластьЗапись);

КонецЦикла;

ОбластьИтог.Параметры[0] = ПокупателиИтог;

ОбластьИтог.Параметры[1] = ПоставщикиИтог;

ТабДок.Вывести(ОбластьИтог);

КонецЕсли;

КонецПроцедуры

Данная процедура выполняется при нажатии на кнопку сформировать отчет и выполняет загрузку данных из базы данных, заполнение графа, вызов функции обхода графа и вывод результата в поле табличного документа.

ТабДок = ЭлементыФормы.ПолеТабличногоДокумента;

Макет = ПолучитьМакет("Макет");

ОбластьЗаголовок = Макет.ПолучитьОбласть("Заголовок");

ОбластьЗапись = Макет.ПолучитьОбласть("Запись");

ОбластьИтог = Макет.ПолучитьОбласть("Итог");

В данном блоке идет получение элемента формы ТабличныйДокумент и получение областей макета, по которым будет строиться результат.

// Получаем данные из базы и формируем начальные структуры

СтартДанные = Новый Структура;

СтартДанные.Вставить("Сумма",0);

// Дата

СтартДата = Дата;

В данном блоке создается структура начального состояния СтартДанные и переменная даты начала СтартДата.

// Сальдо

Запрос = Новый Запрос;

Запрос.Текст =

"ВЫБРАТЬ

| ЖурналОперацийОстатки.СуммаОстаток

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.Остатки(&Дата, Счет.Код = ""51"", , ) КАК ЖурналОперацийОстатки";

Запрос.УстановитьПараметр("Дата", Дата);

Результат = Запрос.Выполнить().Выбрать();

Результат.Следующий();

СтартСальдо = Результат.СуммаОстаток;

В данном блоке получается Сальдо на дату начала и записывается в переменную СтартСальдо.

// Поставщики

Запрос = Новый Запрос;

Запрос.Текст =

"ВЫБРАТЬ

| ЖурналОперацийОстатки.Субконто1,

| ПРЕДСТАВЛЕНИЕ(ЖурналОперацийОстатки.Субконто1),

| ЖурналОперацийОстатки.Субконто2 КАК Субконто2,

| ПРЕДСТАВЛЕНИЕ(ЖурналОперацийОстатки.Субконто2),

| ЖурналОперацийОстатки.СуммаОстатокКт,

| Договоры.ДатаОплаты КАК ДатаОплаты,

| Договоры.Процент

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.Остатки(&Дата, Счет.Код = ""60"", , ) КАК ЖурналОперацийОстатки

| ЛЕВОЕ СОЕДИНЕНИЕ Справочник.Договоры КАК Договоры

| ПО ЖурналОперацийОстатки.Субконто2 = Договоры.Ссылка

|

|УПОРЯДОЧИТЬ ПО

| ДатаОплаты,

| Субконто2";

Запрос.УстановитьПараметр("Дата", Дата);

Результат = Запрос.Выполнить().Выбрать();

Поставщики = Новый Массив;

Пока Результат.Следующий() Цикл

Запись = Новый Структура;

Запись.Вставить("Дата",Результат.ДатаОплаты);

Запись.Вставить("Договор",Результат.Субконто2);

Запись.Вставить("Сумма",Результат.СуммаОстатокКт);

Запись.Вставить("Штраф",Результат.Процент);

Поставщики.Добавить(Запись);

КонецЦикла;

СтартДанные.Вставить("Поставщики",Поставщики);

В данном блоке получается список поставщиков, на дату начала. Полученные из базы данных записи добавляются в массив Поставщики, и массив сохраняется в начальном состоянии в поле Поставщики.

// Покупатели

Запрос = Новый Запрос;

Запрос.Текст =

"ВЫБРАТЬ

| ЖурналОперацийОстатки.Субконто1,

| ПРЕДСТАВЛЕНИЕ(ЖурналОперацийОстатки.Субконто1),

| ЖурналОперацийОстатки.Субконто2 КАК Субконто2,

| ПРЕДСТАВЛЕНИЕ(ЖурналОперацийОстатки.Субконто2),

| ЖурналОперацийОстатки.СуммаОстатокДт КАК СуммаОстатокДт,

| Договоры.ДатаОплаты КАК ДатаОплаты

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.Остатки(&Дата, Счет.Код = ""62"", , ) КАК ЖурналОперацийОстатки

| ЛЕВОЕ СОЕДИНЕНИЕ Справочник.Договоры КАК Договоры

| ПО ЖурналОперацийОстатки.Субконто2 = Договоры.Ссылка

|ГДЕ

| Договоры.ДатаОплаты >= &Дата

|

|УПОРЯДОЧИТЬ ПО

| ДатаОплаты,

| Субконто2";

Запрос.УстановитьПараметр("Дата", Дата);

Результат = Запрос.Выполнить().Выбрать();

Покупатели = Новый Массив;

Пока Результат.Следующий() Цикл

Запись = Новый Структура;

Запись.Вставить("Дата",Результат.ДатаОплаты);

Запись.Вставить("Договор",Результат.Субконто2);

Запись.Вставить("Сумма",Результат.СуммаОстатокДт);

Покупатели.Добавить(Запись);

КонецЦикла;

СтартДанные.Вставить("Покупатели",Покупатели);

В данном блоке получаются покупатели на дату начала. Данные записываются в массив, а массив добавляется в начальное состояние в поле Покупатели.

// Планируем расчеты

Результат = СпланироватьРасчеты(СтартДата,СтартСальдо,СтартДанные);

ТабДок.Очистить();

В данном блоке происходит вызов рекурсивной функции СпланироватьРасчеты, которая определит лучший путь. Как параметры указаны дата начала (СтартДата), начальное сальдо (СтартСальдо) и начальное состояние (СтартДанные), на основе которого будут строиться дальнейшие состояния. После завершения планирования идет отчистка табличного документа от старых данных.

Если Результат = Неопределено Тогда

Сообщить("Не хватает средств для оплаты долгов");

Иначе

ОбластьЗаголовок.Параметры[0] = "Планируемый график платежей по состоянию на " + Дата;

ТабДок.Вывести(ОбластьЗаголовок);

ПОЛУЧЕНИЕ\_ДЕНЕГ = 0;

ВЫПЛАТА\_ДЕНЕГ = 1;

ПокупателиИтог = 0;

ПоставщикиИтог = 0;

Для Каждого Вершина Из Результат.Путь Цикл

ОбластьЗапись.Параметры[0] = Вершина.Дата;

ОбластьЗапись.Параметры[1] = Вершина.Сальдо;

Если Вершина.Действие = ПОЛУЧЕНИЕ\_ДЕНЕГ Тогда

ОбластьЗапись.Параметры[2] = Вершина.Покупатель.Договор;

ОбластьЗапись.Параметры[3] = Вершина.Покупатель.Сумма;

ОбластьЗапись.Параметры[4] = "";

ОбластьЗапись.Параметры[5] = "";

ПокупателиИтог = ПокупателиИтог + Вершина.Покупатель.Сумма;

Иначе

ОбластьЗапись.Параметры[2] = "";

ОбластьЗапись.Параметры[3] = "";

ОбластьЗапись.Параметры[4] = Вершина.Поставщик.Договор;

ОбластьЗапись.Параметры[5] = Вершина.Поставщик.Оплачено;

ПоставщикиИтог = ПоставщикиИтог + Вершина.Поставщик.Оплачено;

КонецЕсли;

ТабДок.Вывести(ОбластьЗапись);

КонецЦикла;

ОбластьИтог.Параметры[0] = ПокупателиИтог;

ОбластьИтог.Параметры[1] = ПоставщикиИтог;

ТабДок.Вывести(ОбластьИтог);

КонецЕсли;

В данном блоке выводится найденный результат. Если результат неопределен, то выводится сообщение о нехватке средств для решения. Если результат найден, то выводится заголовок, и вершины (состояния) пути. В вершинах присутствует поле Действие, которое помогает определить, что именно делается на данном шаге (получение денег от покупателя, либо выплата денег поставщику). В зависимости от действия заполняются нужные поля области записи. После вывода всех вершин, выводится итог по покупателям и по поставщикам.

Функция СпланироватьРасчеты(Дата,Сальдо,Данные)

ПОЛУЧЕНИЕ\_ДЕНЕГ = 0;

ВЫПЛАТА\_ДЕНЕГ = 1;

Результат = Новый Структура;

Путь = Новый Массив;

Результат.Вставить("Сумма",0);

Результат.Вставить("Путь",Путь);

// проверяем не завершены ли получения и выплаты

Если Данные.Покупатели.Количество() = 0 И Данные.Поставщики.Количество() = 0 Тогда

Возврат Результат;

КонецЕсли;

РДата = Дата;

РСальдо = Сальдо;

// проверяем есть ли деньги на счете для оплаты поставщикам

Если Сальдо = 0 Тогда

Если Данные.Покупатели.Количество() = 0 Тогда

Возврат Неопределено;

КонецЕсли;

// денег нет, выполняем ближайшую получку денег от покупателя и планируем дальше, начиная со следующего после получения денег дня

Покупатель = Данные.Покупатели[0];

РДата = НачалоДня(Покупатель.Дата) + (60\*60\*24);

РСальдо = Покупатель.Сумма;

// убираем оформленную получку денег

Данные.Покупатели.Удалить(0);

// добавляем в путь состояние с получением оплаты

НовоеСостояние = Новый Структура;

НовоеСостояние.Вставить("Дата",Покупатель.Дата);

НовоеСостояние.Вставить("Сальдо",Сальдо);

НовоеСостояние.Вставить("Действие",ПОЛУЧЕНИЕ\_ДЕНЕГ);

НовоеСостояние.Вставить("Покупатель",Покупатель);

Результат.Путь.Добавить(НовоеСостояние);

КонецЕсли;

ЛучшийРезультат = Неопределено;

ЛучшийНачало = Неопределено;

// пробуем разные выплаты поставщикам (обходим их по очереди, выбираем результат с минимальной суммой выплат)

Для Каждого Поставщик Из Данные.Поставщики Цикл

НовоеСальдо = 0;

Начало = Неопределено;

НовыеДанные = Новый Структура;

НовыеДанные.Вставить("Поставщики",Новый Массив);

НовыеДанные.Вставить("Покупатели",Новый Массив);

Для Каждого Запись Из Данные.Покупатели Цикл

НоваяЗапись = Новый Структура;

НоваяЗапись.Вставить("Дата",Запись.Дата);

НоваяЗапись.Вставить("Договор",Запись.Договор);

НоваяЗапись.Вставить("Сумма",Запись.Сумма);

НовыеДанные.Покупатели.Добавить(НоваяЗапись);

КонецЦикла;

Для Каждого Запись Из Данные.Поставщики Цикл

НоваяЗапись = Неопределено;

Если Поставщик = Запись Тогда

Штраф = 0;

Дни = 0;

Если РДата >= Запись.Дата Тогда

Дни = ((КонецДня(РДата)+1)-НачалоДня(Запись.Дата))/(24\*60\*60);

Штраф = (Запись.Сумма \* (Запись.Штраф/100)) \* Дни;

КонецЕсли;

Если (Поставщик.Сумма + Штраф) > РСальдо Тогда

НоваяЗапись = Новый Структура;

Если Штраф = 0 Тогда

НоваяЗапись.Вставить("Дата",Запись.Дата);

Иначе

НоваяЗапись.Вставить("Дата",(КонецДня(РДата)+1));

КонецЕсли;

НоваяЗапись.Вставить("Договор",Запись.Договор);

НоваяЗапись.Вставить("Сумма",Запись.Сумма + Штраф - РСальдо);

НоваяЗапись.Вставить("Штраф",Запись.Штраф);

НовоеСальдо = 0;

Начало = Новый Структура;

Начало.Вставить("Дата",Запись.Дата);

Начало.Вставить("Договор",Запись.Договор);

Начало.Вставить("Оплачено",РСальдо);

Иначе

НовоеСальдо = РСальдо - (Запись.Сумма + Штраф);

Начало = Новый Структура;

Начало.Вставить("Дата",Запись.Дата);

Начало.Вставить("Договор",Запись.Договор);

Начало.Вставить("Оплачено",Запись.Сумма + Штраф);

КонецЕсли;

Иначе

НоваяЗапись = Новый Структура;

НоваяЗапись.Вставить("Дата",Запись.Дата);

НоваяЗапись.Вставить("Договор",Запись.Договор);

НоваяЗапись.Вставить("Сумма",Запись.Сумма);

НоваяЗапись.Вставить("Штраф",Запись.Штраф);

КонецЕсли;

Если НоваяЗапись <> Неопределено Тогда

НовыеДанные.Поставщики.Добавить(НоваяЗапись);

КонецЕсли;

КонецЦикла;

РезультатВетки = СпланироватьРасчеты(РДата,НовоеСальдо,НовыеДанные);

Если ЛучшийРезультат <> Неопределено И РезультатВетки <> Неопределено Тогда

Если (ЛучшийНачало.Оплачено + ЛучшийРезультат.Сумма) > (Начало.Оплачено + РезультатВетки.Сумма) Тогда

ЛучшийРезультат = РезультатВетки;

ЛучшийНачало = Начало;

КонецЕсли;

Иначе

ЛучшийРезультат = РезультатВетки;

ЛучшийНачало = Начало;

КонецЕсли;

КонецЦикла;

Если ЛучшийРезультат = Неопределено Тогда

Возврат Неопределено;

КонецЕсли;

// найден лучший результат, составляем итоговый результат

Результат.Сумма = ЛучшийНачало.Оплачено + ЛучшийРезультат.Сумма;

НоваяВершина = Новый Структура;

НоваяВершина.Вставить("Дата",РДата);

НоваяВершина.Вставить("Сальдо",РСальдо);

НоваяВершина.Вставить("Действие",ВЫПЛАТА\_ДЕНЕГ);

НоваяВершина.Вставить("Поставщик",ЛучшийНачало);

Результат.Путь.Добавить(НоваяВершина);

Для Каждого Вершина Из ЛучшийРезультат.Путь Цикл

Результат.Путь.Добавить(Вершина);

КонецЦикла;

Возврат Результат;

КонецФункции

Главная функция, производит поиск минимального пути в графе.

ПОЛУЧЕНИЕ\_ДЕНЕГ = 0;

ВЫПЛАТА\_ДЕНЕГ = 1;

В данном блоке определяются константы, для добавления вершин в результат (чтобы различать состояния с получением денег и состояния с выплатой денег).

Результат = Новый Структура;

Путь = Новый Массив;

Результат.Вставить("Сумма",0);

Результат.Вставить("Путь",Путь);

В данном блоке создаются переменные для результата выполнения функции, и хранения пути для результата.

// проверяем не завершены ли получения и выплаты

Если Данные.Покупатели.Количество() = 0 И Данные.Поставщики.Количество() = 0 Тогда

Возврат Результат;

КонецЕсли;

В данном блоке проверяется не завершен ли обход графа (закончились поступления и выплаты).

РДата = Дата;

РСальдо = Сальдо;

// проверяем есть ли деньги на счете для оплаты поставщикам

Если Сальдо = 0 Тогда

Если Данные.Покупатели.Количество() = 0 Тогда

Возврат Неопределено;

КонецЕсли;

// денег нет, выполняем ближайшую получку денег от покупателя и планируем дальше, начиная со следующего после получения денег дня

Покупатель = Данные.Покупатели[0];

РДата = НачалоДня(Покупатель.Дата) + (60\*60\*24);

РСальдо = Покупатель.Сумма;

// убираем оформленную получку денег

Данные.Покупатели.Удалить(0);

// добавляем в путь состояние с получением оплаты

НовоеСостояние = Новый Структура;

НовоеСостояние.Вставить("Дата",Покупатель.Дата);

НовоеСостояние.Вставить("Сальдо",Сальдо);

НовоеСостояние.Вставить("Действие",ПОЛУЧЕНИЕ\_ДЕНЕГ);

НовоеСостояние.Вставить("Покупатель",Покупатель);

Результат.Путь.Добавить(НовоеСостояние);

КонецЕсли;

В данном блоке определяются Дата и Сальдо с которым обходить исходящие из корня вершины. Если Сальдо равно нулю, то требуется получить деньги от покупателя. Если покупателей не осталось, то такой путь считается тупиковым и возвращается Неопределено. Иначе – запись покупателя убирается из данных, дата берется – следующий день после даты получения денег, а сальдо – количество полученых денег. Так же добавляется состояние отвечающее за получение денег от покупателя.

ЛучшийРезультат = Неопределено;

ЛучшийНачало = Неопределено;

// пробуем разные выплаты поставщикам (обходим их по очереди, выбираем результат с минимальной суммой выплат)

Для Каждого Поставщик Из Данные.Поставщики Цикл

НовоеСальдо = 0;

Начало = Неопределено;

НовыеДанные = Новый Структура;

НовыеДанные.Вставить("Поставщики",Новый Массив);

НовыеДанные.Вставить("Покупатели",Новый Массив);

Для Каждого Запись Из Данные.Покупатели Цикл

НоваяЗапись = Новый Структура;

НоваяЗапись.Вставить("Дата",Запись.Дата);

НоваяЗапись.Вставить("Договор",Запись.Договор);

НоваяЗапись.Вставить("Сумма",Запись.Сумма);

НовыеДанные.Покупатели.Добавить(НоваяЗапись);

КонецЦикла;

Для Каждого Запись Из Данные.Поставщики Цикл

НоваяЗапись = Неопределено;

Если Поставщик = Запись Тогда

Штраф = 0;

Дни = 0;

Если РДата >= Запись.Дата Тогда

Дни = ((КонецДня(РДата)+1)-НачалоДня(Запись.Дата))/(24\*60\*60);

Штраф = (Запись.Сумма \* (Запись.Штраф/100)) \* Дни;

КонецЕсли;

Если (Поставщик.Сумма + Штраф) > РСальдо Тогда

НоваяЗапись = Новый Структура;

Если Штраф = 0 Тогда

НоваяЗапись.Вставить("Дата",Запись.Дата);

Иначе

НоваяЗапись.Вставить("Дата",(КонецДня(РДата)+1));

КонецЕсли;

НоваяЗапись.Вставить("Договор",Запись.Договор);

НоваяЗапись.Вставить("Сумма",Запись.Сумма + Штраф - РСальдо);

НоваяЗапись.Вставить("Штраф",Запись.Штраф);

НовоеСальдо = 0;

Начало = Новый Структура;

Начало.Вставить("Дата",Запись.Дата);

Начало.Вставить("Договор",Запись.Договор);

Начало.Вставить("Оплачено",РСальдо);

Иначе

НовоеСальдо = РСальдо - (Запись.Сумма + Штраф);

Начало = Новый Структура;

Начало.Вставить("Дата",Запись.Дата);

Начало.Вставить("Договор",Запись.Договор);

Начало.Вставить("Оплачено",Запись.Сумма + Штраф);

КонецЕсли;

Иначе

НоваяЗапись = Новый Структура;

НоваяЗапись.Вставить("Дата",Запись.Дата);

НоваяЗапись.Вставить("Договор",Запись.Договор);

НоваяЗапись.Вставить("Сумма",Запись.Сумма);

НоваяЗапись.Вставить("Штраф",Запись.Штраф);

КонецЕсли;

Если НоваяЗапись <> Неопределено Тогда

НовыеДанные.Поставщики.Добавить(НоваяЗапись);

КонецЕсли;

КонецЦикла;

РезультатВетки = СпланироватьРасчеты(РДата,НовоеСальдо,НовыеДанные);

Если ЛучшийРезультат <> Неопределено И РезультатВетки <> Неопределено Тогда

Если (ЛучшийНачало.Оплачено + ЛучшийРезультат.Сумма) > (Начало.Оплачено + РезультатВетки.Сумма) Тогда

ЛучшийРезультат = РезультатВетки;

ЛучшийНачало = Начало;

КонецЕсли;

Иначе

ЛучшийРезультат = РезультатВетки;

ЛучшийНачало = Начало;

КонецЕсли;

КонецЦикла;

В данном блоке обходятся все возможные варианты оплаты из текущего состояния. Начальные данные копируются в НовыеДанные, чтобы все вытекающие состояния работали с начальными данными, а не испорченными предыдущим.

Далее составляем новое состояние, которое будет корнем графа, который нужно будет обойти рекурсивным вызовом. Все записи просто копируются, а та, по которой проводится оплата либо удаляется (если сумма полностью оплачена), либо сумма меняется на новую (сумма + штраф – сумма оплаты) и дата начала для расчета штрафа меняется на день после оплаты.

Далее вычисляется результат обхода графа, с новым корнем, если результат лучше сохраненного – сохраняем как лучший его.

Если ЛучшийРезультат = Неопределено Тогда

Возврат Неопределено;

КонецЕсли;

// найден лучший результат, составляем итоговый результат

Результат.Сумма = ЛучшийНачало.Оплачено + ЛучшийРезультат.Сумма;

НоваяВершина = Новый Структура;

НоваяВершина.Вставить("Дата",РДата);

НоваяВершина.Вставить("Сальдо",РСальдо);

НоваяВершина.Вставить("Действие",ВЫПЛАТА\_ДЕНЕГ);

НоваяВершина.Вставить("Поставщик",ЛучшийНачало);

Результат.Путь.Добавить(НоваяВершина);

Для Каждого Вершина Из ЛучшийРезультат.Путь Цикл

Результат.Путь.Добавить(Вершина);

КонецЦикла;

Возврат Результат;

Если лучший результат не найден – считаем ветку тупиковой и возвращаем Неопределено. Иначе – добавляем в путь результата вершину, которая приводит к лучшему результату, и все вершины пути лучшего результата.

Процедура ПриОткрытии()

Дата = Дата(2011,01,15);

КонецПроцедуры

Данный блок необходим для задания даты по умолчанию – 15 января 2011.

Сформированный отчет
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2011 год 1 тур

Требования

Крупная аптека ведет бухгалтерский учет в системе «1С:Предприятие 8». Лекарственные средства учитываются на счете 41 «Товары» в стоимостном и натуральном выражении. Аналитический учет на счете 41 ведется по товарам (лекарственным средствам). Сведения о товарной номенклатуре хранятся в справочнике «Товары». Для каждого товара в справочнике указан уникальный код лекарственного средства и наименование. Код имеет следующую структуру : xxx-yyy-zzz и представляет собой три трехзначных числа, отделяемых знаком «–». Лекарственные средства являются аналогами, если в их кодах совпадают средние три цифры. Например, лекарственные препараты с кодами 232-145-876 и 816-145-567 являются аналогами, поскольку у них совпадает средняя часть кода (145).

На основании данных информационной базы требуется сформировать отчет, в который необходимо включить пары лекарственных препаратов-аналогов, наиболее близких по цене. Если в базе имеются несколько пар аналогов с одинаковым разбросом цен, то в отчет надо включить более дешевые лекарственные средства, если среди них имеются несколько аналогов с одинаковыми ценами, то в отчет надо включить только один любой аналог.

Каркасная конфигурация

Задание необходимо выполнить в каркасной конфигурации, в которой имеется План счетов, содержащий счет 41, справочник «Товары», документ для ввода остатков товаров, при помощи которого введено несколько проводок по приходу товаров в дебет счета 41 и кредит условного счета 00.

ВНИМАНИЕ! Для отладки модуля отчета Вы можете добавлять в информационную базу каркасной конфигурации дополнительные товары и проводки. Жюри проводит тестирование на собственных данных, которые будут отличаться от данных, содержащихся в исходной информационной базе каркасной конфигурации.

Пример

Исходные данные

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Код товара | Наименование | Остаток сумма | Остаток кол-во | Цена (расчет) |
| 111-222-333 | Изд-01 | 5000 | 5 | 1000.00 |
| 222-333-444 | Изд-02 | 15000 | 15 | 1000.00 |
| 111-555-222 | Изд-03 | 15000 | 5 | 3000.00 |
| 345-222-111 | Изд-04 | 25250 | 25 | 1010.00 |
| 321-555-003 | Изд-05 | 16500 | 5 | 3300.00 |
| 112-333-987 | Изд-06 | 5000 | 5 | 1000.00 |
| 345-222-765 | Изд-07 | 7105 | 7 | 1015.00 |
| 990-555-654 | Изд-08 | 5200 | 2 | 2600.00 |
| 990-555-658 | Изд-09 | 14000 | 5 | 2800.00 |

Итоговый отчет

Лекарственные средства-аналоги

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Лекарственное средство | | | Аналог | | |
| Код товара | Наименование | Цена | Код товара | Наименование | Цена |
| 345-222-111 | Изд-04 | 1010.00 | 345-222-765 | Изд-07 | 1015.00 |
| 222-333-444 | Изд-02 | 1000.00 | 112-333-987 | Изд-06 | 1000.00 |
| 990-555-654 | Изд-08 | 2600.00 | 990-555-658 | Изд-09 | 2800.00 |

Решение

Для получения пар аналогов с минимальной разницей в цене достаточно отсортировать все аналоги в порядке возрастанию цены (чтобы при одинаковой разнице в цене была взята первая пара – с меньшей ценой), далее обойти каждую группу аналогов, выбирая пару с минимальной разницей в цене. Рассмотрим пример (за исходные данные возьмем пример из требований):

Берем группы аналогов и сортируем их по возрастанию цены:

|  |  |  |
| --- | --- | --- |
| Группа | Товар | Цена |
| 555 | 990-555-654 | 2600 |
| 990-555-658 | 2800 |
| 111-555-222 | 3000 |
| 321-555-003 | 3300 |
| 333 | 222-333-444 | 1000 |
| 112-333-987 | 1000 |
| 222 | 111-222-333 | 1000 |
| 345-222-111 | 1010 |
| 345-222-765 | 1015 |

Обходим группы и определяем разницу в цене:

|  |  |  |  |
| --- | --- | --- | --- |
| Итерация | Товар 1 | Товар 2 | Разница |
| 1 | 990-555-658 | 990-555-654 | 200 |
| 2 | 111-555-222 | 990-555-658 | 200 |
| 3 | 321-555-003 | 111-555-222 | 300 |
| 4 | 222-333-444 | 112-333-987 | 0 |
| 5 | 345-222-111 | 111-222-333 | 10 |
| 6 | 345-222-765 | 345-222-111 | 5 |

После обхода сразу видны пары товаров с минимальной разницей в цене (если разница равна – берем ту пару, которая выше в пределах группы). Это пары:

|  |  |  |
| --- | --- | --- |
| Товар 1 | Товар 2 | Разница |
| 990-555-658 | 990-555-654 | 200 |
| 222-333-444 | 112-333-987 | 0 |
| 345-222-765 | 345-222-111 | 5 |

Реализация

Процедура КнопкаСформироватьНажатие(Кнопка)

ТабДок=ЭлементыФормы.ТабДок;

ТабДок.Очистить();

Макет=ПолучитьМакет("Макет");

Область=Макет.ПолучитьОбласть("Шапка");

ТабДок.Вывести(Область);

Запрос=Новый Запрос;

Запрос.Текст=

"ВЫБРАТЬ

| ЖурналПроводокОстатки.Субконто1 КАК Номенклатура,

| ЖурналПроводокОстатки.Субконто1.Код КАК Код,

| ЖурналПроводокОстатки.СуммаОстатокДт / ЖурналПроводокОстатки.КоличествоОстатокДт КАК Цена,

| ПОДСТРОКА(ЖурналПроводокОстатки.Субконто1.Код, 5, 3) КАК Артикул,

| 1 КАК КоличествоАртикулов

|ИЗ

| РегистрБухгалтерии.ЖурналПроводок.Остатки(&Дата, Счет = &Счет41, , ) КАК ЖурналПроводокОстатки

|

|УПОРЯДОЧИТЬ ПО

| ЖурналПроводокОстатки.Субконто1.Наименование";

Запрос.УстановитьПараметр("Дата",КонецДня(Дата));

Запрос.УстановитьПараметр("Счет41",ПланыСчетов.ПланСчетов.Товары);

ТабЗапроса=Запрос.Выполнить().Выгрузить();

ТабЗапроса.Колонки.Добавить("РазницаСоСледСтрокой");

ТабЗапроса.Сортировать("Цена");

ТабВрем=ТабЗапроса.Скопировать();

ТабВрем.Свернуть("Артикул","КоличествоАртикулов");

ТабВрем.Сортировать("Артикул");

Для Каждого ТекСтркоа из ТабВрем Цикл

Если ТекСтркоа.КоличествоАртикулов>1 Тогда

Отбор=Новый Структура;

Отбор.Вставить("Артикул", ТекСтркоа.Артикул);

товар1="";

товар2="";

СтрокиПоиска=ТабЗапроса.НайтиСтроки(Отбор);

МинРазница=строкиПоиска.Получить(0);

МинРазница=МинРазница.цена;

Для строк=0 По СтрокиПоиска.Количество()-2 цикл

строка = СтрокиПоиска.Получить(строк);

строка2= СтрокиПоиска.Получить(строк+1);

разница= строка.цена - строка2.цена;

строка.РазницаСоСледСтрокой = макс(разница,-разница);

если строка.РазницаСоСледСтрокой < МинРазница Тогда

МинРазница=строка.РазницаСоСледСтрокой;

НомТовар1=строк;

НомТовар2=строк+1;

конецЕсли;

КонецЦикла;

Товар1=СтрокиПоиска.Получить(НомТовар1);

Товар2=СтрокиПоиска.Получить(НомТовар2);

Область=Макет.ПолучитьОбласть("Строка");

Область.Параметры.Код = Товар1.Код;

Область.Параметры.Номенклатура = Товар1.Номенклатура;

Область.Параметры.Цена = Товар1.Цена;

Область.Параметры.Код2 = Товар2.Код;

Область.Параметры.Номенклатура2 = Товар2.Номенклатура;

Область.Параметры.Цена2 = Товар2.Цена;

ТабДок.Вывести(Область);

//сообщить (сокрлп(товар1)+" "+сокрлп(товар2));

КонецЕсли;

КонецЦикла;

ТабДок.ТолькоПросмотр=Истина;

КонецПроцедуры

Процедура ПередОткрытием(Отказ, СтандартнаяОбработка)

Дата=ТекущаяДата();

КонецПроцедуры

Решение с сайта <http://олимпиада1с.рф>

Пояснения к коду:

ТабДок=ЭлементыФормы.ТабДок;

ТабДок.Очистить();

Макет=ПолучитьМакет("Макет");

Область=Макет.ПолучитьОбласть("Шапка");

ТабДок.Вывести(Область);

В данном блоке получается элемент формы ТабличныйДокумент, для вывода результата. Идет отчистка табличного документа и получение макета, по которому будет строиться таблица результата. После этого – ввыводится шапка в табличный документ.

Запрос=Новый Запрос;

Запрос.Текст=

"ВЫБРАТЬ

| ЖурналПроводокОстатки.Субконто1 КАК Номенклатура,

| ЖурналПроводокОстатки.Субконто1.Код КАК Код,

| ЖурналПроводокОстатки.СуммаОстатокДт / ЖурналПроводокОстатки.КоличествоОстатокДт КАК Цена,

| ПОДСТРОКА(ЖурналПроводокОстатки.Субконто1.Код, 5, 3) КАК Артикул,

| 1 КАК КоличествоАртикулов

|ИЗ

| РегистрБухгалтерии.ЖурналПроводок.Остатки(&Дата, Счет = &Счет41, , ) КАК ЖурналПроводокОстатки

|

|УПОРЯДОЧИТЬ ПО

| ЖурналПроводокОстатки.Субконто1.Наименование";

Запрос.УстановитьПараметр("Дата",КонецДня(Дата));

Запрос.УстановитьПараметр("Счет41",ПланыСчетов.ПланСчетов.Товары);

ТабЗапроса=Запрос.Выполнить().Выгрузить();

ТабЗапроса.Колонки.Добавить("РазницаСоСледСтрокой");

ТабЗапроса.Сортировать("Цена");

В данном блоке генерируется запрос к базе данных. В запросе выбираются поля Номенклатура, Код номенклатуры, Цена (как средневзвешенная по остатками на указанную дату), Артикул (3 цифры посреди кода) и поле КоличествоАртиклов (изначально у всех равно 1), остатки берутся на указанную дату, из счета 41 и идет сортировка по наименованию номенклатуры. После указания текста запроса указываются параметры (Дата, как конец дня указанного в форме в поле Дата, Счет41 – план счетов Товары). Далее запрос выполняется и выгружается в таблицу значений ТабЗапроса. В неё добавляется колонка РазницаСоСледСтрокой, которая будет использоваться при расчетах. И сортируется по Цене.

ТабВрем=ТабЗапроса.Скопировать();

ТабВрем.Свернуть("Артикул","КоличествоАртикулов");

ТабВрем.Сортировать("Артикул");

В данном блоке таблица значений копируется в ТабВрем и группируется по полю Артикул, с указанием количества элементов в поле КоличествоАртикулов. После этого идет сортировка по полю Артикул.

Для Каждого ТекСтркоа из ТабВрем Цикл

Если ТекСтркоа.КоличествоАртикулов>1 Тогда

Отбор=Новый Структура;

Отбор.Вставить("Артикул", ТекСтркоа.Артикул);

товар1="";

товар2="";

СтрокиПоиска=ТабЗапроса.НайтиСтроки(Отбор);

МинРазница=строкиПоиска.Получить(0);

МинРазница=МинРазница.цена;

Для строк=0 По СтрокиПоиска.Количество()-2 цикл

строка = СтрокиПоиска.Получить(строк);

строка2= СтрокиПоиска.Получить(строк+1);

разница= строка.цена - строка2.цена;

строка.РазницаСоСледСтрокой = макс(разница,-разница);

если строка.РазницаСоСледСтрокой < МинРазница Тогда

МинРазница=строка.РазницаСоСледСтрокой;

НомТовар1=строк;

НомТовар2=строк+1;

конецЕсли;

КонецЦикла;

Товар1=СтрокиПоиска.Получить(НомТовар1);

Товар2=СтрокиПоиска.Получить(НомТовар2);

Область=Макет.ПолучитьОбласть("Строка");

Область.Параметры.Код = Товар1.Код;

Область.Параметры.Номенклатура = Товар1.Номенклатура;

Область.Параметры.Цена = Товар1.Цена;

Область.Параметры.Код2 = Товар2.Код;

Область.Параметры.Номенклатура2 = Товар2.Номенклатура;

Область.Параметры.Цена2 = Товар2.Цена;

ТабДок.Вывести(Область);

//сообщить (сокрлп(товар1)+" "+сокрлп(товар2));

КонецЕсли;

КонецЦикла;

В данном блоке идет обход групп артикулов. Если в группе больше одной записи (а значит есть 2 аналога), то из таблицы значений ТабЗапроса отбираются записи, соответствующие текущей группе и ищутся два товара с минимальной разницей в цене. Для этого обходятся все отобранные записи, сравниваются со следующей строкой и разницы сохраняется в поле РазницаСоСледСтрокой. Если разница меньше чем сохраненная разница записей, то данная пара запоминается, и её разница. После обхода отобранных записей найденная пара выводится в табличный документ результата.

ТабДок.ТолькоПросмотр=Истина;

Данная строка запрещает редактирование табличного документа с результатом.

Процедура ПередОткрытием(Отказ, СтандартнаяОбработка)

Дата=ТекущаяДата();

КонецПроцедуры

Данный блок используется для установки значения по умолчанию поля Дата на форме (выставляется текущая дата).

Сформированный отчет
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2010 год 2 тур

Требования

С 1 апреля 2010 г. организация переходит с ручного на автоматизированное ведение бухгалтерского учета. При учете основных средств организация применяет метод начисления амортизации способом «по сумме чисел лет срока полезного использования».

В компьютерной программе на счетах 01 «Основные средства» и 02 «Амортизация ОС» организован пообъектный аналитический учет в разрезе элементов справочника «Основные средства». В учетную систему по каждому объекту ОС на дату начала ведения учета введены следующие данные:

* Первоначальная стоимость ОС - дебетовое сальдо счета 01
* Накопленная сумма амортизации ОС на первое число месяца начала ведения автоматизированного учета - кредитовое сальдо счета 02
* Оставшийся срок полезного использования в месяцах (включая первый месяц начала ведения учета) - реквизит справочника «Основные средства».

Введя указанные данные учетные работники выяснили, что программа не сможет по этим данным производить начисление амортизации по объектам основных средств в течение оставшегося срока их полезного использования. Для последующего начисления амортизации необходимо ввести в программу:

* Год и месяц первого периода начисления амортизации,
* Полный срок полезного использования (в целых годах).

Необходимо смоделировать описанную ситуацию в программе «1С:Предприятие 8» и по имеющимся данным определить недостающие реквизиты. Результаты следует представить в виде отчета следующего вида.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Основное средство | Первоначальная стоимость ОС | Износ на дату начала ведения учета | Оставшийся срок полезного использования (мес) | Первый период начисления амортизации | | Полный срок полезного использования (лет) |
| месяц | год |
| ОС-0001 | 1620000,00 | 1593750,00 | 7 | 11 | 2002 | 8 |
| ОС-0002 | 4925907,00 | 3401221,50 | 37 | 5 | 2007 | 6 |
| ОС-0003 | 120000,00 | 65250,00 | 30 | 10 | 2008 | 4 |
| ОС-0004 | 1440000,00 | 1114000,00 | 48 | 4 | 2005 | 9 |
| ОС-0005 | 600000,00 | 300000,00 | 37 | н/о | н/о | н/о |

Если для некоторого объекта ОС указаны исходные данные, для которых не существует корректной схемы начисления амортизации методом «по сумме чисел лет...», то для этого объекта в последних трех графах отчета вместо результатов следует указать «н/о» (не определено).

Для справки: Методика ежемесячного начисления амортизации способом «по сумме чисел лет»

При начислении амортизации способом «по сумме чисел лет» согласно ПБУ 6/01 "...годовая сумма амортизационных отчислений определяется исходя из первоначальной стоимости объекта ОС и соотношения, в числителе которого - число лет, остающихся до конца срока полезного использования объекта, а в знаменателе - сумма чисел лет срока полезного использования объекта". Согласно требованию ПБУ 6/01 "...в течение отчетного года ежемесячная сумма амортизации определяется в размере 1/12 годовой суммы независимо от применяемого способа начисления амортизации". Таким образом, если первый период начисления амортизации ОС не совпадает с началом отчетного (календарного года), то до конца первого отчетного (календарного) года ежемесячно (в течение n оставшихся месяцев) списывается 1/12 годовой суммы первого года эксплуатации ОС, второй отчетный (календарный) год ежемесячно списывается 1/12 от суммы, приходящейся на оставшиеся месяцы первого года эксплуатации, и первые n месяцев второго года эксплуатации и т.д.

Исходные данные

В каркасной конфигурации имеется план счетов, содержащий счета 01 «Основные средства» и 02 «Амортизация ОС», для которых организован аналитический учет по субконто вида «Основные средства», которому соответствует одноименный справочник. Начальные остатки на счетах 01 и 02 ведены проводками в корреспонденции со счетом 00, в справочнике «Основные средства» заполнен реквизит СПИ – оставшийся срок полезного использования объекта ОС в месяцах. Всего в организации предполагается наличие до 10000 ОС. Максимальный срок эксплуатации ОС до 100 лет.

В отчете предусмотреть форму диалога, в которой указать дату - первое число месяца начала ведения учета, по умолчанию – 1 апреля 2010 г.

Решение

Рассмотрим начисление амортизации по сумме чисел лет для первой записи из примера, данного в требованиях.

Полный срок использования = 8

Начало использования = 11 2002

Стоимость ОС (S) = 1 620 000

Сумма чисел лет = 1 + 2 + 3 + 4 + 5 + 6 + 7 + 8 = 36

Так как начало срока амортизации не совпадает с началом календарного года, расчеты вычисляются так: сумма амортизации за год = сумма амортизации за n первых месяцев по коэффициенту текущего года + сумма амортизации за (12-n) месяцев по коэффициенту прошлого года.

|  |  |  |
| --- | --- | --- |
| Год | Коэф | Формула суммы |
| Результат |
| 2002 | 8/36 | (2/12)\*(8/36\*S) |
| 60000 |
| 2003 | 7/36 | (10/12)\*(8/36\*S)+(2/12)\*(7/36\*S) |
| 300000+52500=352500 |
| 2004 | 6/36 | (10/12)\*(7/36\*S)+(2/12)\*(6/36\*S) |
| 262500+45000=307500 |
| 2005 | 5/36 | (10/12)\*(6/36\*S)+(2/12)\*(5/36\*S) |
| 225000+37500=262500 |
| 2006 | 4/36 | (10/12)\*(5/36\*S)+(2/12)\*(4/36\*S) |
| 187500+30000=217500 |
| 2007 | 3/36 | (10/12)\*(4/36\*S)+(2/12)\*(3/36\*S) |
| 150000+22500=172500 |
| 2008 | 2/36 | (10/12)\*(3/36\*S)+(2/12)\*(2/36\*S) |
| 112500+15000=127500 |
| 2009 | 1/36 | (10/12)\*(2/36\*S)+(2/12)\*(1/36\*S) |
| 75000+7500=82500 |
| 2010 |  | (10/12)\*(1/36\*S) |
| 37500 |

Теперь попробуем вычислить число лет, зная только стоимость, количество оставшихся месяцев и какая сумма уже уплачена:

Осталось месяцев = 7

Уплачено = 1593750

Видно, что оставшиеся 7 месяцев приходятся на последний год начисления амортизации. Число лет можно найти из суммы чисел лет (по формуле суммы арифметической прогрессии – , в нашем случае, если взять x – число лет, формула будет – ), для нахождения суммы чисел лет можно использовать формулу, по которой рассчитывается сумма уплаты на год. Для начала, найдем сколько уплачивается за месяц (Стоимость-Уплачено)/(Осталось месяцев) = 3750 (А). Значит, А=(1/12)\*(1/B)\*S, где В – сумма чисел лет. Значит В = (S/А)/12, т.е. (1620000/3750)/12, что равно 36. Теперь из суммы чисел лет можно найти число лет. Преобразуем формулу суммы арифметической прогрессии к квадратному уравнению - . Решая уравнение получаем два корня – 8 и -9, так как число лет не может быть отрицательным, берем 8, то есть число лет полезного использования = 8, что соответствует данным в таблице.

Теперь рассмотрим вторую запись:

Осталось месяцев = 37

Стоимость = 4925907

Уплачено = 3401221,50

Конец уплаты = 01.05.13

Для определения суммы чисел лет, используем следующую формулу:

Где A – сумма, которую осталось уплатить за оставшиеся месяцы. b – сумма чисел лет. S – стоимость основного средства. Так как оплата будет идти ещё несколько лет, для расчета суммы чисел лет нужно взять уплаты за всё это время, не забывая, что начало оплаты получается на 5 месяц, а не на начало календарного года, а значит идет смещение по оплате (сумма за 5 месяцев предыдущего амортизационного года и 7 месяцев текущего). И не забывая, что часть за текущий календарный год уже уплачена (4 месяца уплачены), а значит нужно взять лишь 8/12 от суммы за текущий календарный год. Выводим b из данного уравнения, и получаем:

Данную формулу можно использовать для расчета количества лет в программе. Более подробно о реализации разобрано в разделе Реализация, пояснения к коду.

Реализация

Процедура КнопкаСформироватьНажатие(Кнопка)

ТабДок = ЭлементыФормы.ПолеТабличногоДокумента;

Макет = ПолучитьМакет("Макет");

ОбластьЗапись = Макет.ПолучитьОбласть("Запись");

ОбластьЗаголовок = Макет.ПолучитьОбласть("Заголовок");

ТабДок.Очистить();

ОсновныеСредства = Новый Массив();

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| ПроводкиДвиженияССубконто.СчетДт,

| ПроводкиДвиженияССубконто.СубконтоДт1,

| ПроводкиДвиженияССубконто.СчетКт,

| ПроводкиДвиженияССубконто.СубконтоКт1,

| ПроводкиДвиженияССубконто.Сумма,

| ОсновныеСредства.СПИ

|ИЗ

| РегистрБухгалтерии.Проводки.ДвиженияССубконто(, &Дата, , , ) КАК ПроводкиДвиженияССубконто

| ЛЕВОЕ СОЕДИНЕНИЕ Справочник.ОсновныеСредства КАК ОсновныеСредства

| ПО ПроводкиДвиженияССубконто.СубконтоКт1 = ОсновныеСредства.Ссылка";

Запрос.УстановитьПараметр("Дата",Дата);

Результат = Запрос.Выполнить();

Выборка = Результат.Выбрать();

Пока Выборка.Следующий() Цикл

// проверяем есть ли уже запись с субконто

Субконто = Неопределено;

Стоимость = 0;

Выплачено = 0;

Осталось = 0;

Если Выборка.СчетДт.Код = "01" Тогда

Субконто = Выборка.СубконтоДт1;

Стоимость = Выборка.Сумма;

ИначеЕсли Выборка.СчетКт.Код = "02" Тогда

Субконто = Выборка.СубконтоКт1;

Выплачено = Выборка.Сумма;

Осталось = Выборка.СПИ;

КонецЕсли;

Запись = Неопределено;

Для Каждого ОС Из ОсновныеСредства Цикл

Если ОС.Субконто = Субконто Тогда

Запись = ОС;

КонецЕсли;

КонецЦикла;

Если Запись = Неопределено Тогда

Запись = Новый Структура;

Запись.Вставить("Субконто",Субконто);

Запись.Вставить("Стоимость",Стоимость);

Запись.Вставить("Выплачено",Выплачено);

Запись.Вставить("Осталось",Осталось);

ОсновныеСредства.Добавить(Запись);

Иначе

Если Стоимость <> 0 Тогда

Запись.Стоимость = Стоимость;

КонецЕсли;

Если Выплачено <> 0 Тогда

Запись.Выплачено = Выплачено;

КонецЕсли;

Если Осталось <> 0 Тогда

Запись.Осталось = Осталось;

КонецЕсли;

КонецЕсли;

КонецЦикла;

Для Каждого ОС Из ОсновныеСредства Цикл

ОсталосьВыплатить = ОС.Стоимость - ОС.Выплачено;

СуммаЛет = 0;

Осталось = ОС.Осталось;

ГодКонца = Год(Дата);

МесяцКонца = Месяц(Дата);

Пока Осталось > 12 Цикл

Осталось = Осталось - 12;

ГодКонца = ГодКонца + 1;

КонецЦикла;

Если Осталось > 0 Тогда

МесяцКонца = МесяцКонца + Осталось;

Если МесяцКонца > 12 Тогда

МесяцКонца = МесяцКонца - 12;

ГодКонца = ГодКонца + 1;

КонецЕсли;

КонецЕсли;

Осталось = ОС.Осталось;

Если Осталось > МесяцКонца Тогда

СуммаЛет = (МесяцКонца/12); // начисления амортизации за последний календарный год

Осталось = Осталось - МесяцКонца;

Иначе

СуммаЛет = Осталось/12; // оставшаяся амортизация вся приходится на текущий календарный год

Осталось = 0;

КонецЕсли;

ТекГодКоэф = 1;

Пока Осталось > 0 Цикл

// сумма за этот год

Сумма = ((12-МесяцКонца)\*ТекГодКоэф + МесяцКонца\*(ТекГодКоэф+1))/12;

// если осталось больше года - берем всю сумму, иначе - часть суммы (в зависимости от оставшихся месяцев)

Если Осталось > 12 Тогда

СуммаЛет = СуммаЛет + Сумма;

Осталось = Осталось - 12;

Иначе

СуммаЛет = СуммаЛет + Сумма\*(Осталось/12);

Осталось = 0;

КонецЕсли;

ТекГодКоэф = ТекГодКоэф + 1;

КонецЦикла;

СуммаЧисел = Окр((ОС.Стоимость\*СуммаЛет)/ОсталосьВыплатить,0);

Дескр = 1 + 4\*СуммаЧисел\*2;

Если Sqrt(Дескр) <> Цел(Sqrt(Дескр)) Тогда

ОС.Вставить("Годы","н/о");

ОС.Вставить("МесяцНачала","н/о");

ОС.Вставить("ГодНачала","н/о");

Иначе

Годы1 = (-1 + Sqrt(Дескр))/2;

Годы2 = (-1 - Sqrt(Дескр))/2;

Годы = 0;

Если Годы1 > 0 Тогда

Годы = Годы1;

ИначеЕсли Годы2 > 0 Тогда

Годы = Годы2;

КонецЕсли;

ОС.Вставить("Годы",Годы);

ОС.Вставить("МесяцНачала",МесяцКонца);

ОС.Вставить("ГодНачала",ГодКонца - Годы);

КонецЕсли;

КонецЦикла;

ТабДок.Вывести(ОбластьЗаголовок);

Для Каждого ОС Из ОсновныеСредства Цикл

ОбластьЗапись.Параметры[0] = ОС.Субконто;

ОбластьЗапись.Параметры[1] = ОС.Стоимость;

ОбластьЗапись.Параметры[2] = ОС.Выплачено;

ОбластьЗапись.Параметры[3] = ОС.Осталось;

ОбластьЗапись.Параметры[4] = ОС.МесяцНачала;

ОбластьЗапись.Параметры[5] = ОС.ГодНачала;

ОбластьЗапись.Параметры[6] = ОС.Годы;

ТабДок.Вывести(ОбластьЗапись);

КонецЦикла;

КонецПроцедуры

Процедура ПриОткрытии()

Дата = Дата(2010,4,1);

КонецПроцедуры

Автор: Михайлов Алексей

Пояснения к коду:

ТабДок = ЭлементыФормы.ПолеТабличногоДокумента;

Макет = ПолучитьМакет("Макет");

ОбластьЗапись = Макет.ПолучитьОбласть("Запись");

ОбластьЗаголовок = Макет.ПолучитьОбласть("Заголовок");

ТабДок.Очистить();

В данном блоке идет получение элемента формы ТабличныйДокумент для дальнейшего вывода результата. Далее получаются области макета, по которому будет строиться результат. После этого табличный документ очищается от старых данных.

ОсновныеСредства = Новый Массив();

Эта строка отвечает за создание массива ОсновныеСредства, в котором будут содержаться структуры с полями Субконто (основное средство), Стоимость (цена ос), Выплачено (сколько выплачено на дату начала учета), Осталось (сколько месяцев), МесяцНачала (месяц начала амортизации), ГодНачала (год начала амортизации), Годы (полный срок амортизации).

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| ПроводкиДвиженияССубконто.СчетДт,

| ПроводкиДвиженияССубконто.СубконтоДт1,

| ПроводкиДвиженияССубконто.СчетКт,

| ПроводкиДвиженияССубконто.СубконтоКт1,

| ПроводкиДвиженияССубконто.Сумма,

| ОсновныеСредства.СПИ

|ИЗ

| РегистрБухгалтерии.Проводки.ДвиженияССубконто(, &Дата, , , ) КАК ПроводкиДвиженияССубконто

| ЛЕВОЕ СОЕДИНЕНИЕ Справочник.ОсновныеСредства КАК ОсновныеСредства

| ПО ПроводкиДвиженияССубконто.СубконтоКт1 = ОсновныеСредства.Ссылка";

Запрос.УстановитьПараметр("Дата",Дата);

Результат = Запрос.Выполнить();

Выборка = Результат.Выбрать();

В данном блоке идет получение данных из базы данных посредством запроса. Выбираются данные проводок и сколько месяцев амортизации осталось (из справочника ОсновныеСредства). Дата берется указанная в форме.

Пока Выборка.Следующий() Цикл

// проверяем есть ли уже запись с субконто

Субконто = Неопределено;

Стоимость = 0;

Выплачено = 0;

Осталось = 0;

Если Выборка.СчетДт.Код = "01" Тогда

Субконто = Выборка.СубконтоДт1;

Стоимость = Выборка.Сумма;

ИначеЕсли Выборка.СчетКт.Код = "02" Тогда

Субконто = Выборка.СубконтоКт1;

Выплачено = Выборка.Сумма;

Осталось = Выборка.СПИ;

КонецЕсли;

Запись = Неопределено;

Для Каждого ОС Из ОсновныеСредства Цикл

Если ОС.Субконто = Субконто Тогда

Запись = ОС;

КонецЕсли;

КонецЦикла;

Если Запись = Неопределено Тогда

Запись = Новый Структура;

Запись.Вставить("Субконто",Субконто);

Запись.Вставить("Стоимость",Стоимость);

Запись.Вставить("Выплачено",Выплачено);

Запись.Вставить("Осталось",Осталось);

ОсновныеСредства.Добавить(Запись);

Иначе

Если Стоимость <> 0 Тогда

Запись.Стоимость = Стоимость;

КонецЕсли;

Если Выплачено <> 0 Тогда

Запись.Выплачено = Выплачено;

КонецЕсли;

Если Осталось <> 0 Тогда

Запись.Осталось = Осталось;

КонецЕсли;

КонецЕсли;

КонецЦикла;

В данном блоке данные полученные из запроса переносятся в массив ОсновныеСредства. Т.к. для заполнения одной записи массива требуется две записи из запроса – вначале определяется какая именно запись запроса сейчас имеется (запись со стоимостью покупки – счет 01 либо запись с выплаченной суммой и оставшимися месяцами – счет 02). После определения содержимого запроса, идет поиск записи в массиве ОсновныеСредства соответствующей Субконто запроса. Если запись с текущим Субконто есть в массиве – она заполняется недостающими данными, если же записи нет – она создается и добавляется в массив.

Для Каждого ОС Из ОсновныеСредства Цикл

ОсталосьВыплатить = ОС.Стоимость - ОС.Выплачено;

СуммаЛет = 0;

Осталось = ОС.Осталось;

ГодКонца = Год(Дата);

МесяцКонца = Месяц(Дата);

Пока Осталось > 12 Цикл

Осталось = Осталось - 12;

ГодКонца = ГодКонца + 1;

КонецЦикла;

Если Осталось > 0 Тогда

МесяцКонца = МесяцКонца + Осталось;

Если МесяцКонца > 12 Тогда

МесяцКонца = МесяцКонца - 12;

ГодКонца = ГодКонца + 1;

КонецЕсли;

КонецЕсли;

Осталось = ОС.Осталось;

Если Осталось > МесяцКонца Тогда

СуммаЛет = (МесяцКонца/12); // начисления амортизации за последний календарный год

Осталось = Осталось - МесяцКонца;

Иначе

СуммаЛет = Осталось/12; // оставшаяся амортизация вся приходится на текущий календарный год

Осталось = 0;

КонецЕсли;

ТекГодКоэф = 1;

Пока Осталось > 0 Цикл

// сумма за этот год

Сумма = ((12-МесяцКонца)\*ТекГодКоэф + МесяцКонца\*(ТекГодКоэф+1))/12;

// если осталось больше года - берем всю сумму, иначе - часть суммы (в зависимости от оставшихся месяцев)

Если Осталось > 12 Тогда

СуммаЛет = СуммаЛет + Сумма;

Осталось = Осталось - 12;

Иначе

СуммаЛет = СуммаЛет + Сумма\*(Осталось/12);

Осталось = 0;

КонецЕсли;

ТекГодКоэф = ТекГодКоэф + 1;

КонецЦикла;

СуммаЧисел = Окр((ОС.Стоимость\*СуммаЛет)/ОсталосьВыплатить,0);

Дескр = 1 + 4\*СуммаЧисел\*2;

Если Sqrt(Дескр) <> Цел(Sqrt(Дескр)) Тогда

ОС.Вставить("Годы","н/о");

ОС.Вставить("МесяцНачала","н/о");

ОС.Вставить("ГодНачала","н/о");

Иначе

Годы1 = (-1 + Sqrt(Дескр))/2;

Годы2 = (-1 - Sqrt(Дескр))/2;

Годы = 0;

Если Годы1 > 0 Тогда

Годы = Годы1;

ИначеЕсли Годы2 > 0 Тогда

Годы = Годы2;

КонецЕсли;

ОС.Вставить("Годы",Годы);

ОС.Вставить("МесяцНачала",МесяцКонца);

ОС.Вставить("ГодНачала",ГодКонца - Годы);

КонецЕсли;

КонецЦикла;

Главный блок – здесь определяются годы амортизации и даты начала. Сначала определяется сумма амортизации, которую предстоит выплатить за оставшиеся месяцы (Выплачено – Стоимость), Далее определяется Год и Месяц окончания амортизации. После этого начинается определение коэффициентов лет оставшейся амортизации. Сначала определяется число за последний год (когда коэффициент = 1/(сумма чисел лет)). Далее в цикле, пока оставшиеся месяцы есть, вычисляется полная сумма за год (часть месяцев с прошлого года + оставшиеся месяцы за этот год). После этого, если осталось больше года – прибавляется полученная полная сумма. Если же осталось меньше года – прибавляется полученная сумма умноженная на 1\12 за каждый оставшийся месяц. После этого находится сумма чисел лет (Стоимость \* сумма коэффициентов лет)/(осталось уплатить). Далее находится дискриминант квадратного уравнения (х^2 + х - (осталось уплатить) = 0). Если корень дискриминанта не целое число, значит найти количество лет амортизации нельзя (т.к. сумма чисел лет хоть как целое число, то корень дискриминанта должен быть целым числом), если же корень целый – то находятся корни квадратного уравнения и берется положительный (количество лет амортизации не может быть отрицательным).

ТабДок.Вывести(ОбластьЗаголовок);

Для Каждого ОС Из ОсновныеСредства Цикл

ОбластьЗапись.Параметры[0] = ОС.Субконто;

ОбластьЗапись.Параметры[1] = ОС.Стоимость;

ОбластьЗапись.Параметры[2] = ОС.Выплачено;

ОбластьЗапись.Параметры[3] = ОС.Осталось;

ОбластьЗапись.Параметры[4] = ОС.МесяцНачала;

ОбластьЗапись.Параметры[5] = ОС.ГодНачала;

ОбластьЗапись.Параметры[6] = ОС.Годы;

ТабДок.Вывести(ОбластьЗапись);

КонецЦикла;

В данном блоке идет вывод заголовка и записей таблицы результата в табличный документ.

Процедура ПриОткрытии()

Дата = Дата(2010,4,1);

КонецПроцедуры

Данная процедура требуется для установки даты по умолчанию – 1 апреля 2010 года.

Сформированный отчет
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2010 год 1 тур

Требования

Исходная ситуация

Организация учитывает товары на счете 41 в стоимостном (рублевом) и натуральном выражениях в аналитическом разрезе товаров и складов. Валютный учет на счете 41 не ведется.

Поступление товаров отражается проводками в дебет счета 41 (соответствующий субсчет), списание (расходование) товаров отражается проводками по кредиту счета 41. Отрицательные остатки товаров не допускаются.

Необходимо написать программу, которая выполнит анализ данных информационной базы бухгалтерского учета за указанный пользователем период и для каждого товара (независимо от склада) определит временной интервал от Даты-1 до Даты-2, в течение которого оценка запаса данного товара в валютном (долларовом) исчислении была максимальной. Дата-1 входит в искомый интервал, если на начало этого дня был впервые зафиксирован максимальный (в долларовом исчислении) запас. Дата-2 входит в искомый интервал, если это последний день, на конец которого сохранялся максимальный (в долларовом исчислении) запас.

Если максимальный запас был обнаружен в течение анализируемого периода не один раз, то в ответе указать наиболее продолжительный из всех периодов существования максимального запаса.

При решении задачи следует исходить из того, что курс доллара отражается в соответствующем регистре сведений ежедневно.

Исходные данные

В диалоге предусмотреть два поля ввода для ввода двух дат – даты начала анализируемого периода (включительно) и дату окончания анализируемого периода (включительно). Предусмотреть, чтобы по умолчанию устанавливался период за весь 2009 год: 01.01.09 - 31.12.09

Вывод результата

Результат должен быть представлен в виде отчета табличной формы, как это показано ниже.

Максимальные запасы товаров в USD за период 01.01.09 - 31.12.09

|  |  |  |  |
| --- | --- | --- | --- |
| Товары | Дата 1 | Дата 2 | Стоимость  (USD) |
| Товар 1 | 02.04.09 | 03.04.09 | 1500,00 |
| Товар 2 | 31.03.09 | 07.04.09 | 8512,21 |
| Товар 3 | 24.09.09 | 02.11.09 | 2987,64 |

Каркасная конфигурация

Для выполнения задания Вам предлагается каркасная конфигурация, в которой имеется План счетов, содержащий счет 41. Два документа – для отражения операций поступления и списания товаров. Также введено несколько проводок по приходу товаров в дебет счета 41 и кредит условного счета 00, а также по расходу – по кредиту счета 41 в корреспонденции счетом 00. В конфигурации имеется Регистр сведений «Курс доллара» в котором введены курсы доллара за несколько дат.

ВНИМАНИЕ! Для отладки модуля отчета Вы можете добавлять в информационную базу каркасной конфигурации дополнительные товары, склады, проводки, курсы. Жюри проводит тестирование на собственных данных, которые будут отличаться от данных, содержащихся в исходной информационной базе каркасной конфигурации.

Решение

Для решения задачи требуется определить стоимость товаров в валюте на каждый день из заданного диапазона и выбрать среди них самый большой период с максимальной стоимостью. Рассмотрим пример:

Валюта:

|  |  |
| --- | --- |
| Дата | Курс |
| 01.04.09 | 30 |
| 02.04.09 | 30 |
| 03.04.09 | 30 |
| 04.04.09 | 31 |
| 05.04.09 | 31 |
| 06.04.09 | 30 |
| 07.04.09 | 31 |
| 08.04.09 | 29 |
| 09.04.09 | 29 |

Движения товаров:

|  |  |  |
| --- | --- | --- |
| Товар | Действие | Стоимость |
| Товар-1 | приход | 50000 |
| Товар-1 | расход | 5000 |
| Товар-1 | расход | 10000 |

Тогда, составим стоимость товара на каждый день (в рублях и в валюте)

|  |  |  |
| --- | --- | --- |
| Товар | Стоимость (RUB) | Стоимость (USD) |
| Товар-1 | 50000 | 1666.66 |
| Товар-1 | 45000 | 1500 |
| Товар-1 | 45000 | 1500 |
| Товар-1 | 45000 | 1451.61 |
| Товар-1 | 45000 | 1451.61 |
| Товар-1 | 45000 | 1500 |
| Товар-1 | 45000 | 1451.61 |
| Товар-1 | 35000 | 1206.89 |
| Товар-1 | 35000 | 1206.89 |

Из составленной таблицы видно, что максимальная стоимость в валюте для товара «Товар-1» составляет 1666.66 и держится в течении 1 дня - 01.04.09, т.е. период будет 01.04.09 – 01.04.09.

Реализация

Процедура КнопкаСформироватьНажатие(Кнопка)

ТабДок = ЭлементыФормы.ПолеТабличногоДокумента1;

Валюта = Новый Массив;

Товары = Новый Массив;

Результаты = Новый Массив;

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| КурсДоллара.Период,

| КурсДоллара.Курс

|ИЗ

| РегистрСведений.КурсДоллара КАК КурсДоллара

|ГДЕ

| КурсДоллара.Период МЕЖДУ &ДатаНач И &ДатаКон";

Запрос.УстановитьПараметр("ДатаНач",ДатаНач);

Запрос.УстановитьПараметр("ДатаКон",ДатаКон);

Выборка = Запрос.Выполнить().Выбрать();

Пока Выборка.Следующий() Цикл

Запись = Новый Структура;

Запись.Вставить("Дата",Выборка.Период);

Запись.Вставить("Курс",Выборка.Курс);

Валюта.Добавить(Запись);

КонецЦикла;

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| ЖурналОперацийДвиженияССубконто.Период,

| ЖурналОперацийДвиженияССубконто.СчетДт.Код КАК СчетДтКод,

| ЖурналОперацийДвиженияССубконто.СубконтоДт1,

| ЖурналОперацийДвиженияССубконто.СчетКт.Код КАК СчетКтКод,

| ЖурналОперацийДвиженияССубконто.СубконтоКт1,

| ЖурналОперацийДвиженияССубконто.Сумма

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.ДвиженияССубконто КАК ЖурналОперацийДвиженияССубконто

|ГДЕ

| (ЖурналОперацийДвиженияССубконто.СчетДт = &Счет

| ИЛИ ЖурналОперацийДвиженияССубконто.СчетКт = &Счет)

| И ЖурналОперацийДвиженияССубконто.Период МЕЖДУ &ДатаНач И &ДатаКон";

Запрос.УстановитьПараметр("Счет",ПланыСчетов.Счета.Товары);

Запрос.УстановитьПараметр("ДатаНач",ДатаНач);

Запрос.УстановитьПараметр("ДатаКон",ДатаКон);

Выборка = Запрос.Выполнить().Выбрать();

Пока Выборка.Следующий() Цикл

Субконто = Неопределено;

Сумма = 0;

Если Выборка.СчетДтКод = ПланыСчетов.Счета.Товары.Код Тогда

Субконто = Выборка.СубконтоДт1;

Сумма = Выборка.Сумма;

ИначеЕсли Выборка.СчетКтКод = ПланыСчетов.Счета.Товары.Код Тогда

Субконто = Выборка.СубконтоКт1;

Сумма = -Выборка.Сумма;

КонецЕсли;

Запись = Неопределено;

Для Каждого Товар Из Товары Цикл

Если Товар.Ссылка = Субконто Тогда

Запись = Товар;

Прервать;

КонецЕсли;

КонецЦикла;

Если Запись = Неопределено Тогда

Запись = Новый Структура;

Запись.Вставить("Ссылка",Субконто);

Цены = Новый Массив;

Для День = 1 по Валюта.Количество() Цикл

Цены.Добавить(Сумма);

КонецЦикла;

Запись.Вставить("Цены",Цены);

Товары.Добавить(Запись);

РезЗапись = Новый Структура;

РезЗапись.Вставить("Ссылка",Субконто);

РезЗапись.Вставить("Дата1",ДатаНач);

РезЗапись.Вставить("Дата2",ДатаКон);

РезЗапись.Вставить("Сумма",0);

Результаты.Добавить(РезЗапись);

Иначе

ДеньНач = Окр(((Выборка.Период - ДатаНач) / (60\*60\*24)),0,0);

Для День = ДеньНач по Валюта.Количество() - 1 Цикл

Запись.Цены[День] = Запись.Цены[День] + Сумма;

КонецЦикла;

КонецЕсли;

КонецЦикла;

Для Ид = 0 По Результаты.ВГраница() Цикл

ВалСуммаМакс = 0;

Для День = 0 По Валюта.ВГраница() Цикл

ЦенаНовая = Товары[Ид].Цены[День] / Валюта[День].Курс;

Товары[Ид].Цены[День] = ЦенаНовая;

Если ЦенаНовая > ВалСуммаМакс Тогда

ВалСуммаМакс = ЦенаНовая;

КонецЕсли;

КонецЦикла;

Начало = Неопределено;

Конец = Неопределено;

НачалоМакс = 0;

КонецМакс = 0;

Для День = 0 По Валюта.ВГраница() Цикл

Если Товары[Ид].Цены[День] = ВалСуммаМакс Тогда

Если Начало = Неопределено Тогда

Начало = День;

Конец = День + 1;

КонецЕсли;

Иначе

Если Начало <> Неопределено Тогда

Конец = День;

Если (Конец - Начало) > (КонецМакс - НачалоМакс) Тогда

НачалоМакс = Начало;

КонецМакс = Конец;

КонецЕсли;

Начало = Неопределено;

Конец = Неопределено;

КонецЕсли;

КонецЕсли;

КонецЦикла;

Результаты[Ид].Дата1 = ДатаНач + (НачалоМакс \* 60\*60\*24);

Результаты[Ид].Дата2 = ДатаНач + (КонецМакс \* 60\*60\*24) - 1;

Результаты[Ид].Сумма = ВалСуммаМакс;

КонецЦикла;

Макет = ПолучитьМакет("Макет");

ОбластьЗапись = Макет.ПолучитьОбласть("Запись");

ТабДок.Очистить();

Для Каждого Результат Из Результаты Цикл

ОбластьЗапись.Параметры[0] = Результат.Ссылка;

ОбластьЗапись.Параметры[1] = Результат.Дата1;

ОбластьЗапись.Параметры[2] = Результат.Дата2;

ОбластьЗапись.Параметры[3] = Результат.Сумма;

ТабДок.Вывести(ОбластьЗапись);

КонецЦикла;

КонецПроцедуры

Процедура ПриОткрытии()

ДатаНач = Дата(2009,04,01);

ДатаКон = Дата(2009,04,30);

КонецПроцедуры

Автор: Михайлов Алексей

Пояснения к коду:

ТабДок = ЭлементыФормы.ПолеТабличногоДокумента1;

Валюта = Новый Массив;

Товары = Новый Массив;

Результаты = Новый Массив;

В данном блоке инициализируются массивы для хранения данных и получается табличный документ, для вывода результата. В массиве Валюта будут храниться структуры с полями Дата, Курс. В массиве Товары будут храниться структуры с полями Ссылка, Цены (тоже массив, индекс – день по порядку, значение – стоимость в этот день). В массиве Результаты будут храниться структуры с полями Ссылка, Дата 1, Дата 2, Сумма.

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| КурсДоллара.Период,

| КурсДоллара.Курс

|ИЗ

| РегистрСведений.КурсДоллара КАК КурсДоллара

|ГДЕ

| КурсДоллара.Период МЕЖДУ &ДатаНач И &ДатаКон";

Запрос.УстановитьПараметр("ДатаНач",ДатаНач);

Запрос.УстановитьПараметр("ДатаКон",ДатаКон);

Выборка = Запрос.Выполнить().Выбрать();

Пока Выборка.Следующий() Цикл

Запись = Новый Структура;

Запись.Вставить("Дата",Выборка.Период);

Запись.Вставить("Курс",Выборка.Курс);

Валюта.Добавить(Запись);

КонецЦикла;

В данном блоке идет получение данных из базы данных, получаются значения курса валюты за указанный период, и полученные значения записываются в массив Валюта.

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| ЖурналОперацийДвиженияССубконто.Период,

| ЖурналОперацийДвиженияССубконто.СчетДт.Код КАК СчетДтКод,

| ЖурналОперацийДвиженияССубконто.СубконтоДт1,

| ЖурналОперацийДвиженияССубконто.СчетКт.Код КАК СчетКтКод,

| ЖурналОперацийДвиженияССубконто.СубконтоКт1,

| ЖурналОперацийДвиженияССубконто.Сумма

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.ДвиженияССубконто КАК ЖурналОперацийДвиженияССубконто

|ГДЕ

| (ЖурналОперацийДвиженияССубконто.СчетДт = &Счет

| ИЛИ ЖурналОперацийДвиженияССубконто.СчетКт = &Счет)

| И ЖурналОперацийДвиженияССубконто.Период МЕЖДУ &ДатаНач И &ДатаКон";

Запрос.УстановитьПараметр("Счет",ПланыСчетов.Счета.Товары);

Запрос.УстановитьПараметр("ДатаНач",ДатаНач);

Запрос.УстановитьПараметр("ДатаКон",ДатаКон);

Выборка = Запрос.Выполнить().Выбрать();

Пока Выборка.Следующий() Цикл

Субконто = Неопределено;

Сумма = 0;

Если Выборка.СчетДтКод = ПланыСчетов.Счета.Товары.Код Тогда

Субконто = Выборка.СубконтоДт1;

Сумма = Выборка.Сумма;

ИначеЕсли Выборка.СчетКтКод = ПланыСчетов.Счета.Товары.Код Тогда

Субконто = Выборка.СубконтоКт1;

Сумма = -Выборка.Сумма;

КонецЕсли;

Запись = Неопределено;

Для Каждого Товар Из Товары Цикл

Если Товар.Ссылка = Субконто Тогда

Запись = Товар;

Прервать;

КонецЕсли;

КонецЦикла;

Если Запись = Неопределено Тогда

Запись = Новый Структура;

Запись.Вставить("Ссылка",Субконто);

Цены = Новый Массив;

Для День = 1 по Валюта.Количество() Цикл

Цены.Добавить(Сумма);

КонецЦикла;

Запись.Вставить("Цены",Цены);

Товары.Добавить(Запись);

РезЗапись = Новый Структура;

РезЗапись.Вставить("Ссылка",Субконто);

РезЗапись.Вставить("Дата1",ДатаНач);

РезЗапись.Вставить("Дата2",ДатаКон);

РезЗапись.Вставить("Сумма",0);

Результаты.Добавить(РезЗапись);

Иначе

ДеньНач = Окр(((Выборка.Период - ДатаНач) / (60\*60\*24)),0,0);

Для День = ДеньНач по Валюта.Количество() - 1 Цикл

Запись.Цены[День] = Запись.Цены[День] + Сумма;

КонецЦикла;

КонецЕсли;

КонецЦикла;

В данном блоке идет получение товаров из базы данных, данные берутся из журнала движений. При записи данных в массив, сначала определяется действие записанное в журнале (приход товара либо расход), если приход – сумма записывается положительным значением, если расход – сумма будет отрицательной. Далее идет поиск записи относящейся к текущему товару в массиве Товары, если запись не найдена – она создается, при чем поле Цены это массив размером равным количеству дней в периоде (количество элементов массива Валюта). Так же при добавлении в массив Товары, создается новая запись в массиве Результаты, для хранения результата расчетов по этому товару. Если же запись в массиве Товары найдена, то для всех записей Цен, начиная с дня проводки до конечного дня прибавляем сумму (если проводка была приход – сумма увеличится, если же расход – сумма уменьшится).

Для Ид = 0 По Результаты.ВГраница() Цикл

ВалСуммаМакс = 0;

Для День = 0 По Валюта.ВГраница() Цикл

ЦенаНовая = Товары[Ид].Цены[День] / Валюта[День].Курс;

Товары[Ид].Цены[День] = ЦенаНовая;

Если ЦенаНовая > ВалСуммаМакс Тогда

ВалСуммаМакс = ЦенаНовая;

КонецЕсли;

КонецЦикла;

Начало = Неопределено;

Конец = Неопределено;

НачалоМакс = 0;

КонецМакс = 0;

Для День = 0 По Валюта.ВГраница() Цикл

Если Товары[Ид].Цены[День] = ВалСуммаМакс Тогда

Если Начало = Неопределено Тогда

Начало = День;

Конец = День + 1;

КонецЕсли;

Иначе

Если Начало <> Неопределено Тогда

Конец = День;

Если (Конец - Начало) > (КонецМакс - НачалоМакс) Тогда

НачалоМакс = Начало;

КонецМакс = Конец;

КонецЕсли;

Начало = Неопределено;

Конец = Неопределено;

КонецЕсли;

КонецЕсли;

КонецЦикла;

Результаты[Ид].Дата1 = ДатаНач + (НачалоМакс \* 60\*60\*24);

Результаты[Ид].Дата2 = ДатаНач + (КонецМакс \* 60\*60\*24) - 1;

Результаты[Ид].Сумма = ВалСуммаМакс;

КонецЦикла;

В данном блоке для всех товаров, хранящихся в массиве Результаты, расчитываются их периоды в течении которых стоимость в валюте была максимальна. Сначала находится максимальная стоимость в валюте. При чем, стоимость в рублях сразу же заменяется на стоимость в валюте, чтобы не повторять конвертацию при следующем обходе. После нахождения максимальной стоимости, ищется самый долгий период с данной стоимостью. Для этого обходятся цены за все дни, и если стоимость равна максимальной, то этот день один из нужных, а значит, если Начало не задано (ещё не было найдено начало периода с данной стоимостью), то задается Начало и Конец (как следующий день). Далее если стоимость не максимальна, то значит день не входит в искомые, и, если период уже начат (Начало определено), то запоминается период с максимальной стоимостью (если длина нового периода больше чем запомненного максимального, то запоминаем этот период как максимальный). Далее обнуляем Начало и Конец для нахождения следующего периода с максимальной стоимостью. После обхода Результаты поиска сохраняются. Начало и Конец переводятся в даты, относительно даты начала заданного периода.

Макет = ПолучитьМакет("Макет");

ОбластьЗапись = Макет.ПолучитьОбласть("Запись");

В данном блоке получается макет и его область, для вывода результата.

ТабДок.Очистить();

Для Каждого Результат Из Результаты Цикл

ОбластьЗапись.Параметры[0] = Результат.Ссылка;

ОбластьЗапись.Параметры[1] = Результат.Дата1;

ОбластьЗапись.Параметры[2] = Результат.Дата2;

ОбластьЗапись.Параметры[3] = Результат.Сумма;

ТабДок.Вывести(ОбластьЗапись);

КонецЦикла;

В данном блоке табличный документ очищается от старых данных и выводятся результаты.

Процедура ПриОткрытии()

ДатаНач = Дата(2009,04,01);

ДатаКон = Дата(2009,04,30);

КонецПроцедуры

В данном блоке устанавливаются даты по умолчанию.

Сформированный отчет
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Требования

Хозяйственная ситуация

Крупная торговая фирма «Ювелирторг» занимается розничной продажей ювелирных изделий. Товарная номенклатура исчисляется тысячами ювелирных изделий.

Менеджеры фирмы обратили внимание, на то, что среди их клиентов очень популярно приобретать товар комплектами из двух разных изделий. (Например, кольцо и серьги, кулон и цепочка, серьги и брошка и т.п.). Руководство решило для оформления витрин использовать популярные среди клиентов комплекты из двух изделий со следующим ограничением – все популярные пары изделий выложить на витрины (при наличии соответствующих изделий в запасе по данным натурального учета), чтобы при этом ни одно изделие на витринах не повторялось.

Исходные данные

Вся информация о товарах и продажах хранится в базе «1С:Предприятия». Первоначальные остатки по товарам вводятся одной операцией, содержащей проводки в дебет счета 41 с кредита счета 00.

Продажи отражаются в ИБ проводками в д-т счета 90 и кр-т счета 41 на сумму и количество отпущенного товара. На счете 41 ведется аналитика по товарам (ювелирным изделиям), на счете 90 аналитический учет (условно) не ведется. Считается, что операция отражает продажу комплекта из n изделий, если она содержит проводки по продаже n различных изделий вне зависимости от количества каждого из изделий, указанных в проводках. Если операция содержит несколько проводок по продаже только одного изделия, то эта операция не считается операцией продажи комплекта. Если в проводке по кредиту счета 41 указано нулевое количество, то такая проводка не считается проводкой по продаже изделия.

Анализируемый период задается в диалоге с пользователем. По умолчанию устанавливается период от начала текущего года до момента формирования отчета.

Задача

Составить программу, которая отбирала бы из ИБ операции по продаже комплектов из двух изделий, сформировала список из максимально возможного количества комплектов (пар), которые можно выложить на витрины, соблюдая названные выше условия, – наличие изделий в запасе и уникальность (неповторяемость) изделий, выкладываемых на витрины.

Выходная информация

Результатную информацию представить в виде отчета

|  |  |  |
| --- | --- | --- |
| № | Комплекты для витрины | |
| п/п | Изделие 1 | Изделие 2 |
| 1 | Кольцо рубировое | Серьги изумрудные |
| 2 | Браслет платиновый | Цепочка золотая |
| 3 | Серьги жемчужные | Перстень с бриллиантом |

Решение

Для решения задачи требуется получить проводки, содержащие продажу пар товаров и вывести те пары, товары из которых ещё есть и не были использованы ранее. Задача проста и не требует особых дополнений к пояснению кода.

Реализация

Процедура КнопкаСформироватьНажатие(Кнопка)

ТабДок = ЭлементыФормы.ПолеТабличногоДокумента1;

Макет = ПолучитьМакет("Макет");

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ РАЗЛИЧНЫЕ

| ЖурналПроводокДвиженияССубконто.СубконтоКт1 КАК Товар,

| ВложенныйЗапрос.КоличествоОстаток КАК Количество

|ИЗ

| РегистрБухгалтерии.ЖурналПроводок.ДвиженияССубконто КАК ЖурналПроводокДвиженияССубконто

| ВНУТРЕННЕЕ СОЕДИНЕНИЕ (ВЫБРАТЬ

| ЖурналПроводокОстатки.КоличествоОстаток КАК КоличествоОстаток,

| ЖурналПроводокОстатки.Субконто1 КАК Субконто1

| ИЗ

| РегистрБухгалтерии.ЖурналПроводок.Остатки КАК ЖурналПроводокОстатки

| ГДЕ

| ЖурналПроводокОстатки.Счет.Код = ""41"") КАК ВложенныйЗапрос

| ПО ЖурналПроводокДвиженияССубконто.СубконтоКт1 = ВложенныйЗапрос.Субконто1

|ГДЕ

| ВложенныйЗапрос.КоличествоОстаток > 0";

Выборка = Запрос.Выполнить().Выбрать();

Товары = Новый Массив();

Пока Выборка.Следующий() Цикл

Если Выборка.Количество > 0 Тогда

Запись = Новый Структура;

Запись.Вставить("Ссылка",Выборка.Товар.Ссылка);

Запись.Вставить("НаВитрине",ложь);

Товары.Добавить(Запись);

КонецЕсли;

КонецЦикла;

Запрос = Новый Запрос;

Запрос.Текст =

"ВЫБРАТЬ

| Движения1.СубконтоКт1 КАК Товар1,

| Движения2.СубконтоКт1 КАК Товар2

|ИЗ

| РегистрБухгалтерии.ЖурналПроводок.ДвиженияССубконто КАК Движения1

| ВНУТРЕННЕЕ СОЕДИНЕНИЕ РегистрБухгалтерии.ЖурналПроводок.ДвиженияССубконто КАК Движения2

| ПО Движения1.Регистратор = Движения2.Регистратор

| И Движения1.СубконтоКт1 <> Движения2.СубконтоКт1

| ВНУТРЕННЕЕ СОЕДИНЕНИЕ (ВЫБРАТЬ

| Движения.Регистратор КАК Регистратор,

| КОЛИЧЕСТВО(Движения.НомерСтроки) КАК КолСтрок

| ИЗ

| РегистрБухгалтерии.ЖурналПроводок.ДвиженияССубконто КАК Движения

|

| СГРУППИРОВАТЬ ПО

| Движения.Регистратор) КАК ВложенныйЗапрос

| ПО Движения1.Регистратор = ВложенныйЗапрос.Регистратор

|ГДЕ

| ВложенныйЗапрос.КолСтрок = 2

| И Движения1.НомерСтроки = 1

| И Движения2.НомерСтроки = 2";

Результат = Запрос.Выполнить();

ОбластьШапкаТаблицы = Макет.ПолучитьОбласть("ШапкаТаблицы");

ОбластьДетальныхЗаписей = Макет.ПолучитьОбласть("Детали");

ТабДок.Очистить();

ТабДок.Вывести(ОбластьШапкаТаблицы);

Выборка = Результат.Выбрать();

Пока Выборка.Следующий() Цикл

Товар1 = Неопределено;

Товар2 = Неопределено;

Для Каждого Товар Из Товары Цикл

Если Товар.Ссылка = Выборка.Товар1.Ссылка Тогда

Товар1 = Товар;

КонецЕсли;

Если Товар.Ссылка = Выборка.Товар2.Ссылка Тогда

Товар2 = Товар;

КонецЕсли;

КонецЦикла;

Если Товар1 = Неопределено ИЛИ Товар2 = Неопределено Тогда

Продолжить;

КонецЕсли;

Если Товар1.НаВитрине ИЛИ Товар2.НаВитрине Тогда

Продолжить;

КонецЕсли;

Товар1.НаВитрине = Истина;

Товар2.НаВитрине = Истина;

ОбластьДетальныхЗаписей.Параметры.Заполнить(Выборка);

ТабДок.Вывести(ОбластьДетальныхЗаписей);

КонецЦикла;

КонецПроцедуры

Автор: Михайлов Алексей

Пояснения к коду:

ТабДок = ЭлементыФормы.ПолеТабличногоДокумента1;

Макет = ПолучитьМакет("Макет");

В данном блоке идет получение табличного документа (для дальнейшего вывода результата) и получение макета, по которому будет строиться таблица результата.

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ РАЗЛИЧНЫЕ

| ЖурналПроводокОстатки.Субконто1 КАК Товар

|ИЗ

| РегистрБухгалтерии.ЖурналПроводок.Остатки КАК ЖурналПроводокОстатки

|ГДЕ

| ЖурналПроводокОстатки.Счет.Код = ""41""

| И ЖурналПроводокОстатки.КоличествоОстаток > 0";

Выборка = Запрос.Выполнить().Выбрать();

Товары = Новый Массив();

Пока Выборка.Следующий() Цикл

Запись = Новый Структура;

Запись.Вставить("Ссылка",Выборка.Товар.Ссылка);

Запись.Вставить("НаВитрине",ложь);

Товары.Добавить(Запись);

КонецЦикла;

В данном блоке идет получение товаров и их количества, с дальнейшим добавлением товара в массив Товары. Из базы данных берутся товары, из остатков по счету 41, количество которых больше нуля. В массив добавляются структуры с полями Ссылка (ссылка на товар) и НаВитрине (флаг, чтобы отметить, что товар выложен на витрину).

Запрос = Новый Запрос;

Запрос.Текст =

"ВЫБРАТЬ

| Движения1.СубконтоКт1 КАК Товар1,

| Движения2.СубконтоКт1 КАК Товар2

|ИЗ

| РегистрБухгалтерии.ЖурналПроводок.ДвиженияССубконто КАК Движения1

| ВНУТРЕННЕЕ СОЕДИНЕНИЕ РегистрБухгалтерии.ЖурналПроводок.ДвиженияССубконто КАК Движения2

| ПО Движения1.Регистратор = Движения2.Регистратор

| И Движения1.СубконтоКт1 <> Движения2.СубконтоКт1

| ВНУТРЕННЕЕ СОЕДИНЕНИЕ (ВЫБРАТЬ

| Движения.Регистратор КАК Регистратор,

| КОЛИЧЕСТВО(Движения.НомерСтроки) КАК КолСтрок

| ИЗ

| РегистрБухгалтерии.ЖурналПроводок.ДвиженияССубконто КАК Движения

|

| СГРУППИРОВАТЬ ПО

| Движения.Регистратор) КАК ВложенныйЗапрос

| ПО Движения1.Регистратор = ВложенныйЗапрос.Регистратор

|ГДЕ

| ВложенныйЗапрос.КолСтрок = 2

| И Движения1.НомерСтроки = 1

| И Движения2.НомерСтроки = 2";

Результат = Запрос.Выполнить();

В данном блоке выполняется запрос, получающий из базы данных пары товаров, содержащиеся в проводках, которые фиксируют продажу двух товаров, чтобы избежать дубликации данных типа «Товар1 – Товар2», «Товар2 – Товар1» фиксируется, что первый товар берется из Движения1, а второй товар из Движения2 (объединение таблицы ЖурналПроводок.ДвиженияССубконто самой с собой).

ОбластьШапкаТаблицы = Макет.ПолучитьОбласть("ШапкаТаблицы");

ОбластьДетальныхЗаписей = Макет.ПолучитьОбласть("Детали");

ТабДок.Очистить();

ТабДок.Вывести(ОбластьШапкаТаблицы);

В данном блоке идет получение областей макета, очистка табличного документа от старых данных и вывод шапки таблицы.

Выборка = Результат.Выбрать();

Пока Выборка.Следующий() Цикл

Товар1 = Неопределено;

Товар2 = Неопределено;

Для Каждого Товар Из Товары Цикл

Если Товар.Ссылка = Выборка.Товар1.Ссылка Тогда

Товар1 = Товар;

КонецЕсли;

Если Товар.Ссылка = Выборка.Товар2.Ссылка Тогда

Товар2 = Товар;

КонецЕсли;

КонецЦикла;

Если Товар1 = Неопределено ИЛИ Товар2 = Неопределено Тогда

Продолжить;

КонецЕсли;

Если Товар1.НаВитрине ИЛИ Товар2.НаВитрине Тогда

Продолжить;

КонецЕсли;

Товар1.НаВитрине = Истина;

Товар2.НаВитрине = Истина;

ОбластьДетальныхЗаписей.Параметры.Заполнить(Выборка);

ТабДок.Вывести(ОбластьДетальныхЗаписей);

КонецЦикла;

В данном блоке берется выборка из запроса с парами, для каждой пары оба товара ищутся в массиве Товары. Если какой то из товаров не найден в таблице Товары – значит этот товар уже отсутствует на складе и данная пара пропускается. Если какой то товар уже выложен на витрине – пропускаем данную пару. Далее отмечаем, что товары выложены на витрину и пара выводится в табличный документ.

Сформированный отчет

![](data:image/png;base64,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)

2009 год 1 тур

Требования

Крупная компания, представляющая собой группу взаимосвязанных организаций (порядка 100), ведет бухгалтерский учет в единой информационной базе в программе «1С:Бухгалтерия 8». Многофирменный учет организован с использованием измерения регистра бухгалтерии «Организации». (В версии 7.7 многофирменный учет организован при помощи разделителя учета "Организации").

Среди операций, проводимых между организациями, имеют место взаимные перечисления денежных средств – внутренние платежи.

Операция перечисления денежных средств у организации-плательщика  отражается проводкой д-т 79 «Внутренние расчеты» - кр-т 51 «Расчетный счет», а у организации-получателя  -  проводкой д-т 51 – кр-т 79 на такую же сумму.

На счете 79 ведется аналитический учет  по субконто «Организации».

Значения измерения «Организации», также как и субконто «Организации» определяются в едином справочнике «Организации».

Руководство компании принимает решение послать в организации компании ревизоров для проведения тотальной выездной проверки всех внутренних платежей, совершенных за некоторый период. Для проверки  всех внутренних платежей, совершенных между двумя организациями, ревизору  достаточно  посетить только одну из этих организаций.

Необходимо  на основании анализа ИБ бухгалтерского учета за заданный период определить, в какие организации следует направить ревизоров, чтобы обеспечить одновременную проверку всех внутренних платежей за данный период минимальным количеством ревизоров. При этом важен только лишь факт наличия операций, а количество операций, проведенных организациями, и суммы перечислений, роли не играют.

Например, если организация X получала (перечисляла) деньги от организации Y и получала (перечисляла) деньги от организации  Z, то для проверки всех внутренних платежей между этими организациями достаточно послать одного ревизора только в одну организацию Х.

Исходные данные представлены в информационной базе каркасной конфигурации, которая содержит

* План счетов бухгалтерского учета, с введенными в него счетами для отражения внутренних платежей на счетах бухгалтерского учета в регистре -бухгалтерии «Журнал операций».
* Справочник «Организации», содержащий наименование организаций, входящих в Группу.
* Документ «Ввод данных» отражающий операции перечисления денежных средств одновременно в системе бухгалтерского учета двух организаций – плательщика и получателя.

Период, за который анализируются операции, задается в форме диалога отчета в виде: «Дата начала -  Дата окончания». По умолчанию должен устанавливаться период, соответствующий 2009 году в целом.

Результат работы программы должен представлять список наименований организаций, которые должны быть посещены ревизорами.  Результат выдать в виде отчета следующего вида.

|  |  |  |
| --- | --- | --- |
| № | Код организации | Наименование организации |
| 1 | 103 | Пронто |
| 2 | 93 | Пунто |
| 3 | 13 | Паронто |

Решение

Рассмотрим пример (так как важен лишь факт наличия операции между двумя организациями, начальные данные представим в виде связей платежей и получений):

|  |  |
| --- | --- |
| Платежи | Получения |
| 02-01 | 01-02 |
| 03-02 | 02-03 |
| 05-02 | 02-05 |
| 06-05 | 05-06 |
| 04-05 | 05-04 |
| 03-05 | 05-03 |

Теперь представим данные в виде взаиморасчетов организаций (проведем соответствие каждой организации, с теми, с которыми идут расчеты):

|  |  |
| --- | --- |
| Организация | Связи |
| 01 | 02 |
| 02 | 01 |
| 03 |
| 05 |
| 03 | 02 |
| 05 |
| 04 | 05 |
| 05 | 02 |
| 03 |
| 04 |
| 06 |
| 06 | 05 |

Теперь следуем следующему алгоритму: пока есть не посещенные организации, посещаем ту, которая имеет больше всех связей и отмечаем те организации, с которыми данная организация связывается, если у организации связи кроме посещенной нет больше организаций – считаем организацию посещенной. Рассмотрим таблицу (выделенные жирным организации – посещенные, выделенные курсивом связи – уже проверенные, подчеркнутые организации – те организации, проводки которых проверены при посещении другой организации):

|  |  |  |
| --- | --- | --- |
| Итерация | Организация | Связи |
| 1 | 01 | 02 |
| 02 | 01 |
| 03 |
| 05 |
| 03 | 02 |
| 05 |
| 04 | 05 |
| 05 | 02 |
| 03 |
| 04 |
| 06 |
| 06 | 05 |
| У организации 05 максимальное количество связей – посещаем её, и проверяем организации-связи, требуется ли их посещать, по причине наличия связей с другими организациями | | |
| 2 | 01 | 02 |
| 02 | 01 |
| 03 |
| *05* |
| 03 | 02 |
| *05* |
| 04 | *05* |
| **05** | *02* |
| *03* |
| *04* |
| *06* |
| 06 | *05* |
| После посещения организации 05 отпала необходимость в посещении организаций 04 и 06, выбираем новую организацию для посещения (по количеству связей) – это организация 02 (осталось 2 не проверенные связи – 01 и 03), посещаем её | | |
| 3 | 01 | *02* |
| **02** | *01* |
| *03* |
| *05* |
| 03 | *02* |
| *05* |
| 04 | *05* |
| **05** | *02* |
| *03* |
| *04* |
| *06* |
| 06 | *05* |
| После посещения организации 02 проводки организаций 01 и 03 тоже считаются проверенными | | |

В результате решение найдено – требуется посетить организации 05 и 02, чтобы проверить все взаиморасчеты.

Реализация

Процедура КнопкаСформироватьНажатие(Кнопка)

ТабДок = ЭлементыФормы.ПолеТабличногоДокумента1;

Макет = ПолучитьМакет("Макет");

ОбластьЗаголовок = Макет.ПолучитьОбласть("Заголовок");

ОбластьДанные = Макет.ПолучитьОбласть("Данные");

Взаимосвязи = Новый Соответствие;

Обход = Новый Массив;

// организации должники

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| ЖурналОперацийДвиженияССубконто.Организации КАК Организация1,

| ЖурналОперацийДвиженияССубконто.СубконтоДт1 КАК Организация2

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.ДвиженияССубконто КАК ЖурналОперацийДвиженияССубконто

|ГДЕ

| ЖурналОперацийДвиженияССубконто.СчетДт.Код = ""79""

|

|УПОРЯДОЧИТЬ ПО

| ЖурналОперацийДвиженияССубконто.Организации";

Результат = Запрос.Выполнить();

Выборка = Результат.Выбрать();

Пока Выборка.Следующий() Цикл

ДобавитьВзаимосвязь(Взаимосвязи,Выборка);

КонецЦикла;

// организации кредиторы

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| ЖурналОперацийДвиженияССубконто.Организации КАК Организация1,

| ЖурналОперацийДвиженияССубконто.СубконтоКт1 КАК Организация2

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.ДвиженияССубконто КАК ЖурналОперацийДвиженияССубконто

|ГДЕ

| ЖурналОперацийДвиженияССубконто.СчетДт.Код = ""51""

|

|УПОРЯДОЧИТЬ ПО

| ЖурналОперацийДвиженияССубконто.Организации";

Результат = Запрос.Выполнить();

Выборка = Результат.Выбрать();

Пока Выборка.Следующий() Цикл

ДобавитьВзаимосвязь(Взаимосвязи,Выборка);

КонецЦикла;

Пока Взаимосвязи.Количество() > 0 Цикл

Максимальный = Неопределено;

Для Каждого Запись Из Взаимосвязи Цикл

Если Максимальный = Неопределено Тогда

Максимальный = Запись;

ИначеЕсли Максимальный.Значение.Количество() < Запись.Значение.Количество() Тогда

Максимальный = Запись;

КонецЕсли;

КонецЦикла;

Обход.Добавить(Максимальный.Ключ);

Для Каждого Связь Из Максимальный.Значение Цикл

Взаимосвязь = Взаимосвязи.Получить(Связь);

Индекс = Взаимосвязь.Найти(Максимальный.Ключ);

Взаимосвязь.Удалить(Индекс);

Если Взаимосвязь.Количество() = 0 Тогда

Взаимосвязи.Удалить(Связь);

КонецЕсли;

КонецЦикла;

Взаимосвязи.Удалить(Максимальный.Ключ);

КонецЦикла;

ТабДок.Очистить();

ТабДок.Вывести(ОбластьЗаголовок);

Номер = 1;

Для Каждого Организация Из Обход Цикл

ОбластьДанные.Параметры[0] = Номер;

ОбластьДанные.Параметры[1] = Организация.Код;

ОбластьДанные.Параметры[2] = Организация.Наименование;

ТабДок.Вывести(ОбластьДанные);

Номер = Номер + 1;

КонецЦикла;

КонецПроцедуры

Процедура ДобавитьВзаимосвязь(Взаимосвязи,Выборка)

Взаимосвязи1 = Взаимосвязи.Получить(Выборка.Организация1);

Взаимосвязи2 = Взаимосвязи.Получить(Выборка.Организация2);

Если Взаимосвязи1 = Неопределено Тогда

Взаимосвязи1 = Новый Массив;

Взаимосвязи.Вставить(Выборка.Организация1,Взаимосвязи1);

КонецЕсли;

Если Взаимосвязи2 = Неопределено Тогда

Взаимосвязи2 = Новый Массив;

Взаимосвязи.Вставить(Выборка.Организация2,Взаимосвязи2);

КонецЕсли;

Если Взаимосвязи1.Найти(Выборка.Организация2) = Неопределено Тогда

Взаимосвязи1.Добавить(Выборка.Организация2);

КонецЕсли;

Если Взаимосвязи2.Найти(Выборка.Организация1) = Неопределено Тогда

Взаимосвязи2.Добавить(Выборка.Организация1);

КонецЕсли;

КонецПроцедуры

Автор: Михайлов Алексей

Пояснения к коду:

ТабДок = ЭлементыФормы.ПолеТабличногоДокумента1;

Макет = ПолучитьМакет("Макет");

ОбластьЗаголовок = Макет.ПолучитьОбласть("Заголовок");

ОбластьДанные = Макет.ПолучитьОбласть("Данные");

Взаимосвязи = Новый Соответствие;

Обход = Новый Массив;

В данном блоке идет получение поля табличного документа, для вывода результата, получение макета, для построения таблицы результата, областей макета и создание массива с результатом – Обход, который будет содержать организации, которые требуется посетить для проверок всех взаиморасчетов, и создание соответствия Взаимосвязи, для хранения организаций с их связями.

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| ЖурналОперацийДвиженияССубконто.Организации КАК Организация1,

| ЖурналОперацийДвиженияССубконто.СубконтоДт1 КАК Организация2

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.ДвиженияССубконто КАК ЖурналОперацийДвиженияССубконто

|ГДЕ

| ЖурналОперацийДвиженияССубконто.СчетДт.Код = ""79""

|

|УПОРЯДОЧИТЬ ПО

| ЖурналОперацийДвиженияССубконто.Организации";

Результат = Запрос.Выполнить();

Выборка = Результат.Выбрать();

Пока Выборка.Следующий() Цикл

ДобавитьВзаимосвязь(Взаимосвязи,Выборка);

КонецЦикла;

В данном блоке идет получение платежей из базы данных, и результаты выполнения запроса добавляются в соответствие Взаимосвязи.

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| ЖурналОперацийДвиженияССубконто.Организации КАК Организация1,

| ЖурналОперацийДвиженияССубконто.СубконтоКт1 КАК Организация2

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.ДвиженияССубконто КАК ЖурналОперацийДвиженияССубконто

|ГДЕ

| ЖурналОперацийДвиженияССубконто.СчетДт.Код = ""51""

|

|УПОРЯДОЧИТЬ ПО

| ЖурналОперацийДвиженияССубконто.Организации";

Результат = Запрос.Выполнить();

Выборка = Результат.Выбрать();

Пока Выборка.Следующий() Цикл

ДобавитьВзаимосвязь(Взаимосвязи,Выборка);

КонецЦикла;

В данном блоке так же идет получение платежей и добавление в соответствие Взаимосвязи, но получение идет со счета 51.

Пока Взаимосвязи.Количество() > 0 Цикл

Максимальный = Неопределено;

Для Каждого Запись Из Взаимосвязи Цикл

Если Максимальный = Неопределено Тогда

Максимальный = Запись;

ИначеЕсли Максимальный.Значение.Количество() < Запись.Значение.Количество() Тогда

Максимальный = Запись;

КонецЕсли;

КонецЦикла;

Обход.Добавить(Максимальный.Ключ);

Для Каждого Связь Из Максимальный.Значение Цикл

Взаимосвязь = Взаимосвязи.Получить(Связь);

Индекс = Взаимосвязь.Найти(Максимальный.Ключ);

Взаимосвязь.Удалить(Индекс);

Если Взаимосвязь.Количество() = 0 Тогда

Взаимосвязи.Удалить(Связь);

КонецЕсли;

КонецЦикла;

Взаимосвязи.Удалить(Максимальный.Ключ);

КонецЦикла;

В данном блоке реализован алгоритм, описанный в разделе решение. Пока есть не посещенные организации ищется организация с максимальным количеством связей, добавляется в список посещений и для каждой из связей убирается данная организация из списка организации-связи, а если связей у той организации больше не остается – она не требует посещения и удаляется из соответствия Взаимосвязи.

ТабДок.Очистить();

ТабДок.Вывести(ОбластьЗаголовок);

Номер = 1;

Для Каждого Организация Из Обход Цикл

ОбластьДанные.Параметры[0] = Номер;

ОбластьДанные.Параметры[1] = Организация.Код;

ОбластьДанные.Параметры[2] = Организация.Наименование;

ТабДок.Вывести(ОбластьДанные);

Номер = Номер + 1;

КонецЦикла;

В данном блоке идет очистка табличного документа от старых данных и вывод полученного результата.

Процедура ДобавитьВзаимосвязь(Взаимосвязи,Выборка)

Взаимосвязи1 = Взаимосвязи.Получить(Выборка.Организация1);

Взаимосвязи2 = Взаимосвязи.Получить(Выборка.Организация2);

Если Взаимосвязи1 = Неопределено Тогда

Взаимосвязи1 = Новый Массив;

Взаимосвязи.Вставить(Выборка.Организация1,Взаимосвязи1);

КонецЕсли;

Если Взаимосвязи2 = Неопределено Тогда

Взаимосвязи2 = Новый Массив;

Взаимосвязи.Вставить(Выборка.Организация2,Взаимосвязи2);

КонецЕсли;

Если Взаимосвязи1.Найти(Выборка.Организация2) = Неопределено Тогда

Взаимосвязи1.Добавить(Выборка.Организация2);

КонецЕсли;

Если Взаимосвязи2.Найти(Выборка.Организация1) = Неопределено Тогда

Взаимосвязи2.Добавить(Выборка.Организация1);

КонецЕсли;

КонецПроцедуры

Данная процедура добавляет пару организаций в соответствие Взаимосвязи. При условиях: если нет первой или второй организации в соответствии, то для её связей создается массив и добавляется в соответствие. Если в списке связей организации не найдена вторая – то идет добавление в список связей.

Сформированный отчет
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Требования

Исходная ситуация

Организация оптовой торговли «Луч» имеет головной офис в г. Москве. У организации имеется порядка 150 удаленных складов, расположенных в различных городах московской области (в г. Москве организация склада не имеет). Организация ведет учет в программе «1С:Бухгалтерия». Учет товаров ведется на счете 41 в натуральном и стоимостном выражениях, в разрезе двух видов субконто: «Товары» и «Склады».

Поступление товаров от поставщиков на склады предприятия отражается проводкой в дебет счета 41 (по субконто «склад» и «товар») и кредит счета 60. До реализации товара имеют место операции внутреннего перемещения товаров со склада на склад. Перемещение товара со склада на склад отражается в информационной базе бухгалтерского учета проводкой в дебет счета 41 (по субконто «склад-получатель») и кредит счета 41 (по субконто «склад-отправитель») по определенному товару на некоторую сумму и количество.

Ревизору ставится задача провести выездную проверку удаленных складов на предмет правильности совершения ими операций внутреннего перемещения товаров. Проверка производится по следующим правилам.

Изначально ревизор находится в головном офисе в городе Москве, где нет складов

Для того, чтобы проверить операции перемещения товаров между складом Х и складом Y ревизору требуется посетить склад X и склад Y в любой последовательности. При этом объем выполненной проверки складывается из общей стоимости перемещенных товаров между складом X и складом Y (любых наименований и в любом направлении)

Количество переездов ревизора жестко задано руководством организации

Ревизор может посещать города в любом порядке (1,3,5 или 3,1,5 или 5,1,3 и т.п.)

Ревизор заканчивает серию поездок в любом городе, где имеется удаленный склад
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Например, если в ситуации, изображенной на рисунке, когда имеется 5 складов в пяти городах, а ревизору дано право на три переезда, то возможны варианты:

1, 2, 3 = 400 +300 = 700  
1, 3, 5 = 400 + 450 = 850  
3, 4, 5 = 220 + 450 + 100 = 770  
2, 3, 4 = 300 + 220 = 520   
И т.д.

Как видим, все они отличаются суммарной стоимостью проверенных операций.

Требуется

Необходимо разработать внешний отчет, который выдает список складов, которые должен посетить ревизор за заданное количество переездов, чтобы общий объем выполненной проверки в стоимостном выражении был бы максимальным.

Входные данные

Информационная база в каркасной конфигурации с проводками, отражающими операции внутреннего перемещения товаров между складами\*. А также дополнительная информация, вводимая в диалоге отчета: период, за который анализируются операции внутреннего перемещения ( по умолчанию – 1 квартал 2008 г.) и количество переездов ревизора (по умолчанию – 4).

Выходная информация

Отчет, представленный в следующей форме.

|  |
| --- |
| Оптимальный план поездок: |
| Склад01 (Химки) |
| Склад03 (Мытищи) |
| Склад05 (Дмитров) |
| Итоговая сумма = 850.00 |

* Если в базе встретятся проводки внутреннего перемещения со склада-отправителя на склад-получатель, в которых по дебету и кредиту указаны разные товары, то такие проводки считаются недействительными и при решении задачи должны игнорироваться. Если встретятся проводки внутреннего перемещения со склада-отправителя на склад-получатель, в которых по дебету и кредиту указаны одинаковые склады, то такие проводки считаются недействительными и при решении задачи должны игнорироваться.
* Список, включает наименования складов

Решение

Решение задачи сводится к нахождению самого дорогостоящего пути по графу. Рассмотрим возможные варианты обхода графа (с ограничением в 3 шага), данного в примере:

![](data:image/jpeg;base64,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)

|  |  |  |
| --- | --- | --- |
| Путь | Расчет стоимости | Стоимость |
| 1,3,2 | 400+300 | 700 |
| 1,3,4 | 400+220 | 620 |
| 1,3,5 | 400+450 | 850 |
| 2,3,1 | 300+400 | 700 |
| 2,3,4 | 300+220 | 520 |
| 2,3,5 | 300+450 | 750 |
| 3,1 | 400 | 400 |
| 3,2 | 300 | 300 |
| 3,4,5 | 220+100 | 320 |
| 3,5,4 | 450+100 | 550 |
| 4,3,1 | 220+400 | 620 |
| 4,3,2 | 220+300 | 520 |
| 4,3,5 | 220+450 | 670 |
| 4,5,3 | 100+450 | 550 |
| 5,3,1 | 450+400 | 850 |
| 5,3,2 | 450+300 | 750 |
| 5,3,4 | 450+220 | 670 |
| 5,4,3 | 100+220 | 320 |

По результатам, данным в таблице, видно, что путь 1,3,5 (5,3,1) – самый дорогостоящий, а значит это и есть искомый путь.

Реализация

Процедура КнопкаСформироватьНажатие(Кнопка)

ТабДок = ЭлементыФормы.ПолеТабличногоДокумента1;

Макет = ПолучитьМакет("Макет");

ОбластьЗаголовок = Макет.ПолучитьОбласть("Заголовок");

ОбластьДанные = Макет.ПолучитьОбласть("Данные");

ОбластьИтоги = Макет.ПолучитьОбласть("Итоги");

Склады = Новый Соответствие;

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| ЖурналОперацийОбороты.Субконто2,

| ЖурналОперацийОбороты.КорСубконто2,

| СУММА(ЖурналОперацийОбороты.СуммаОборотДт) КАК СуммаОборот

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.Обороты(&ДатаНач, &ДатаКон, , Счет = &Счет, , , , ) КАК ЖурналОперацийОбороты

|ГДЕ

| ЖурналОперацийОбороты.Субконто1 = ЖурналОперацийОбороты.КорСубконто1

| И ЖурналОперацийОбороты.Субконто2 <> ЖурналОперацийОбороты.КорСубконто2

|

|СГРУППИРОВАТЬ ПО

| ЖурналОперацийОбороты.Субконто2,

| ЖурналОперацийОбороты.КорСубконто2";

Запрос.УстановитьПараметр("ДатаНач",ДатаНачала);

Запрос.УстановитьПараметр("ДатаКон",ДатаКонца);

Запрос.УстановитьПараметр("Счет",ПланыСчетов.Счета.Товары);

Выборка = Запрос.Выполнить().Выбрать();

Пока Выборка.Следующий() Цикл

Склад1 = Выборка.Субконто2;

Склад2 = Выборка.КорСубконто2;

Связи1 = Склады.Получить(Склад1);

Связи2 = Склады.Получить(Склад2);

Если Связи1 = Неопределено Тогда

Связи1 = Новый Структура;

Связи1.Вставить("Посещено",Ложь);

Связи1.Вставить("Связи",Новый Массив);

Склады.Вставить(Склад1,Связи1);

КонецЕсли;

Если Связи2 = Неопределено Тогда

Связи2 = Новый Структура;

Связи2.Вставить("Посещено",Ложь);

Связи2.Вставить("Связи",Новый Массив);

Склады.Вставить(Склад2,Связи2);

КонецЕсли;

Связь1 = Неопределено;

Связь2 = Неопределено;

Для Каждого Связь Из Связи1.Связи Цикл

Если Связь.Склад = Склад2 Тогда

Связь1 = Связь;

Прервать;

КонецЕсли;

КонецЦикла;

Для Каждого Связь Из Связи2.Связи Цикл

Если Связь.Склад = Склад1 Тогда

Связь2 = Связь;

Прервать;

КонецЕсли;

КонецЦикла;

Если Связь1 = Неопределено Тогда

Связь1 = Новый Структура;

Связь1.Вставить("Склад",Склад2);

Связь1.Вставить("Сумма",0);

Связи1.Связи.Добавить(Связь1);

КонецЕсли;

Если Связь2 = Неопределено Тогда

Связь2 = Новый Структура;

Связь2.Вставить("Склад",Склад1);

Связь2.Вставить("Сумма",0);

Связи2.Связи.Добавить(Связь2);

КонецЕсли;

Связь1.Сумма = Связь1.Сумма + Выборка.СуммаОборот;

Связь2.Сумма = Связь2.Сумма + Выборка.СуммаОборот;

КонецЦикла;

Если КоличествоГородов > Склады.Количество() Тогда

КоличествоГородов = Склады.Количество();

КонецЕсли;

Результат = НайтиПуть(Склады,Неопределено,КоличествоГородов);

ТабДок.Очистить();

ТабДок.Вывести(ОбластьЗаголовок);

Для Каждого Склад Из Результат.Склады Цикл

ОбластьДанные.Параметры[0] = Склад.Наименование;

ТабДок.Вывести(ОбластьДанные);

КонецЦикла;

ОбластьИтоги.Параметры[0] = Результат.Сумма;

ТабДок.Вывести(ОбластьИтоги);

КонецПроцедуры

Функция НайтиПуть(Склады,Корень,ОсталосьШагов)

ЛучшийПуть = Неопределено;

ЛучшийВес = 0;

ЛучшийШаг = Неопределено;

Если ОсталосьШагов = 0 Тогда

Возврат Неопределено;

КонецЕсли;

Если Корень = Неопределено Тогда

Для Каждого Склад Из Склады Цикл

Склад.Значение.Посещено = Истина;

Путь = НайтиПуть(Склады,Склад.Ключ,ОсталосьШагов);

Склад.Значение.Посещено = Ложь;

Если ЛучшийПуть = Неопределено Тогда

ЛучшийПуть = Путь;

ЛучшийПуть.Склады.Вставить(0,Склад.Ключ);

ИначеЕсли Путь <> Неопределено И ЛучшийПуть.Сумма < Путь.Сумма Тогда

ЛучшийПуть = Путь;

ЛучшийПуть.Склады.Вставить(0,Склад.Ключ);

КонецЕсли;

КонецЦикла;

Возврат ЛучшийПуть;

Иначе

СкладСвязи = Склады.Получить(Корень);

Для Каждого Связь из СкладСвязи.Связи Цикл

Склад = Склады.Получить(Связь.Склад);

Если Склад.Посещено Тогда

Продолжить;

КонецЕсли;

Склад.Посещено = Истина;

Путь = НайтиПуть(Склады,Связь.Склад,ОсталосьШагов - 1);

Склад.Посещено = Ложь;

Если ЛучшийПуть = Неопределено Тогда

ЛучшийПуть = Путь;

ЛучшийВес = Связь.Сумма;

ЛучшийШаг = Связь.Склад;

ИначеЕсли Путь <> Неопределено И ЛучшийПуть.Сумма < Путь.Сумма Тогда

ЛучшийПуть = Путь;

ЛучшийВес = Связь.Сумма;

ЛучшийШаг = Связь.Склад;

КонецЕсли;

КонецЦикла;

КонецЕсли;

СписокСкладов = Новый Массив;

СуммаОпераций = 0;

Если ЛучшийПуть <> Неопределено Тогда

СписокСкладов.Добавить(ЛучшийШаг);

СуммаОпераций = ЛучшийВес;

Для Каждого Шаг Из ЛучшийПуть.Склады Цикл

СписокСкладов.Добавить(Шаг);

КонецЦикла;

СуммаОпераций = СуммаОпераций + ЛучшийПуть.Сумма;

КонецЕсли;

Путь = Новый Структура;

Путь.Вставить("Склады",СписокСкладов);

Путь.Вставить("Сумма",СуммаОпераций);

Возврат Путь;

КонецФункции

Процедура ПриОткрытии()

КоличествоГородов = 4;

ДатаНачала = '20080101';

ДатаКонца = '20080331';

КонецПроцедуры

Автор: Михайлов Алексей

Пояснения к коду:

ТабДок = ЭлементыФормы.ПолеТабличногоДокумента1;

Макет = ПолучитьМакет("Макет");

ОбластьЗаголовок = Макет.ПолучитьОбласть("Заголовок");

ОбластьДанные = Макет.ПолучитьОбласть("Данные");

ОбластьИтоги = Макет.ПолучитьОбласть("Итоги");

Склады = Новый Соответствие;

В данном блоке идет получение табличного документа, в который будет производиться вывод результата и получение макета, с областями, по которым будет строиться таблица результата. Создается соотвествие Склады, в котором будут храниться соответствия Склад – Структура(Посещен,Связи), где поле Посещен – требуется для обхода графа (отмечает, что на данном складе уже были), а поле Связи – массив с записями Структура(Склад,Сумма) – которые обозначают склады с которыми связан текущий склад и сумму связи.

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| ЖурналОперацийОбороты.Субконто2,

| ЖурналОперацийОбороты.КорСубконто2,

| СУММА(ЖурналОперацийОбороты.СуммаОборотДт) КАК СуммаОборот

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.Обороты(&ДатаНач, &ДатаКон, , Счет = &Счет, , , , ) КАК ЖурналОперацийОбороты

|ГДЕ

| ЖурналОперацийОбороты.Субконто1 = ЖурналОперацийОбороты.КорСубконто1

| И ЖурналОперацийОбороты.Субконто2 <> ЖурналОперацийОбороты.КорСубконто2

|

|СГРУППИРОВАТЬ ПО

| ЖурналОперацийОбороты.Субконто2,

| ЖурналОперацийОбороты.КорСубконто2";

Запрос.УстановитьПараметр("ДатаНач",ДатаНачала);

Запрос.УстановитьПараметр("ДатаКон",ДатаКонца);

Запрос.УстановитьПараметр("Счет",ПланыСчетов.Счета.Товары);

В данном блоке создается запрос к базе данных, который получит пары Склад1 – Склад2 с суммой связи, на указанный период времени, причем товар связи обязательно один и тот же, а склады обязательно разные.

Выборка = Запрос.Выполнить().Выбрать();

Пока Выборка.Следующий() Цикл

Склад1 = Выборка.Субконто2;

Склад2 = Выборка.КорСубконто2;

Связи1 = Склады.Получить(Склад1);

Связи2 = Склады.Получить(Склад2);

Если Связи1 = Неопределено Тогда

Связи1 = Новый Структура;

Связи1.Вставить("Посещено",Ложь);

Связи1.Вставить("Связи",Новый Массив);

Склады.Вставить(Склад1,Связи1);

КонецЕсли;

Если Связи2 = Неопределено Тогда

Связи2 = Новый Структура;

Связи2.Вставить("Посещено",Ложь);

Связи2.Вставить("Связи",Новый Массив);

Склады.Вставить(Склад2,Связи2);

КонецЕсли;

Связь1 = Неопределено;

Связь2 = Неопределено;

Для Каждого Связь Из Связи1.Связи Цикл

Если Связь.Склад = Склад2 Тогда

Связь1 = Связь;

Прервать;

КонецЕсли;

КонецЦикла;

Для Каждого Связь Из Связи2.Связи Цикл

Если Связь.Склад = Склад1 Тогда

Связь2 = Связь;

Прервать;

КонецЕсли;

КонецЦикла;

Если Связь1 = Неопределено Тогда

Связь1 = Новый Структура;

Связь1.Вставить("Склад",Склад2);

Связь1.Вставить("Сумма",0);

Связи1.Связи.Добавить(Связь1);

КонецЕсли;

Если Связь2 = Неопределено Тогда

Связь2 = Новый Структура;

Связь2.Вставить("Склад",Склад1);

Связь2.Вставить("Сумма",0);

Связи2.Связи.Добавить(Связь2);

КонецЕсли;

Связь1.Сумма = Связь1.Сумма + Выборка.СуммаОборот;

Связь2.Сумма = Связь2.Сумма + Выборка.СуммаОборот;

КонецЦикла;

В данном блоке идет заполнение соответствия Склады результатами запроса. Из выборки получается пара складов, каждый склад ищется в соответствии Склады, если склад не найден, то он добавляется в соответствие с начальными данными (Посещено – Ложь, Связи – пустой массив). Далее в связях обоих складов ищутся записи о связи этих складов, если связь не найдена, то она добавляется с начальными данными (Склад – связуемый склад, Сумма – 0), после нахождения (создания) связи – её сумма увеличивается на сумму полученную в выборке.

Если КоличествоГородов > Склады.Количество() Тогда

КоличествоГородов = Склады.Количество();

КонецЕсли;

Результат = НайтиПуть(Склады,Неопределено,КоличествоГородов);

В данном блоке проверяется, чтобы количество городов для поиска пути не было больше количества складов. Далее ищется путь, через вызов рекурсивной функции НайтиПуть.

ТабДок.Очистить();

ТабДок.Вывести(ОбластьЗаголовок);

Для Каждого Склад Из Результат.Склады Цикл

ОбластьДанные.Параметры[0] = Склад.Наименование;

ТабДок.Вывести(ОбластьДанные);

КонецЦикла;

ОбластьИтоги.Параметры[0] = Результат.Сумма;

ТабДок.Вывести(ОбластьИтоги);

В данном блоке табличный документ очищается от старых данных и выводится результат: заголовок, список наименований складов и сумма пути.

Функция НайтиПуть(Склады,Корень,ОсталосьШагов)

ЛучшийПуть = Неопределено;

ЛучшийВес = 0;

ЛучшийШаг = Неопределено;

Если ОсталосьШагов = 0 Тогда

Возврат Неопределено;

КонецЕсли;

Если Корень = Неопределено Тогда

Для Каждого Склад Из Склады Цикл

Склад.Значение.Посещено = Истина;

Путь = НайтиПуть(Склады,Склад.Ключ,ОсталосьШагов);

Склад.Значение.Посещено = Ложь;

Если ЛучшийПуть = Неопределено Тогда

ЛучшийПуть = Путь;

ЛучшийПуть.Склады.Вставить(0,Склад.Ключ);

ИначеЕсли Путь <> Неопределено И ЛучшийПуть.Сумма < Путь.Сумма Тогда

ЛучшийПуть = Путь;

ЛучшийПуть.Склады.Вставить(0,Склад.Ключ);

КонецЕсли;

КонецЦикла;

Возврат ЛучшийПуть;

Иначе

СкладСвязи = Склады.Получить(Корень);

Для Каждого Связь из СкладСвязи.Связи Цикл

Склад = Склады.Получить(Связь.Склад);

Если Склад.Посещено Тогда

Продолжить;

КонецЕсли;

Склад.Посещено = Истина;

Путь = НайтиПуть(Склады,Связь.Склад,ОсталосьШагов - 1);

Склад.Посещено = Ложь;

Если ЛучшийПуть = Неопределено Тогда

ЛучшийПуть = Путь;

ЛучшийВес = Связь.Сумма;

ЛучшийШаг = Связь.Склад;

ИначеЕсли Путь <> Неопределено И ЛучшийПуть.Сумма < Путь.Сумма Тогда

ЛучшийПуть = Путь;

ЛучшийВес = Связь.Сумма;

ЛучшийШаг = Связь.Склад;

КонецЕсли;

КонецЦикла;

КонецЕсли;

СписокСкладов = Новый Массив;

СуммаОпераций = 0;

Если ЛучшийПуть <> Неопределено Тогда

СписокСкладов.Добавить(ЛучшийШаг);

СуммаОпераций = ЛучшийВес;

Для Каждого Шаг Из ЛучшийПуть.Склады Цикл

СписокСкладов.Добавить(Шаг);

КонецЦикла;

СуммаОпераций = СуммаОпераций + ЛучшийПуть.Сумма;

КонецЕсли;

Путь = Новый Структура;

Путь.Вставить("Склады",СписокСкладов);

Путь.Вставить("Сумма",СуммаОпераций);

Возврат Путь;

КонецФункции

Данная функция производит всё решение задачи – ищет путь по графу. Она рекурсивна (вызывает сама себя). Первый параметр – граф, второй параметр – вершина, в которой требуется начать обход (если Неопределено, то пробуются все вершины графа), третий параметр – максимальное количество шагов.

ЛучшийПуть = Неопределено;

ЛучшийВес = 0;

ЛучшийШаг = Неопределено;

В данном блоке инициализируются переменные необходимые для поиска лучшего варианта прохождения пути, ЛучшийПуть – хранит результат лучшего варианта, ЛучшийВес – сумма связи, ведущей к лучшему варианту, ЛучшийШаг – вершина, ведущая к лучшему варианту.

Если ОсталосьШагов = 0 Тогда

Возврат Неопределено;

КонецЕсли;

В данном блоке проверяется, есть ли ещё шаги. Если шагов не осталось – возвращается Неопределено (означает дальше путь не идет).

Если Корень = Неопределено Тогда

Для Каждого Склад Из Склады Цикл

Склад.Значение.Посещено = Истина;

Путь = НайтиПуть(Склады,Склад.Ключ,ОсталосьШагов);

Склад.Значение.Посещено = Ложь;

Если ЛучшийПуть = Неопределено Тогда

ЛучшийПуть = Путь;

ЛучшийПуть.Склады.Вставить(0,Склад.Ключ);

ИначеЕсли Путь <> Неопределено И ЛучшийПуть.Сумма < Путь.Сумма Тогда

ЛучшийПуть = Путь;

ЛучшийПуть.Склады.Вставить(0,Склад.Ключ);

КонецЕсли;

КонецЦикла;

Возврат ЛучшийПуть;

Иначе

В данном блоке обрабатывается вариант, если Корень не задан, тогда функция НайтиПуть вызывается для каждой вершины графа (предварительно помечая её посещенной, и после попытки поиска пути убирая отметку, чтобы граф пришел к первоначальному виду). Из полученных результатов выбирается лучший, в начало списка складов добавляется склад, принятый за начало пути. После обхода графа лучший результат возвращается, как результат выполнения функции.

Иначе

СкладСвязи = Склады.Получить(Корень);

Для Каждого Связь из СкладСвязи.Связи Цикл

Склад = Склады.Получить(Связь.Склад);

Если Склад.Посещено Тогда

Продолжить;

КонецЕсли;

Склад.Посещено = Истина;

Путь = НайтиПуть(Склады,Связь.Склад,ОсталосьШагов - 1);

Склад.Посещено = Ложь;

Если ЛучшийПуть = Неопределено Тогда

ЛучшийПуть = Путь;

ЛучшийВес = Связь.Сумма;

ЛучшийШаг = Связь.Склад;

ИначеЕсли Путь <> Неопределено И ЛучшийПуть.Сумма < Путь.Сумма Тогда

ЛучшийПуть = Путь;

ЛучшийВес = Связь.Сумма;

ЛучшийШаг = Связь.Склад;

КонецЕсли;

КонецЦикла;

КонецЕсли;

В данном блоке обрабатывается вариант, когда Корень задан. Тогда получаются все связи этого корня и, если склад связи не посещен, то он отмечается посещенным и путь ищется уже начиная с данного склада. После нахождения пути отметка о посещении убирается. Из всех вариантов запоминается лучший путь, вместе с весом и вершиной, которые привели к лучшему результату.

СписокСкладов = Новый Массив;

СуммаОпераций = 0;

Если ЛучшийПуть <> Неопределено Тогда

СписокСкладов.Добавить(ЛучшийШаг);

СуммаОпераций = ЛучшийВес;

Для Каждого Шаг Из ЛучшийПуть.Склады Цикл

СписокСкладов.Добавить(Шаг);

КонецЦикла;

СуммаОпераций = СуммаОпераций + ЛучшийПуть.Сумма;

КонецЕсли;

В данном блоке заполняется список складов для результата, в виде: вершина, приведшая к лучшему результату + все вершины, полученные из лучшего результата. А сумма пути высчитывается как вес связи, приведшей к лучшему результату, плюс сумма лучшего результата.

Путь = Новый Структура;

Путь.Вставить("Склады",СписокСкладов);

Путь.Вставить("Сумма",СуммаОпераций);

Возврат Путь;

В данном блоке создается структура результата с полями Склады – список складов лучшего пути и Сумма – сумма переходов по лучшему пути. После создания структура возвращается как результат функции.

Процедура ПриОткрытии()

КоличествоГородов = 4;

ДатаНачала = '20080101';

ДатаКонца = '20080331';

КонецПроцедуры

Данная процедура устанавливает значения по умолчанию для полей формы. Количество городов, которые может посетить ревизор – 4, дата начала периода – 01 января 2008, а дата конца периода 31 марта 2008.

Сформированный отчет
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2008 год 1 тур

Требование

Исходная база

Предприятие ведет бухгалтерский учет в программе «1С:Бухгалтерия 8 (7.7)».

Учет материалов ведется на счете 10 в разрезе субконто «Материалы» в стоимостном и натуральном выражении. Поступление материалов отражается в учете проводками д-т 10, кр-т 60. На счете 60 аналитический учет (условно) не ведется.

В информационной базе предприятия имеются проводки за 1 квартал 2008 г. по приходу материалов. Стоимость списания для разных групп материалов может определяться методами: «по средней скользящей» или ЛИФО.

Входные данные

Предусмотреть форму диалога, в которой пользователь выбирает наименование материала из справочника «Материалы», вводит для него величину расхода в натуральном выражении и методику списания: «Средняя скользящая» или «ЛИФО» путем выбора значения перечисления «МетодСписанияМЦ».  Введенная величина расхода материала не должна превышать величину остатка этого материала в натуральном выражении на конец периода (1 квартал 2008 г.).

Требуется

В каркасной конфигурации разработать отчет, в котором для выбранного материала и заданного количества расхода предлагается такой состав и порядок следования операций расхода (относительно операций прихода), при котором обеспечивается максимизация стоимости списанных материалов (по выбранной методике списания) минимальным количеством расходных операций. При разработке отчета следует исходить из следующего:

* в один день не может быть более одной операции прихода материала одного вида;
* поступивший материал может расходоваться в этот же день;
* если в один день имеются операции прихода и расхода материалов, то считается, что операции расхода в этот день всегда следуют за операцией прихода;
* количество материалов может быть выражено только целыми числами, количественный остаток материала на любую дату не может быть отрицательным.

Выходные данные

Результат должен быть представлен в виде отчета, содержащего операции прихода выбранного материала и операции расхода, обеспечивающие выполнение условий постановки задачи. Отчет должен быть представлен в следующем виде.

Списание 15 единиц материала М-01 по методу ЛИФО

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| ДАТА | Количество  приход | Сумма приход | Количество  расход | Сумма  расход |
| 05.01.2008 | 8 | 8000,00 | 8 | 8 000,00 |
| 16.01.2008 | 12 | 11400.00 |  |  |
| 11.02.2008 | 5 | 5500,00 | 7 | 7 400,00 |
| 27.03.2008 | 10 | 9000,00 |  |  |
| ИТОГО: | 35 |  | 15 | 15 400,00 |

Решение

Для решения нужно понимать методики списания, используемые в задаче. Методика "скользящая средняя" – при использовании данной методики цена товара будет равна средней арифметической цене, за период (сумма цен за период деленная на сумму количества). Методика "ЛИФО" – означает "последний пришел, первый ушел" – означает, что списываться будут первыми те товары, которые поступили последними. То есть, если сначала поступило 3 товара с ценой 30 и потом 2 товара с ценой 50, то при списании 3 товаров, будет взято 2 товара по цене 50 и 1 товар с ценой 30.

Реализация

Модуль объекта:

// Производит основной расчет данных для отчета

//

Процедура РассчитатьОтчет() Экспорт

Если МетодикаСписания = Перечисления.МетодСписанияМЦ.СредняяСкользящая Тогда // средняя

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| ПриходыМатериалов.Период КАК Дата,

| ПриходыМатериалов.КоличествоОборотДт КАК КоличествоПриход,

| ПриходыМатериалов.СуммаОборотДт КАК СуммаПриход

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.Обороты(&ДатаНач, &ДатаКон, День, Счет.Код = ""10"", , Субконто1 = &Материал, , ) КАК ПриходыМатериалов

|ГДЕ

| (ПриходыМатериалов.СуммаОборотДт > 0

| ИЛИ ПриходыМатериалов.КоличествоОборотДт > 0)

|

|УПОРЯДОЧИТЬ ПО

| Дата";

Запрос.УстановитьПараметр("ДатаНач" , НачалоКвартала(Дата("20080101")));

Запрос.УстановитьПараметр("ДатаКон" , КонецКвартала(Дата("20080101")));

Запрос.УстановитьПараметр("Материал", Материал);

Результат = Запрос.Выполнить();

РезультатРасчетов.Загрузить(Результат.Выгрузить());

Если КоличествоРасхода = РезультатРасчетов.Итог("КоличествоПриход") Тогда // списываем все (обработка специфического случая)

ПоследняяСтрока = РезультатРасчетов.Получить(РезультатРасчетов.Количество() - 1);

ПоследняяСтрока.КоличествоРасход = КоличествоРасхода;

ПоследняяСтрока.СуммаРасход = РезультатРасчетов.Итог("СуммаПриход");

Возврат;

КонецЕсли;

ВременныйРезультат.Загрузить(Результат.Выгрузить());

ОсталосьСписать = КоличествоРасхода;

Пока ОсталосьСписать > 0 Цикл

ВременнаяТаблица = Новый Запрос;

МенеджерВременныхТаблиц = Новый МенеджерВременныхТаблиц;

ВременнаяТаблица.МенеджерВременныхТаблиц = МенеджерВременныхТаблиц;

ВременнаяТаблица.Текст = "ВЫБРАТЬ \*

|ПОМЕСТИТЬ врТаблицаВременныхДанных

|ИЗ &ТаблицаВременныхДанных КАК ТД";

ВременнаяТаблица.УстановитьПараметр("ТаблицаВременныхДанных", ВременныйРезультат);

ВременнаяТаблица.Выполнить();

Запрос = Новый Запрос;

Запрос.МенеджерВременныхТаблиц = МенеджерВременныхТаблиц;

Запрос.Текст = "ВЫБРАТЬ

| ВложенныйЗапрос.Дата КАК Дата,

| ВложенныйЗапрос.КоличествоПриход КАК КоличествоПриход,

| ВложенныйЗапрос.СуммаПриход,

| ВложенныйЗапрос.ОстатокКоличество,

| ВложенныйЗапрос.ОстатокСумма,

| ВложенныйЗапрос.ОстатокСумма / ВложенныйЗапрос.ОстатокКоличество КАК СредняяЦена

|ИЗ

| (ВЫБРАТЬ

| Основной.Дата КАК Дата,

| СРЕДНЕЕ(Основной.КоличествоПриход) КАК КоличествоПриход,

| СРЕДНЕЕ(Основной.СуммаПриход) КАК СуммаПриход,

| СУММА(Остатки.КоличествоПриход) КАК ОстатокКоличество,

| СУММА(Остатки.СуммаПриход) КАК ОстатокСумма

| ИЗ

| (ВЫБРАТЬ

| врТаблицаВременныхДанных.Дата КАК Дата,

| врТаблицаВременныхДанных.КоличествоПриход КАК КоличествоПриход,

| врТаблицаВременныхДанных.СуммаПриход КАК СуммаПриход

| ИЗ

| врТаблицаВременныхДанных КАК врТаблицаВременныхДанных) КАК Основной

| ЛЕВОЕ СОЕДИНЕНИЕ (ВЫБРАТЬ

| врТаблицаВременныхДанных.Дата КАК Дата,

| врТаблицаВременныхДанных.КоличествоПриход КАК КоличествоПриход,

| врТаблицаВременныхДанных.СуммаПриход КАК СуммаПриход

| ИЗ

| врТаблицаВременныхДанных КАК врТаблицаВременныхДанных) КАК Остатки

| ПО Основной.Дата >= Остатки.Дата

|

| СГРУППИРОВАТЬ ПО

| Основной.Дата) КАК ВложенныйЗапрос

|

|УПОРЯДОЧИТЬ ПО

| СредняяЦена УБЫВ,

| ОстатокКоличество УБЫВ,

| Дата";

Результат = Запрос.Выполнить();

ВременныйРезультат.Загрузить(Результат.Выгрузить());

//Предупреждение("ОсталосьСписать = " + ОсталосьСписать);

Если ВременныйРезультат.Количество() > 0 Тогда

ОстатокКоличество = ВременныйРезультат[0].ОстатокКоличество;

ОстатокСумма = ВременныйРезультат[0].ОстатокСумма;

СредняяЦенаЕдиницы = ВременныйРезультат[0].СредняяЦена;

ДатаПрихода = ВременныйРезультат[0].Дата;

Если ОстатокКоличество >= ОсталосьСписать Тогда // весь остаток спишем (часть текущей партии)

ОстатокКоличество = ОсталосьСписать;

ОстатокСумма = ОсталосьСписать \* СредняяЦенаЕдиницы;

Иначе // часть остатка спишем (всю текущую партию и все предыдущие)

ВременныйРезультат.Сортировать("Дата");

Пока ВременныйРезультат.Количество() > 0 Цикл

ДатаСтроки = ВременныйРезультат[0].Дата;

ВременныйРезультат.Удалить(0);

Если ДатаСтроки = ДатаПрихода Тогда

Прервать;

КонецЕсли;

ОбработкаПрерыванияПользователя();

КонецЦикла;

КонецЕсли;

СтрокаРезультата = РезультатРасчетов.Найти(ДатаПрихода, "Дата");

Если СтрокаРезультата <> Неопределено Тогда

СтрокаРезультата.КоличествоРасход = ОстатокКоличество;

СтрокаРезультата.СуммаРасход = ОстатокСумма;

Иначе

Сообщить(" Не могу найти строку по дате!", СтатусСообщения.Важное);

КонецЕсли;

ОсталосьСписать = ОсталосьСписать - ОстатокКоличество;

Иначе

Сообщить(" Во временном результате количество " + ВременныйРезультат.Количество() + ", что не больше 0!", СтатусСообщения.Важное);

КонецЕсли;

ОбработкаПрерыванияПользователя();

КонецЦикла;

ИначеЕсли МетодикаСписания = Перечисления.МетодСписанияМЦ.ЛИФО Тогда // ЛИФО

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| ПриходыМатериалов.Период КАК Дата,

| ПриходыМатериалов.КоличествоОборотДт КАК КоличествоПриход,

| ПриходыМатериалов.СуммаОборотДт КАК СуммаПриход,

| ПриходыМатериалов.СуммаОборотДт / ПриходыМатериалов.КоличествоОборотДт КАК ЦенаЕдиницы

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.Обороты(&ДатаНач, &ДатаКон, День, Счет.Код = ""10"", , Субконто1 = &Материал, , ) КАК ПриходыМатериалов

|ГДЕ

| (ПриходыМатериалов.СуммаОборотДт > 0

| ИЛИ ПриходыМатериалов.КоличествоОборотДт > 0)

|

|УПОРЯДОЧИТЬ ПО

| ЦенаЕдиницы УБЫВ,

| Дата";

Запрос.УстановитьПараметр("ДатаНач" , НачалоКвартала(Дата("20080101")));

Запрос.УстановитьПараметр("ДатаКон" , КонецКвартала(Дата("20080101")));

Запрос.УстановитьПараметр("Материал", Материал);

Результат = Запрос.Выполнить();

Выборка = Результат.Выбрать();

РезультатРасчетов.Очистить();

ОсталосьСписать = КоличествоРасхода;

Пока Выборка.Следующий() Цикл

НоваяСтрока = РезультатРасчетов.Добавить();

ЗаполнитьЗначенияСвойств(НоваяСтрока, Выборка);

Если ОсталосьСписать <> 0 Тогда

Если НоваяСтрока.КоличествоПриход >= ОсталосьСписать Тогда // весь остаток спишем

НоваяСтрока.КоличествоРасход = ОсталосьСписать;

НоваяСтрока.СуммаРасход = ОсталосьСписать \* Выборка.ЦенаЕдиницы;

ОсталосьСписать = 0;

Иначе // часть остатка спишем

НоваяСтрока.КоличествоРасход = Выборка.КоличествоПриход;

НоваяСтрока.СуммаРасход = Выборка.СуммаПриход;

ОсталосьСписать = ОсталосьСписать - Выборка.КоличествоПриход;

КонецЕсли;

КонецЕсли;

КонецЦикла;

РезультатРасчетов.Сортировать("Дата");

Итератор = РезультатРасчетов.Количество() - 1;

Пока Итератор >= 0 Цикл

Строка = РезультатРасчетов.Получить(Итератор);

//Сообщить("Дата = " + Строка.Дата);

Если Строка.КоличествоРасход <> 0 Или Строка.СуммаРасход <> 0 Тогда // обрабатываем только строки с заполненным расходом

СобранноеКоличество = Строка.КоличествоРасход;

СобраннаяСумма = Строка.СуммаРасход;

ОбратныйСчетчик = Итератор - 1;

Пока ОбратныйСчетчик >= 0 Цикл

Подстрока = РезультатРасчетов.Получить(ОбратныйСчетчик);

//Сообщить(" Подстрока дата = " + Подстрока.Дата);

СобранноеКоличество = СобранноеКоличество + Подстрока.КоличествоРасход;

СобраннаяСумма = СобраннаяСумма + Подстрока.СуммаРасход;

КоличествоПодстроки = Подстрока.КоличествоРасход;

Подстрока.КоличествоРасход = 0;

Подстрока.СуммаРасход = 0;

Если КоличествоПодстроки <> Подстрока.КоличествоПриход Тогда // дошли до той партии, которая списана только частично

Прервать;

КонецЕсли;

ОбработкаПрерыванияПользователя();

ОбратныйСчетчик = ОбратныйСчетчик - 1;

КонецЦикла;

Строка.КоличествоРасход = СобранноеКоличество;

Строка.СуммаРасход = СобраннаяСумма;

КонецЕсли;

ОбработкаПрерыванияПользователя();

Итератор = Итератор - 1;

КонецЦикла;

КонецЕсли;

КонецПроцедуры // РассчитатьОтчет()

// Производит вывод отчета в переданный параметром табличный документ

//

Процедура ВывестиОтчет(ТабДок) Экспорт

Макет = ЭтотОбъект.ПолучитьМакет("МакетОтчета");

ОбластьЗаголовок = Макет.ПолучитьОбласть("Заголовок");

ОбластьШапкаТаблицы = Макет.ПолучитьОбласть("ШапкаТаблицы");

ОбластьПодвалТаблицы = Макет.ПолучитьОбласть("ПодвалТаблицы");

ОбластьДетальныхЗаписей = Макет.ПолучитьОбласть("Детали");

ТабДок.Очистить();

ЗаполнитьЗначенияСвойств(ОбластьЗаголовок.Параметры, ЭтотОбъект);

ТабДок.Вывести(ОбластьЗаголовок);

ТабДок.Вывести(ОбластьШапкаТаблицы);

ТабДок.ФиксацияСверху = 4;

Для Каждого Строка Из РезультатРасчетов Цикл

ОбластьДетальныхЗаписей.Параметры.Заполнить(Строка);

ТабДок.Вывести(ОбластьДетальныхЗаписей);

КонецЦикла;

ОбластьПодвалТаблицы.Параметры.ИтогоКоличествоПриход = РезультатРасчетов.Итог("КоличествоПриход");

ОбластьПодвалТаблицы.Параметры.ИтогоСуммаПриход = РезультатРасчетов.Итог("СуммаПриход");

ОбластьПодвалТаблицы.Параметры.ИтогоКоличествоРасход = РезультатРасчетов.Итог("КоличествоРасход");

ОбластьПодвалТаблицы.Параметры.ИтогоСуммаРасход = РезультатРасчетов.Итог("СуммаРасход");

ТабДок.Вывести(ОбластьПодвалТаблицы);

КонецПроцедуры // ВывестиОтчет()

Модуль формы:

// Проводит предварительные проверки входной информации введенной пользователем, запускает основной код расчета и формирования отчета

//

Процедура ДействияФормыСформировать(Кнопка)

// сначала всякие проверки на корректный ввод исходных данных

Если Не ЗначениеЗаполнено(Материал) Тогда

Предупреждение("Пожалуйста укажите материал по которому необходимо рассчитать и сформировать отчет!",,);

Возврат;

КонецЕсли;

Если Не ЗначениеЗаполнено(КоличествоРасхода) Тогда

Предупреждение("Пожалуйста укажите величину расхода в натуральном выражении (поле ""количество расхода"") по которой нужно рассчитать отчет!",,);

Возврат;

КонецЕсли;

Если Не ЗначениеЗаполнено(МетодикаСписания) Тогда

Предупреждение("Пожалуйста укажите методику списания по которой необходимо рассчитать и сформировать отчет!",,);

Возврат;

КонецЕсли;

// проверка остатка величины расхода материала введенной пользователем

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| ОстаткиМатериала.КоличествоОстаток

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.Остатки(&ДатаКон, Счет.Код = ""10"", , Субконто1 = &Материал) КАК ОстаткиМатериала

|ГДЕ

| ОстаткиМатериала.КоличествоОстаток < &КоличествоРасхода";

Запрос.УстановитьПараметр("Материал" , Материал);

Запрос.УстановитьПараметр("ДатаКон" , КонецКвартала(Дата("20080101")));

Запрос.УстановитьПараметр("КоличествоРасхода", КоличествоРасхода);

Результат = Запрос.Выполнить();

Выборка = Результат.Выбрать();

Если Выборка.Следующий() Тогда

Сообщить("Величина расхода материала """ + Материал + """ в натуральном выражении (" + КоличествоРасхода + " единиц) не может быть больше остатка (" + Выборка.КоличествоОстаток + " единиц) по данным на конец I квартала 2008 г.!", СтатусСообщения.Важное);

Предупреждение("Расчет отчета не выполнен!",,);

Возврат;

КонецЕсли;

// выполним расчеты

РассчитатьОтчет();

// выведем расчеты

ВывестиОтчет(ЭлементыФормы.ТабДокумент);

КонецПроцедуры // ДействияФормыСформировать()

Автор: Андрей Александрович

Пояснения к коду:

Модуль объекта:

Процедура РассчитатьОтчет() Экспорт

Если МетодикаСписания = Перечисления.МетодСписанияМЦ.СредняяСкользящая Тогда // средняя

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| ПриходыМатериалов.Период КАК Дата,

| ПриходыМатериалов.КоличествоОборотДт КАК КоличествоПриход,

| ПриходыМатериалов.СуммаОборотДт КАК СуммаПриход

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.Обороты(&ДатаНач, &ДатаКон, День, Счет.Код = ""10"", , Субконто1 = &Материал, , ) КАК ПриходыМатериалов

|ГДЕ

| (ПриходыМатериалов.СуммаОборотДт > 0

| ИЛИ ПриходыМатериалов.КоличествоОборотДт > 0)

|

|УПОРЯДОЧИТЬ ПО

| Дата";

Запрос.УстановитьПараметр("ДатаНач" , НачалоКвартала(Дата("20080101")));

Запрос.УстановитьПараметр("ДатаКон" , КонецКвартала(Дата("20080101")));

Запрос.УстановитьПараметр("Материал", Материал);

Результат = Запрос.Выполнить();

РезультатРасчетов.Загрузить(Результат.Выгрузить());

Если КоличествоРасхода = РезультатРасчетов.Итог("КоличествоПриход") Тогда // списываем все (обработка специфического случая)

ПоследняяСтрока = РезультатРасчетов.Получить(РезультатРасчетов.Количество() - 1);

ПоследняяСтрока.КоличествоРасход = КоличествоРасхода;

ПоследняяСтрока.СуммаРасход = РезультатРасчетов.Итог("СуммаПриход");

Возврат;

КонецЕсли;

ВременныйРезультат.Загрузить(Результат.Выгрузить());

ОсталосьСписать = КоличествоРасхода;

Пока ОсталосьСписать > 0 Цикл

ВременнаяТаблица = Новый Запрос;

МенеджерВременныхТаблиц = Новый МенеджерВременныхТаблиц;

ВременнаяТаблица.МенеджерВременныхТаблиц = МенеджерВременныхТаблиц;

ВременнаяТаблица.Текст = "ВЫБРАТЬ \*

|ПОМЕСТИТЬ врТаблицаВременныхДанных

|ИЗ &ТаблицаВременныхДанных КАК ТД";

ВременнаяТаблица.УстановитьПараметр("ТаблицаВременныхДанных", ВременныйРезультат);

ВременнаяТаблица.Выполнить();

Запрос = Новый Запрос;

Запрос.МенеджерВременныхТаблиц = МенеджерВременныхТаблиц;

Запрос.Текст = "ВЫБРАТЬ

| ВложенныйЗапрос.Дата КАК Дата,

| ВложенныйЗапрос.КоличествоПриход КАК КоличествоПриход,

| ВложенныйЗапрос.СуммаПриход,

| ВложенныйЗапрос.ОстатокКоличество,

| ВложенныйЗапрос.ОстатокСумма,

| ВложенныйЗапрос.ОстатокСумма / ВложенныйЗапрос.ОстатокКоличество КАК СредняяЦена

|ИЗ

| (ВЫБРАТЬ

| Основной.Дата КАК Дата,

| СРЕДНЕЕ(Основной.КоличествоПриход) КАК КоличествоПриход,

| СРЕДНЕЕ(Основной.СуммаПриход) КАК СуммаПриход,

| СУММА(Остатки.КоличествоПриход) КАК ОстатокКоличество,

| СУММА(Остатки.СуммаПриход) КАК ОстатокСумма

| ИЗ

| (ВЫБРАТЬ

| врТаблицаВременныхДанных.Дата КАК Дата,

| врТаблицаВременныхДанных.КоличествоПриход КАК КоличествоПриход,

| врТаблицаВременныхДанных.СуммаПриход КАК СуммаПриход

| ИЗ

| врТаблицаВременныхДанных КАК врТаблицаВременныхДанных) КАК Основной

| ЛЕВОЕ СОЕДИНЕНИЕ (ВЫБРАТЬ

| врТаблицаВременныхДанных.Дата КАК Дата,

| врТаблицаВременныхДанных.КоличествоПриход КАК КоличествоПриход,

| врТаблицаВременныхДанных.СуммаПриход КАК СуммаПриход

| ИЗ

| врТаблицаВременныхДанных КАК врТаблицаВременныхДанных) КАК Остатки

| ПО Основной.Дата >= Остатки.Дата

|

| СГРУППИРОВАТЬ ПО

| Основной.Дата) КАК ВложенныйЗапрос

|

|УПОРЯДОЧИТЬ ПО

| СредняяЦена УБЫВ,

| ОстатокКоличество УБЫВ,

| Дата";

Результат = Запрос.Выполнить();

ВременныйРезультат.Загрузить(Результат.Выгрузить());

//Предупреждение("ОсталосьСписать = " + ОсталосьСписать);

Если ВременныйРезультат.Количество() > 0 Тогда

ОстатокКоличество = ВременныйРезультат[0].ОстатокКоличество;

ОстатокСумма = ВременныйРезультат[0].ОстатокСумма;

СредняяЦенаЕдиницы = ВременныйРезультат[0].СредняяЦена;

ДатаПрихода = ВременныйРезультат[0].Дата;

Если ОстатокКоличество >= ОсталосьСписать Тогда // весь остаток спишем (часть текущей партии)

ОстатокКоличество = ОсталосьСписать;

ОстатокСумма = ОсталосьСписать \* СредняяЦенаЕдиницы;

Иначе // часть остатка спишем (всю текущую партию и все предыдущие)

ВременныйРезультат.Сортировать("Дата");

Пока ВременныйРезультат.Количество() > 0 Цикл

ДатаСтроки = ВременныйРезультат[0].Дата;

ВременныйРезультат.Удалить(0);

Если ДатаСтроки = ДатаПрихода Тогда

Прервать;

КонецЕсли;

ОбработкаПрерыванияПользователя();

КонецЦикла;

КонецЕсли;

СтрокаРезультата = РезультатРасчетов.Найти(ДатаПрихода, "Дата");

Если СтрокаРезультата <> Неопределено Тогда

СтрокаРезультата.КоличествоРасход = ОстатокКоличество;

СтрокаРезультата.СуммаРасход = ОстатокСумма;

Иначе

Сообщить(" Не могу найти строку по дате!", СтатусСообщения.Важное);

КонецЕсли;

ОсталосьСписать = ОсталосьСписать - ОстатокКоличество;

Иначе

Сообщить(" Во временном результате количество " + ВременныйРезультат.Количество() + ", что не больше 0!", СтатусСообщения.Важное);

КонецЕсли;

ОбработкаПрерыванияПользователя();

КонецЦикла;

ИначеЕсли МетодикаСписания = Перечисления.МетодСписанияМЦ.ЛИФО Тогда // ЛИФО

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| ПриходыМатериалов.Период КАК Дата,

| ПриходыМатериалов.КоличествоОборотДт КАК КоличествоПриход,

| ПриходыМатериалов.СуммаОборотДт КАК СуммаПриход,

| ПриходыМатериалов.СуммаОборотДт / ПриходыМатериалов.КоличествоОборотДт КАК ЦенаЕдиницы

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.Обороты(&ДатаНач, &ДатаКон, День, Счет.Код = ""10"", , Субконто1 = &Материал, , ) КАК ПриходыМатериалов

|ГДЕ

| (ПриходыМатериалов.СуммаОборотДт > 0

| ИЛИ ПриходыМатериалов.КоличествоОборотДт > 0)

|

|УПОРЯДОЧИТЬ ПО

| ЦенаЕдиницы УБЫВ,

| Дата";

Запрос.УстановитьПараметр("ДатаНач" , НачалоКвартала(Дата("20080101")));

Запрос.УстановитьПараметр("ДатаКон" , КонецКвартала(Дата("20080101")));

Запрос.УстановитьПараметр("Материал", Материал);

Результат = Запрос.Выполнить();

Выборка = Результат.Выбрать();

РезультатРасчетов.Очистить();

ОсталосьСписать = КоличествоРасхода;

Пока Выборка.Следующий() Цикл

НоваяСтрока = РезультатРасчетов.Добавить();

ЗаполнитьЗначенияСвойств(НоваяСтрока, Выборка);

Если ОсталосьСписать <> 0 Тогда

Если НоваяСтрока.КоличествоПриход >= ОсталосьСписать Тогда // весь остаток спишем

НоваяСтрока.КоличествоРасход = ОсталосьСписать;

НоваяСтрока.СуммаРасход = ОсталосьСписать \* Выборка.ЦенаЕдиницы;

ОсталосьСписать = 0;

Иначе // часть остатка спишем

НоваяСтрока.КоличествоРасход = Выборка.КоличествоПриход;

НоваяСтрока.СуммаРасход = Выборка.СуммаПриход;

ОсталосьСписать = ОсталосьСписать - Выборка.КоличествоПриход;

КонецЕсли;

КонецЕсли;

КонецЦикла;

РезультатРасчетов.Сортировать("Дата");

Итератор = РезультатРасчетов.Количество() - 1;

Пока Итератор >= 0 Цикл

Строка = РезультатРасчетов.Получить(Итератор);

//Сообщить("Дата = " + Строка.Дата);

Если Строка.КоличествоРасход <> 0 Или Строка.СуммаРасход <> 0 Тогда // обрабатываем только строки с заполненным расходом

СобранноеКоличество = Строка.КоличествоРасход;

СобраннаяСумма = Строка.СуммаРасход;

ОбратныйСчетчик = Итератор - 1;

Пока ОбратныйСчетчик >= 0 Цикл

Подстрока = РезультатРасчетов.Получить(ОбратныйСчетчик);

//Сообщить(" Подстрока дата = " + Подстрока.Дата);

СобранноеКоличество = СобранноеКоличество + Подстрока.КоличествоРасход;

СобраннаяСумма = СобраннаяСумма + Подстрока.СуммаРасход;

КоличествоПодстроки = Подстрока.КоличествоРасход;

Подстрока.КоличествоРасход = 0;

Подстрока.СуммаРасход = 0;

Если КоличествоПодстроки <> Подстрока.КоличествоПриход Тогда // дошли до той партии, которая списана только частично

Прервать;

КонецЕсли;

ОбработкаПрерыванияПользователя();

ОбратныйСчетчик = ОбратныйСчетчик - 1;

КонецЦикла;

Строка.КоличествоРасход = СобранноеКоличество;

Строка.СуммаРасход = СобраннаяСумма;

КонецЕсли;

ОбработкаПрерыванияПользователя();

Итератор = Итератор - 1;

КонецЦикла;

КонецЕсли;

КонецПроцедуры // РассчитатьОтчет()

Данная процедура производит получение данных из базы и вычисление результата в зависимости от выбранной методики списания.

Методика списания «средняя скользящая»:

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| ПриходыМатериалов.Период КАК Дата,

| ПриходыМатериалов.КоличествоОборотДт КАК КоличествоПриход,

| ПриходыМатериалов.СуммаОборотДт КАК СуммаПриход

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.Обороты(&ДатаНач, &ДатаКон, День, Счет.Код = ""10"", , Субконто1 = &Материал, , ) КАК ПриходыМатериалов

|ГДЕ

| (ПриходыМатериалов.СуммаОборотДт > 0

| ИЛИ ПриходыМатериалов.КоличествоОборотДт > 0)

|

|УПОРЯДОЧИТЬ ПО

| Дата";

Запрос.УстановитьПараметр("ДатаНач" , НачалоКвартала(Дата("20080101")));

Запрос.УстановитьПараметр("ДатаКон" , КонецКвартала(Дата("20080101")));

Запрос.УстановитьПараметр("Материал", Материал);

Результат = Запрос.Выполнить();

РезультатРасчетов.Загрузить(Результат.Выгрузить());

В данном блоке происходит получение данных о оборотах материала и выгрузка результата в переменную РезультатРасчетов.

Если КоличествоРасхода = РезультатРасчетов.Итог("КоличествоПриход") Тогда // списываем все (обработка специфического случая)

ПоследняяСтрока = РезультатРасчетов.Получить(РезультатРасчетов.Количество() - 1);

ПоследняяСтрока.КоличествоРасход = КоличествоРасхода;

ПоследняяСтрока.СуммаРасход = РезультатРасчетов.Итог("СуммаПриход");

Возврат;

КонецЕсли;

В данном блоке проверяется частный случай – количество расходуемого товара равно общему количеству прихода, в таком случае расходуется всё. И расчет завершается.

ВременныйРезультат.Загрузить(Результат.Выгрузить());

В данной строке в переменную ВременныйРезультат выгружаются данные из базы (так же как и в РезультатРасчетов).

ОсталосьСписать = КоличествоРасхода;

Пока ОсталосьСписать > 0 Цикл

ВременнаяТаблица = Новый Запрос;

МенеджерВременныхТаблиц = Новый МенеджерВременныхТаблиц;

ВременнаяТаблица.МенеджерВременныхТаблиц = МенеджерВременныхТаблиц;

ВременнаяТаблица.Текст = "ВЫБРАТЬ \*

|ПОМЕСТИТЬ врТаблицаВременныхДанных

|ИЗ &ТаблицаВременныхДанных КАК ТД";

ВременнаяТаблица.УстановитьПараметр("ТаблицаВременныхДанных", ВременныйРезультат);

ВременнаяТаблица.Выполнить();

Запрос = Новый Запрос;

Запрос.МенеджерВременныхТаблиц = МенеджерВременныхТаблиц;

Запрос.Текст = "ВЫБРАТЬ

| ВложенныйЗапрос.Дата КАК Дата,

| ВложенныйЗапрос.КоличествоПриход КАК КоличествоПриход,

| ВложенныйЗапрос.СуммаПриход,

| ВложенныйЗапрос.ОстатокКоличество,

| ВложенныйЗапрос.ОстатокСумма,

| ВложенныйЗапрос.ОстатокСумма / ВложенныйЗапрос.ОстатокКоличество КАК СредняяЦена

|ИЗ

| (ВЫБРАТЬ

| Основной.Дата КАК Дата,

| СРЕДНЕЕ(Основной.КоличествоПриход) КАК КоличествоПриход,

| СРЕДНЕЕ(Основной.СуммаПриход) КАК СуммаПриход,

| СУММА(Остатки.КоличествоПриход) КАК ОстатокКоличество,

| СУММА(Остатки.СуммаПриход) КАК ОстатокСумма

| ИЗ

| (ВЫБРАТЬ

| врТаблицаВременныхДанных.Дата КАК Дата,

| врТаблицаВременныхДанных.КоличествоПриход КАК КоличествоПриход,

| врТаблицаВременныхДанных.СуммаПриход КАК СуммаПриход

| ИЗ

| врТаблицаВременныхДанных КАК врТаблицаВременныхДанных) КАК Основной

| ЛЕВОЕ СОЕДИНЕНИЕ (ВЫБРАТЬ

| врТаблицаВременныхДанных.Дата КАК Дата,

| врТаблицаВременныхДанных.КоличествоПриход КАК КоличествоПриход,

| врТаблицаВременныхДанных.СуммаПриход КАК СуммаПриход

| ИЗ

| врТаблицаВременныхДанных КАК врТаблицаВременныхДанных) КАК Остатки

| ПО Основной.Дата >= Остатки.Дата

|

| СГРУППИРОВАТЬ ПО

| Основной.Дата) КАК ВложенныйЗапрос

|

|УПОРЯДОЧИТЬ ПО

| СредняяЦена УБЫВ,

| ОстатокКоличество УБЫВ,

| Дата";

Результат = Запрос.Выполнить();

ВременныйРезультат.Загрузить(Результат.Выгрузить());

//Предупреждение("ОсталосьСписать = " + ОсталосьСписать);

Если ВременныйРезультат.Количество() > 0 Тогда

ОстатокКоличество = ВременныйРезультат[0].ОстатокКоличество;

ОстатокСумма = ВременныйРезультат[0].ОстатокСумма;

СредняяЦенаЕдиницы = ВременныйРезультат[0].СредняяЦена;

ДатаПрихода = ВременныйРезультат[0].Дата;

Если ОстатокКоличество >= ОсталосьСписать Тогда // весь остаток спишем (часть текущей партии)

ОстатокКоличество = ОсталосьСписать;

ОстатокСумма = ОсталосьСписать \* СредняяЦенаЕдиницы;

Иначе // часть остатка спишем (всю текущую партию и все предыдущие)

ВременныйРезультат.Сортировать("Дата");

Пока ВременныйРезультат.Количество() > 0 Цикл

ДатаСтроки = ВременныйРезультат[0].Дата;

ВременныйРезультат.Удалить(0);

Если ДатаСтроки = ДатаПрихода Тогда

Прервать;

КонецЕсли;

ОбработкаПрерыванияПользователя();

КонецЦикла;

КонецЕсли;

СтрокаРезультата = РезультатРасчетов.Найти(ДатаПрихода, "Дата");

Если СтрокаРезультата <> Неопределено Тогда

СтрокаРезультата.КоличествоРасход = ОстатокКоличество;

СтрокаРезультата.СуммаРасход = ОстатокСумма;

Иначе

Сообщить(" Не могу найти строку по дате!", СтатусСообщения.Важное);

КонецЕсли;

ОсталосьСписать = ОсталосьСписать - ОстатокКоличество;

Иначе

Сообщить(" Во временном результате количество " + ВременныйРезультат.Количество() + ", что не больше 0!", СтатусСообщения.Важное);

КонецЕсли;

ОбработкаПрерыванияПользователя();

КонецЦикла;

В данном блоке идет получение количества, которое осталось списать и пока остается, что списывать будет проводиться списание.

ВременнаяТаблица = Новый Запрос;

МенеджерВременныхТаблиц = Новый МенеджерВременныхТаблиц;

ВременнаяТаблица.МенеджерВременныхТаблиц = МенеджерВременныхТаблиц;

ВременнаяТаблица.Текст = "ВЫБРАТЬ \*

|ПОМЕСТИТЬ врТаблицаВременныхДанных

|ИЗ &ТаблицаВременныхДанных КАК ТД";

ВременнаяТаблица.УстановитьПараметр("ТаблицаВременныхДанных", ВременныйРезультат);

ВременнаяТаблица.Выполнить();

Запрос = Новый Запрос;

Запрос.МенеджерВременныхТаблиц = МенеджерВременныхТаблиц;

Запрос.Текст = "ВЫБРАТЬ

| ВложенныйЗапрос.Дата КАК Дата,

| ВложенныйЗапрос.КоличествоПриход КАК КоличествоПриход,

| ВложенныйЗапрос.СуммаПриход,

| ВложенныйЗапрос.ОстатокКоличество,

| ВложенныйЗапрос.ОстатокСумма,

| ВложенныйЗапрос.ОстатокСумма / ВложенныйЗапрос.ОстатокКоличество КАК СредняяЦена

|ИЗ

| (ВЫБРАТЬ

| Основной.Дата КАК Дата,

| СРЕДНЕЕ(Основной.КоличествоПриход) КАК КоличествоПриход,

| СРЕДНЕЕ(Основной.СуммаПриход) КАК СуммаПриход,

| СУММА(Остатки.КоличествоПриход) КАК ОстатокКоличество,

| СУММА(Остатки.СуммаПриход) КАК ОстатокСумма

| ИЗ

| (ВЫБРАТЬ

| врТаблицаВременныхДанных.Дата КАК Дата,

| врТаблицаВременныхДанных.КоличествоПриход КАК КоличествоПриход,

| врТаблицаВременныхДанных.СуммаПриход КАК СуммаПриход

| ИЗ

| врТаблицаВременныхДанных КАК врТаблицаВременныхДанных) КАК Основной

| ЛЕВОЕ СОЕДИНЕНИЕ (ВЫБРАТЬ

| врТаблицаВременныхДанных.Дата КАК Дата,

| врТаблицаВременныхДанных.КоличествоПриход КАК КоличествоПриход,

| врТаблицаВременныхДанных.СуммаПриход КАК СуммаПриход

| ИЗ

| врТаблицаВременныхДанных КАК врТаблицаВременныхДанных) КАК Остатки

| ПО Основной.Дата >= Остатки.Дата

|

| СГРУППИРОВАТЬ ПО

| Основной.Дата) КАК ВложенныйЗапрос

|

|УПОРЯДОЧИТЬ ПО

| СредняяЦена УБЫВ,

| ОстатокКоличество УБЫВ,

| Дата";

Результат = Запрос.Выполнить();

ВременныйРезультат.Загрузить(Результат.Выгрузить());

В данном блоке происходит получение данных о приходе, средней цены, количества, суммы, остатков основываясь на предыдущем временном результате. Новый результат фиксируется в переменной ВременныйРезультат.

Если ВременныйРезультат.Количество() > 0 Тогда

ОстатокКоличество = ВременныйРезультат[0].ОстатокКоличество;

ОстатокСумма = ВременныйРезультат[0].ОстатокСумма;

СредняяЦенаЕдиницы = ВременныйРезультат[0].СредняяЦена;

ДатаПрихода = ВременныйРезультат[0].Дата;

Если ОстатокКоличество >= ОсталосьСписать Тогда // весь остаток спишем (часть текущей партии)

ОстатокКоличество = ОсталосьСписать;

ОстатокСумма = ОсталосьСписать \* СредняяЦенаЕдиницы;

Иначе // часть остатка спишем (всю текущую партию и все предыдущие)

ВременныйРезультат.Сортировать("Дата");

Пока ВременныйРезультат.Количество() > 0 Цикл

ДатаСтроки = ВременныйРезультат[0].Дата;

ВременныйРезультат.Удалить(0);

Если ДатаСтроки = ДатаПрихода Тогда

Прервать;

КонецЕсли;

ОбработкаПрерыванияПользователя();

КонецЦикла;

КонецЕсли;

СтрокаРезультата = РезультатРасчетов.Найти(ДатаПрихода, "Дата");

Если СтрокаРезультата <> Неопределено Тогда

СтрокаРезультата.КоличествоРасход = ОстатокКоличество;

СтрокаРезультата.СуммаРасход = ОстатокСумма;

Иначе

Сообщить(" Не могу найти строку по дате!", СтатусСообщения.Важное);

КонецЕсли;

ОсталосьСписать = ОсталосьСписать - ОстатокКоличество;

Иначе

Сообщить(" Во временном результате количество " + ВременныйРезультат.Количество() + ", что не больше 0!", СтатусСообщения.Важное);

КонецЕсли;

В данном блоке происходит списание остатка (если остатки есть). Если оставшееся количество больше необходимого – списываем весь остаток. Иначе спишем часть остатка – текущую партию и все предыдущие до даты прихода. Далее на дату прихода указывается количество расхода и сумма.

ОбработкаПрерыванияПользователя();

Данная стока позволяет прерывать выполнение цикла сочетанием Ctrl+Break.

Методика ЛИФО:

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| ПриходыМатериалов.Период КАК Дата,

| ПриходыМатериалов.КоличествоОборотДт КАК КоличествоПриход,

| ПриходыМатериалов.СуммаОборотДт КАК СуммаПриход,

| ПриходыМатериалов.СуммаОборотДт / ПриходыМатериалов.КоличествоОборотДт КАК ЦенаЕдиницы

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.Обороты(&ДатаНач, &ДатаКон, День, Счет.Код = ""10"", , Субконто1 = &Материал, , ) КАК ПриходыМатериалов

|ГДЕ

| (ПриходыМатериалов.СуммаОборотДт > 0

| ИЛИ ПриходыМатериалов.КоличествоОборотДт > 0)

|

|УПОРЯДОЧИТЬ ПО

| ЦенаЕдиницы УБЫВ,

| Дата";

Запрос.УстановитьПараметр("ДатаНач" , НачалоКвартала(Дата("20080101")));

Запрос.УстановитьПараметр("ДатаКон" , КонецКвартала(Дата("20080101")));

Запрос.УстановитьПараметр("Материал", Материал);

Результат = Запрос.Выполнить();

Выборка = Результат.Выбрать();

РезультатРасчетов.Очистить();

ОсталосьСписать = КоличествоРасхода;

Пока Выборка.Следующий() Цикл

НоваяСтрока = РезультатРасчетов.Добавить();

ЗаполнитьЗначенияСвойств(НоваяСтрока, Выборка);

Если ОсталосьСписать <> 0 Тогда

Если НоваяСтрока.КоличествоПриход >= ОсталосьСписать Тогда // весь остаток спишем

НоваяСтрока.КоличествоРасход = ОсталосьСписать;

НоваяСтрока.СуммаРасход = ОсталосьСписать \* Выборка.ЦенаЕдиницы;

ОсталосьСписать = 0;

Иначе // часть остатка спишем

НоваяСтрока.КоличествоРасход = Выборка.КоличествоПриход;

НоваяСтрока.СуммаРасход = Выборка.СуммаПриход;

ОсталосьСписать = ОсталосьСписать - Выборка.КоличествоПриход;

КонецЕсли;

КонецЕсли;

КонецЦикла;

РезультатРасчетов.Сортировать("Дата");

Итератор = РезультатРасчетов.Количество() - 1;

Пока Итератор >= 0 Цикл

Строка = РезультатРасчетов.Получить(Итератор);

//Сообщить("Дата = " + Строка.Дата);

Если Строка.КоличествоРасход <> 0 Или Строка.СуммаРасход <> 0 Тогда // обрабатываем только строки с заполненным расходом

СобранноеКоличество = Строка.КоличествоРасход;

СобраннаяСумма = Строка.СуммаРасход;

ОбратныйСчетчик = Итератор - 1;

Пока ОбратныйСчетчик >= 0 Цикл

Подстрока = РезультатРасчетов.Получить(ОбратныйСчетчик);

//Сообщить(" Подстрока дата = " + Подстрока.Дата);

СобранноеКоличество = СобранноеКоличество + Подстрока.КоличествоРасход;

СобраннаяСумма = СобраннаяСумма + Подстрока.СуммаРасход;

КоличествоПодстроки = Подстрока.КоличествоРасход;

Подстрока.КоличествоРасход = 0;

Подстрока.СуммаРасход = 0;

Если КоличествоПодстроки <> Подстрока.КоличествоПриход Тогда // дошли до той партии, которая списана только частично

Прервать;

КонецЕсли;

ОбработкаПрерыванияПользователя();

ОбратныйСчетчик = ОбратныйСчетчик - 1;

КонецЦикла;

Строка.КоличествоРасход = СобранноеКоличество;

Строка.СуммаРасход = СобраннаяСумма;

КонецЕсли;

ОбработкаПрерыванияПользователя();

Итератор = Итератор - 1;

КонецЦикла;

Сначала происходит получение данных из базы, с заполнением таблицы значений РезультатРасчетов. После заполнения таблицы, она сортируется по дате, для списания по методике (Последний пришел – первый ушел). Далее записи, с последней по первую обходятся циклом, списывая строки с заполненным расходом.

Процедура ВывестиОтчет(ТабДок) Экспорт

Макет = ЭтотОбъект.ПолучитьМакет("МакетОтчета");

ОбластьЗаголовок = Макет.ПолучитьОбласть("Заголовок");

ОбластьШапкаТаблицы = Макет.ПолучитьОбласть("ШапкаТаблицы");

ОбластьПодвалТаблицы = Макет.ПолучитьОбласть("ПодвалТаблицы");

ОбластьДетальныхЗаписей = Макет.ПолучитьОбласть("Детали");

ТабДок.Очистить();

ЗаполнитьЗначенияСвойств(ОбластьЗаголовок.Параметры, ЭтотОбъект);

ТабДок.Вывести(ОбластьЗаголовок);

ТабДок.Вывести(ОбластьШапкаТаблицы);

ТабДок.ФиксацияСверху = 4;

Для Каждого Строка Из РезультатРасчетов Цикл

ОбластьДетальныхЗаписей.Параметры.Заполнить(Строка);

ТабДок.Вывести(ОбластьДетальныхЗаписей);

КонецЦикла;

ОбластьПодвалТаблицы.Параметры.ИтогоКоличествоПриход = РезультатРасчетов.Итог("КоличествоПриход");

ОбластьПодвалТаблицы.Параметры.ИтогоСуммаПриход = РезультатРасчетов.Итог("СуммаПриход");

ОбластьПодвалТаблицы.Параметры.ИтогоКоличествоРасход = РезультатРасчетов.Итог("КоличествоРасход");

ОбластьПодвалТаблицы.Параметры.ИтогоСуммаРасход = РезультатРасчетов.Итог("СуммаРасход");

ТабДок.Вывести(ОбластьПодвалТаблицы);

КонецПроцедуры // ВывестиОтчет()

Данная процедура выводит результат расчетов в табличный документ. Для этого сначала идет получение макета, далее получаются области макета, табличный документ очищается от старых данных, заполняется заголовок и выводится, а так же шапка. После этого выводятся все строки результата расчетов. И в конце выводятся итоги.

Модуль формы:

Процедура ДействияФормыСформировать(Кнопка)

// сначала всякие проверки на корректный ввод исходных данных

Если Не ЗначениеЗаполнено(Материал) Тогда

Предупреждение("Пожалуйста укажите материал по которому необходимо рассчитать и сформировать отчет!",,);

Возврат;

КонецЕсли;

Если Не ЗначениеЗаполнено(КоличествоРасхода) Тогда

Предупреждение("Пожалуйста укажите величину расхода в натуральном выражении (поле ""количество расхода"") по которой нужно рассчитать отчет!",,);

Возврат;

КонецЕсли;

Если Не ЗначениеЗаполнено(МетодикаСписания) Тогда

Предупреждение("Пожалуйста укажите методику списания по которой необходимо рассчитать и сформировать отчет!",,);

Возврат;

КонецЕсли;

// проверка остатка величины расхода материала введенной пользователем

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| ОстаткиМатериала.КоличествоОстаток

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.Остатки(&ДатаКон, Счет.Код = ""10"", , Субконто1 = &Материал) КАК ОстаткиМатериала

|ГДЕ

| ОстаткиМатериала.КоличествоОстаток < &КоличествоРасхода";

Запрос.УстановитьПараметр("Материал" , Материал);

Запрос.УстановитьПараметр("ДатаКон" , КонецКвартала(Дата("20080101")));

Запрос.УстановитьПараметр("КоличествоРасхода", КоличествоРасхода);

Результат = Запрос.Выполнить();

Выборка = Результат.Выбрать();

Если Выборка.Следующий() Тогда

Сообщить("Величина расхода материала """ + Материал + """ в натуральном выражении (" + КоличествоРасхода + " единиц) не может быть больше остатка (" + Выборка.КоличествоОстаток + " единиц) по данным на конец I квартала 2008 г.!", СтатусСообщения.Важное);

Предупреждение("Расчет отчета не выполнен!",,);

Возврат;

КонецЕсли;

// выполним расчеты

РассчитатьОтчет();

// выведем расчеты

ВывестиОтчет(ЭлементыФормы.ТабДокумент);

КонецПроцедуры // ДействияФормыСформировать()

Данная процедура обрабатывает нажатие кнопки Сформировать. Она проверяет корректность данных, начинает расчет и выводит результат.

Если Не ЗначениеЗаполнено(Материал) Тогда

Предупреждение("Пожалуйста укажите материал по которому необходимо рассчитать и сформировать отчет!",,);

Возврат;

КонецЕсли;

Если Не ЗначениеЗаполнено(КоличествоРасхода) Тогда

Предупреждение("Пожалуйста укажите величину расхода в натуральном выражении (поле ""количество расхода"") по которой нужно рассчитать отчет!",,);

Возврат;

КонецЕсли;

Если Не ЗначениеЗаполнено(МетодикаСписания) Тогда

Предупреждение("Пожалуйста укажите методику списания по которой необходимо рассчитать и сформировать отчет!",,);

Возврат;

КонецЕсли;

В данном блоке проверяется заполнение необходимых полей.

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| ОстаткиМатериала.КоличествоОстаток

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.Остатки(&ДатаКон, Счет.Код = ""10"", , Субконто1 = &Материал) КАК ОстаткиМатериала

|ГДЕ

| ОстаткиМатериала.КоличествоОстаток < &КоличествоРасхода";

Запрос.УстановитьПараметр("Материал" , Материал);

Запрос.УстановитьПараметр("ДатаКон" , КонецКвартала(Дата("20080101")));

Запрос.УстановитьПараметр("КоличествоРасхода", КоличествоРасхода);

Результат = Запрос.Выполнить();

Выборка = Результат.Выбрать();

Если Выборка.Следующий() Тогда

Сообщить("Величина расхода материала """ + Материал + """ в натуральном выражении (" + КоличествоРасхода + " единиц) не может быть больше остатка (" + Выборка.КоличествоОстаток + " единиц) по данным на конец I квартала 2008 г.!", СтатусСообщения.Важное);

Предупреждение("Расчет отчета не выполнен!",,);

Возврат;

КонецЕсли;

В данном блоке идет получение данных из базы и проверяется количество материала.

// выполним расчеты

РассчитатьОтчет();

// выведем расчеты

ВывестиОтчет(ЭлементыФормы.ТабДокумент);

В данном блоке вызывается расчет отчета и вывод в табличный документ формы.

Сформированный отчет
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Требование

Исходная ситуация

Предприятие ведет бухгалтерский учет в программе «1С:Бухгалтерия 8.0 (7.7)».

Учет материалов ведется на счете 10 в разрезе субконто «Материалы» в стоимостном и натуральном выражении. Поступление материалов от-ражается в учете проводками д-т 10, кр-т 60. Расход материалов отражается проводками д т 20, кр-т 10. На счетах 20 и 60 аналитический учет (условно) не ведется.

В информационной базе предприятия имеются проводки за 1 квартал 2007 г. по приходу и расходу материалов. Стоимость списания материалов в них определяется по «средней скользящей».

Требуется

В каркасной конфигурации разработать программу, которая анализирует все проводки информационной базы и формирует отчет, где для выбранного материала отображается такой порядок следования операций расхода (относительно операций прихода), при котором общая сумма списанных материалов (по «средней скользящей цене») будет с точностью до копейки равна заданной величине.

При этом следует исходить из следующего:

* в один день не может быть более одной операции прихода материала одного вида, поступивший материал может расходоваться в этот же день, количество операций расхода в один день не ограничено;
* даты поступления материала изменять не допускается;
* количество списываемого материала в операциях расхода изменять не допускается;
* количественный остаток материала на каждую дату не может быть отрицательным;
* при вычислениях округление выполняется по правилу: 0,5 =1.

Искомый материал и предполагаемая сумма списания вводятся в диалоге.

Если требуемого порядка следования операций расхода не существует, то необходимо выдать соответствующее сообщение.

Требования по представлению результата

Разработанный модуль отчета следует сохранить его как внешний файл. Имя файла должно включать фамилию участника, его имя (без разделителя, русскими буквами) и расширение, например, ИвановОлег.ert. Форма отчета должна соответствовать представленной в примере.

Пример

Исходные данные

Пусть ИБ содержит следующие проводки по приходу и расходу материала М-01:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| Дата | Счет Дт | Субк. Дт | Счет Кт | Субк. Кт | Кол-во | Сумма | Содержание |
| 05.03.2007 | 10 | М-01 | 60 |  | 8 | 8000,00 | Приход МЦ |
| 16.03.2007 | 10 | М-01 | 60 |  | 12 | 10800,00 | Приход МЦ |
| 21.03.2007 | 10 | М-01 | 60 |  | 5 | 5500,00 | Приход МЦ |
| 27.03.2007 | 10 | М-01 | 60 |  | 10 | 9500,00 | Приход МЦ |
| 31.03.2007 | 20 |  | 10 | М-01 | 7 | 6760,00 | Расход МЦ |
| 31.03.2007 | 20 |  | 10 | М-01 | 5 | 4828,57 | Расход МЦ |
| 31.03.2007 | 20 |  | 10 | М-01 | 3 | 2897,14 | Расход МЦ |
| 31.03.2007 | 20 |  | 10 | М-01 | 8 | 7725,72 | Расход МЦ |

Необходимо

найти вариант списания материала М-01 на общую сумму 22 300,00 руб.

Результат

При заданных исходных данных искомый отчет будет иметь вид:

Вариант расхода Материала: М-01 на сумму: 22300,00

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| ДАТА | Кол-во приход | Цена приход | Сумма приход | Кол-во расход | Цена расход | Сумма расход |
| 05.03.2007 | 8 | 1000,00 | 8 000,00 | 3 | 1000,00 | 3 000,00 |
|  |  |  |  | 5 | 1000,00 | 5 000,00 |
| 16.03.2007 | 12 | 900,00 | 10 800,00 | 7 | 900,00 | 6 300,00 |
| 21.03.2007 | 5 | 1100,00 | 5 500,00 | 8 | 1000,00 | 8 000,00 |
| 27.03.2007 | 10 | 950,00 | 9 500,00 |  |  |  |
| ИТОГО: | 35 |  | 33 800,00 | 23 |  | 22 300,00 |

Решение

В задаче требуется определить порядок списания материала, не изменяя количество списания. Возможно множество различных комбинаций списания, и для того, чтобы найти нужный вариант – нужно обойти дерево комбинаций, для этого можно использовать рекурсивную функцию, перебирающую варианты. Более подробно расписано в разделе Реализация.

Реализация

Перем ТипБулево;

Перем ТипЧисло;

Перем ФлагНашли;

Перем ТаблицаСписания;

Функция ПолучитьТаблицуДопустимыхОпераций(ТаблицаРасход, КоличествоОстаток)

ОбщийСписокВариантов = ТаблицаРасход.Скопировать();

ОбщийСписокВариантов.Очистить();

Для Каждого СтрокаТЧ из ТаблицаРасход Цикл

Если СтрокаТЧ.Флаг Тогда

Продолжить;

КонецЕсли;

НоваяСтрока = ОбщийСписокВариантов.Добавить();

ЗаполнитьЗначенияСвойств(НоваяСтрока, СтрокаТЧ);

КонецЦикла;

СписокДопустимыхОпераций = Новый СписокЗначений;

Для Каждого Строка1 из ОбщийСписокВариантов Цикл

БуфКоличество = КоличествоОстаток;

Если Строка1.Количество > БуфКоличество Тогда

Продолжить;

КонецЕсли;

НовыйСписокОпераций = Новый ТаблицаЗначений;

НовыйСписокОпераций.Колонки.Добавить("Регистратор");

НовыйСписокОпераций.Колонки.Добавить("Количество", ТипЧисло);

СписокДопустимыхОпераций.Добавить(НовыйСписокОпераций);

НоваяСтрока = НовыйСписокОпераций.Добавить();

ЗаполнитьЗначенияСвойств(НоваяСтрока, Строка1);

БуфКоличество = БуфКоличество - Строка1.Количество;

Если БуфКоличество = 0 Тогда

Прервать;

КонецЕсли;

Для Каждого Строка2 Из ОбщийСписокВариантов Цикл

Если Строка1.Регистратор = Строка2.Регистратор Тогда

Продолжить;

КонецЕсли;

Если Строка2.Количество > БуфКоличество Тогда

Продолжить;

КонецЕсли;

НоваяСтрока = НовыйСписокОпераций.Добавить();

ЗаполнитьЗначенияСвойств(НоваяСтрока, Строка2);

БуфКоличество = БуфКоличество - Строка2.Количество;

Если БуфКоличество = 0 Тогда

Прервать;

КонецЕсли;

КонецЦикла;

КонецЦикла;

НовыйСписокОпераций = Новый ТаблицаЗначений;

НовыйСписокОпераций.Колонки.Добавить("Регистратор");

НовыйСписокОпераций.Колонки.Добавить("Количество", ТипЧисло);

СписокДопустимыхОпераций.Добавить(НовыйСписокОпераций);

Возврат СписокДопустимыхОпераций;

КонецФункции

Процедура РассчитатьДеревоРешений(ТаблицаПриход, ТаблицаРасход, НомерСтрокиПриход = 0,

КоличествоСтрокПриход, Знач КоличествоОстаток = 0, Знач СуммаОстаток = 0, Знач НайденнаяСумма = 0)

Если НомерСтрокиПриход = КоличествоСтрокПриход Тогда

Возврат;

КонецЕсли;

ОбрабатываемаяСтрока = ТаблицаПриход[НомерСтрокиПриход];

КоличествоОстаток = ОбрабатываемаяСтрока.Количество + КоличествоОстаток;

СуммаОстаток = ОбрабатываемаяСтрока.Сумма + СуммаОстаток;

МассивНайденныхСтрок = Новый Массив;

СписокДопустимыхОпераций = ПолучитьТаблицуДопустимыхОпераций(ТаблицаРасход, КоличествоОстаток);

Для Каждого ЭлементСписка из СписокДопустимыхОпераций Цикл

ТаблицаДопустимыхОпераций = ЭлементСписка.Значение;

ТаблицаДопустимыхОпераций.Колонки.Добавить("Цена", ТипЧисло);

ТаблицаДопустимыхОпераций.Колонки.Добавить("Сумма", ТипЧисло);

МассивНайденныхСтрок.Очистить();

ВсегоСписать = 0;

СуммаТекущегоУровня = 0;

СуммаОстатокБуф = СуммаОстаток;

КоличествоОстатокБуф = КоличествоОстаток;

Для Каждого СтрокаТаблицы из ТаблицаДопустимыхОпераций Цикл

ВсегоСписать = ВсегоСписать + СтрокаТаблицы.Количество;

НайденнаяСтрока = ТаблицаРасход.Найти(СтрокаТаблицы.Регистратор, "Регистратор");

НайденнаяСтрока.Флаг = Истина;

МассивНайденныхСтрок.Добавить(НайденнаяСтрока);

СтрокаТаблицы.Цена = СуммаОстатокБуф / КоличествоОстатокБуф;

СтрокаТаблицы.Сумма = СтрокаТаблицы.Количество \* СтрокаТаблицы.Цена;

СуммаТекущегоУровня = СуммаТекущегоУровня + СтрокаТаблицы.Сумма;

СуммаОстатокБуф = СуммаОстатокБуф - СтрокаТаблицы.Сумма;

КоличествоОстатокБуф = КоличествоОстатокБуф - СтрокаТаблицы.Количество;

КонецЦикла;

БуфНайденнаяСумма = НайденнаяСумма + СуммаТекущегоУровня;

Если Окр(БуфНайденнаяСумма, 2) = СуммаСписания И ТаблицаРасход.Найти(Ложь, "Флаг") = Неопределено Тогда

ФлагНашли = Истина;

ИначеЕсли БуфНайденнаяСумма < СуммаСписания Тогда

РассчитатьДеревоРешений(ТаблицаПриход, ТаблицаРасход, НомерСтрокиПриход + 1,

КоличествоСтрокПриход, КоличествоОстатокБуф,

СуммаОстатокБуф, БуфНайденнаяСумма);

КонецЕсли;

Если ФлагНашли Тогда

НоваяСтрока = ТаблицаСписания.Добавить();

НоваяСтрока.Период = ОбрабатываемаяСтрока.Период;

НоваяСтрока.Материалы = ТаблицаДопустимыхОпераций;

Возврат;

КонецЕсли;

Для Каждого СтрокаТаблицы из МассивНайденныхСтрок Цикл

СтрокаТаблицы.Флаг = Ложь;

КонецЦикла;

ОбработкаПрерыванияПользователя();

КонецЦикла;

КонецПроцедуры

Процедура ОсновнаяПанельСформировать(Кнопка)

Если Материал = Справочники.Материалы.ПустаяСсылка() Тогда

Предупреждение("Укажите материал!");

Возврат;

КонецЕсли;

Запрос = Новый Запрос("ВЫБРАТЬ

| ЖурналОперацийОбороты.Период КАК Период,

| ЖурналОперацийОбороты.КоличествоОборотДт КАК Количество,

| ЖурналОперацийОбороты.СуммаОборотДт КАК Сумма,

| ЖурналОперацийОбороты.СуммаОборотДт / ЖурналОперацийОбороты.КоличествоОборотДт КАК Цена

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.Обороты(, , День, Счет = &Счет, , Субконто1 = &Материал, , ) КАК ЖурналОперацийОбороты

|

|УПОРЯДОЧИТЬ ПО

| Период");

Запрос.УстановитьПараметр("Счет", ПланыСчетов.ПланСчетов.Материалы);

Запрос.УстановитьПараметр("Материал", Материал);

ТаблицаПриход = Запрос.Выполнить().Выгрузить();

Запрос.Текст = "ВЫБРАТЬ

| ЖурналОперацийОбороты.Регистратор,

| ЖурналОперацийОбороты.КоличествоОборотКт КАК Количество

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.Обороты(, , Регистратор, Счет = &Счет, , Субконто1 = &Материал, , ) КАК ЖурналОперацийОбороты";

ТаблицаРасход = Запрос.Выполнить().Выгрузить();

ТаблицаРасход.Колонки.Добавить("Флаг", ТипБулево);

Если ТаблицаПриход.Итог("Количество") < ТаблицаРасход.Итог("Количество") Тогда

Предупреждение("Поступившее количество меньше списанного количества. Списание не возможно.");

Возврат;

КонецЕсли;

ТаблицаСписания = Новый ТаблицаЗначений;

ТаблицаСписания.Колонки.Добавить("Период", Новый ОписаниеТипов("Дата"));

ТаблицаСписания.Колонки.Добавить("Материалы", Новый ОписаниеТипов("ТаблицаЗначений"));

ФлагНашли = Ложь;

НайденнаяСумма = 0;

РассчитатьДеревоРешений(ТаблицаПриход, ТаблицаРасход,,ТаблицаПриход.Количество());

ТаблицаСписания.Сортировать("Период Возр");

Макет = ПолучитьМакет("Отчет");

ДокументРезультат = ЭлементыФормы.ДокументРезультат;

ДокументРезультат.Очистить();

Если Не ФлагНашли Тогда

СтрокаБезВариантов = Макет.ПолучитьОбласть("СтрокаБезВариантов");

ДокументРезультат.Вывести(СтрокаБезВариантов);

Возврат;

КонецЕсли;

ШапкаТаблицы = Макет.ПолучитьОбласть("ШапкаТаблицы");

СтрокаТаблицы = Макет.ПолучитьОбласть("СтрокаТаблицы");

СтрокаПодвал = Макет.ПолучитьОбласть("СтрокаПодвал");

ШапкаТаблицы.Параметры.Материал = Материал;

ШапкаТаблицы.Параметры.СуммаСписания = Формат(СуммаСписания, "ЧДЦ=2");

ДокументРезультат.Вывести(ШапкаТаблицы);

СуммаРасход = 0;

КоличествоРасход = 0;

Для Каждого СтрокаПриход Из ТаблицаПриход Цикл

Для Сч = 0 По СтрокаТаблицы.Параметры.Количество() - 1 Цикл

СтрокаТаблицы.Параметры[Сч] = "";

КонецЦикла;

СтрокаТаблицы.Параметры.Период = СтрокаПриход.Период;

СтрокаТаблицы.Параметры.КоличествоПриход = СтрокаПриход.Количество;

СтрокаТаблицы.Параметры.ЦенаПриход = СтрокаПриход.Цена;

СтрокаТаблицы.Параметры.СуммаПриход = СтрокаПриход.Сумма;

НайденнаяСтрока = ТаблицаСписания.Найти(СтрокаПриход.Период, "Период");

Если НайденнаяСтрока <> Неопределено И НайденнаяСтрока.Материалы.Количество() > 0 Тогда

Для Каждого СтрокаРасход из НайденнаяСтрока.Материалы Цикл

СтрокаТаблицы.Параметры.КоличествоРасход = СтрокаРасход.Количество;

СтрокаТаблицы.Параметры.ЦенаРасход = СтрокаРасход.Цена;

СтрокаТаблицы.Параметры.СуммаРасход = СтрокаРасход.Сумма;

ДокументРезультат.Вывести(СтрокаТаблицы);

Для Сч = 0 По СтрокаТаблицы.Параметры.Количество() - 1 Цикл

СтрокаТаблицы.Параметры[Сч] = "";

КонецЦикла;

КоличествоРасход = КоличествоРасход + СтрокаРасход.Количество;

СуммаРасход = СуммаРасход + СтрокаРасход.Сумма;

КонецЦикла;

Иначе

ДокументРезультат.Вывести(СтрокаТаблицы);

КонецЕсли;

КонецЦикла;

СтрокаПодвал.Параметры.ИтогоСуммаПриход = ТаблицаПриход.Итог("Сумма");

СтрокаПодвал.Параметры.ИтогоКоличествоПриход = ТаблицаПриход.Итог("Количество");

СтрокаПодвал.Параметры.ИтогоСуммаРасход = СуммаРасход;

СтрокаПодвал.Параметры.ИтогоКоличествоРасход = КоличествоРасход;

ДокументРезультат.Вывести(СтрокаПодвал);

КонецПроцедуры

ТипБулево = Новый ОписаниеТипов("Булево");

ТипЧисло = Новый ОписаниеТипов("Число");

Автор: Наумов Сергей

Пояснения к коду:

Перем ТипБулево;

Перем ТипЧисло;

Перем ФлагНашли;

Перем ТаблицаСписания;

В данном блоке объявляются глобальные переменные, ТипБулево и ТипЧисло – для упрощения работы с описаниями типов. ФлагНашли – для индикации нахождения решения. ТаблицаСписания – для сохранения решения в виде таблицы значений.

Функция ПолучитьТаблицуДопустимыхОпераций(ТаблицаРасход, КоличествоОстаток)

ОбщийСписокВариантов = ТаблицаРасход.Скопировать();

ОбщийСписокВариантов.Очистить();

Для Каждого СтрокаТЧ из ТаблицаРасход Цикл

Если СтрокаТЧ.Флаг Тогда

Продолжить;

КонецЕсли;

НоваяСтрока = ОбщийСписокВариантов.Добавить();

ЗаполнитьЗначенияСвойств(НоваяСтрока, СтрокаТЧ);

КонецЦикла;

СписокДопустимыхОпераций = Новый СписокЗначений;

Для Каждого Строка1 из ОбщийСписокВариантов Цикл

БуфКоличество = КоличествоОстаток;

Если Строка1.Количество > БуфКоличество Тогда

Продолжить;

КонецЕсли;

НовыйСписокОпераций = Новый ТаблицаЗначений;

НовыйСписокОпераций.Колонки.Добавить("Регистратор");

НовыйСписокОпераций.Колонки.Добавить("Количество", ТипЧисло);

СписокДопустимыхОпераций.Добавить(НовыйСписокОпераций);

НоваяСтрока = НовыйСписокОпераций.Добавить();

ЗаполнитьЗначенияСвойств(НоваяСтрока, Строка1);

БуфКоличество = БуфКоличество - Строка1.Количество;

Если БуфКоличество = 0 Тогда

Прервать;

КонецЕсли;

Для Каждого Строка2 Из ОбщийСписокВариантов Цикл

Если Строка1.Регистратор = Строка2.Регистратор Тогда

Продолжить;

КонецЕсли;

Если Строка2.Количество > БуфКоличество Тогда

Продолжить;

КонецЕсли;

НоваяСтрока = НовыйСписокОпераций.Добавить();

ЗаполнитьЗначенияСвойств(НоваяСтрока, Строка2);

БуфКоличество = БуфКоличество - Строка2.Количество;

Если БуфКоличество = 0 Тогда

Прервать;

КонецЕсли;

КонецЦикла;

КонецЦикла;

НовыйСписокОпераций = Новый ТаблицаЗначений;

НовыйСписокОпераций.Колонки.Добавить("Регистратор");

НовыйСписокОпераций.Колонки.Добавить("Количество", ТипЧисло);

СписокДопустимыхОпераций.Добавить(НовыйСписокОпераций);

Возврат СписокДопустимыхОпераций;

КонецФункции

Данная функция получает список допустимых операций. Результат представлен как СписокЗначений, в котором каждая запись это ТаблицаЗначений, с колонками Регистратор и Количество. В таблицу значений попадают операции с одинаковым Регистратором и допустимым количеством, то есть сумма по колонке Количество не превышает КоличествоОстаток.

ОбщийСписокВариантов = ТаблицаРасход.Скопировать();

ОбщийСписокВариантов.Очистить();

Для Каждого СтрокаТЧ из ТаблицаРасход Цикл

Если СтрокаТЧ.Флаг Тогда

Продолжить;

КонецЕсли;

НоваяСтрока = ОбщийСписокВариантов.Добавить();

ЗаполнитьЗначенияСвойств(НоваяСтрока, СтрокаТЧ);

КонецЦикла;

В данном блоке создается копия таблицы расхода, очищается (сделано для того, чтобы взять от таблицы расхода только колонки) и заполняется теми строками таблицы расхода, у которых Флаг не равен Истина.

СписокДопустимыхОпераций = Новый СписокЗначений;

В данной строке создается СписокЗначений для хранения результата выполнения функции.

Для Каждого Строка1 из ОбщийСписокВариантов Цикл

БуфКоличество = КоличествоОстаток;

Если Строка1.Количество > БуфКоличество Тогда

Продолжить;

КонецЕсли;

НовыйСписокОпераций = Новый ТаблицаЗначений;

НовыйСписокОпераций.Колонки.Добавить("Регистратор");

НовыйСписокОпераций.Колонки.Добавить("Количество", ТипЧисло);

СписокДопустимыхОпераций.Добавить(НовыйСписокОпераций);

НоваяСтрока = НовыйСписокОпераций.Добавить();

ЗаполнитьЗначенияСвойств(НоваяСтрока, Строка1);

БуфКоличество = БуфКоличество - Строка1.Количество;

Если БуфКоличество = 0 Тогда

Прервать;

КонецЕсли;

Для Каждого Строка2 Из ОбщийСписокВариантов Цикл

Если Строка1.Регистратор = Строка2.Регистратор Тогда

Продолжить;

КонецЕсли;

Если Строка2.Количество > БуфКоличество Тогда

Продолжить;

КонецЕсли;

НоваяСтрока = НовыйСписокОпераций.Добавить();

ЗаполнитьЗначенияСвойств(НоваяСтрока, Строка2);

БуфКоличество = БуфКоличество - Строка2.Количество;

Если БуфКоличество = 0 Тогда

Прервать;

КонецЕсли;

КонецЦикла;

КонецЦикла;

В данном блоке идет обход всего списка вариантов (те строки из таблицы расхода, у которых флаг = ложь), с выбором тех, которые при добавлении не переполняют остаток количества. При нахождении подходящего варианта, создается новая таблица значений, которая добавляется в список результата и в данную таблицу значений добавляются все строки относящиеся к одному и тому же регистратору и не вызывающие переполнение остатка количества. Когда остаток количества становится равен нулю – составление списка допустимых операций прекращается.

НовыйСписокОпераций = Новый ТаблицаЗначений;

НовыйСписокОпераций.Колонки.Добавить("Регистратор");

НовыйСписокОпераций.Колонки.Добавить("Количество", ТипЧисло);

СписокДопустимыхОпераций.Добавить(НовыйСписокОпераций);

Возврат СписокДопустимыхОпераций;

В данном блоке создается и добавляется в список пустая таблица значений, для предотвращения ошибок, в случае отсутствия возможных операций. После этого выполняется возврат сгенерированного списка.

Процедура РассчитатьДеревоРешений(ТаблицаПриход, ТаблицаРасход, НомерСтрокиПриход = 0,

КоличествоСтрокПриход, Знач КоличествоОстаток = 0, Знач СуммаОстаток = 0, Знач НайденнаяСумма = 0)

Если НомерСтрокиПриход = КоличествоСтрокПриход Тогда

Возврат;

КонецЕсли;

ОбрабатываемаяСтрока = ТаблицаПриход[НомерСтрокиПриход];

КоличествоОстаток = ОбрабатываемаяСтрока.Количество + КоличествоОстаток;

СуммаОстаток = ОбрабатываемаяСтрока.Сумма + СуммаОстаток;

МассивНайденныхСтрок = Новый Массив;

СписокДопустимыхОпераций = ПолучитьТаблицуДопустимыхОпераций(ТаблицаРасход, КоличествоОстаток);

Для Каждого ЭлементСписка из СписокДопустимыхОпераций Цикл

ТаблицаДопустимыхОпераций = ЭлементСписка.Значение;

ТаблицаДопустимыхОпераций.Колонки.Добавить("Цена", ТипЧисло);

ТаблицаДопустимыхОпераций.Колонки.Добавить("Сумма", ТипЧисло);

МассивНайденныхСтрок.Очистить();

ВсегоСписать = 0;

СуммаТекущегоУровня = 0;

СуммаОстатокБуф = СуммаОстаток;

КоличествоОстатокБуф = КоличествоОстаток;

Для Каждого СтрокаТаблицы из ТаблицаДопустимыхОпераций Цикл

ВсегоСписать = ВсегоСписать + СтрокаТаблицы.Количество;

НайденнаяСтрока = ТаблицаРасход.Найти(СтрокаТаблицы.Регистратор, "Регистратор");

НайденнаяСтрока.Флаг = Истина;

МассивНайденныхСтрок.Добавить(НайденнаяСтрока);

СтрокаТаблицы.Цена = СуммаОстатокБуф / КоличествоОстатокБуф;

СтрокаТаблицы.Сумма = СтрокаТаблицы.Количество \* СтрокаТаблицы.Цена;

СуммаТекущегоУровня = СуммаТекущегоУровня + СтрокаТаблицы.Сумма;

СуммаОстатокБуф = СуммаОстатокБуф - СтрокаТаблицы.Сумма;

КоличествоОстатокБуф = КоличествоОстатокБуф - СтрокаТаблицы.Количество;

КонецЦикла;

БуфНайденнаяСумма = НайденнаяСумма + СуммаТекущегоУровня;

Если Окр(БуфНайденнаяСумма, 2) = СуммаСписания И ТаблицаРасход.Найти(Ложь, "Флаг") = Неопределено Тогда

ФлагНашли = Истина;

ИначеЕсли БуфНайденнаяСумма < СуммаСписания Тогда

РассчитатьДеревоРешений(ТаблицаПриход, ТаблицаРасход, НомерСтрокиПриход + 1,

КоличествоСтрокПриход, КоличествоОстатокБуф,

СуммаОстатокБуф, БуфНайденнаяСумма);

КонецЕсли;

Если ФлагНашли Тогда

НоваяСтрока = ТаблицаСписания.Добавить();

НоваяСтрока.Период = ОбрабатываемаяСтрока.Период;

НоваяСтрока.Материалы = ТаблицаДопустимыхОпераций;

Возврат;

КонецЕсли;

Для Каждого СтрокаТаблицы из МассивНайденныхСтрок Цикл

СтрокаТаблицы.Флаг = Ложь;

КонецЦикла;

ОбработкаПрерыванияПользователя();

КонецЦикла;

КонецПроцедуры

Данная процедура рекурсивно обходит дерево решений, по завершению работы этой процедуры, в глобальной переменной ТаблицаСписания будет находиться результат выполнения.

Если НомерСтрокиПриход = КоличествоСтрокПриход Тогда

Возврат;

КонецЕсли;

В данном блоке проверяется, был ли достигнут конец таблицы прихода (все записи прихода проверены).

ОбрабатываемаяСтрока = ТаблицаПриход[НомерСтрокиПриход];

КоличествоОстаток = ОбрабатываемаяСтрока.Количество + КоличествоОстаток;

СуммаОстаток = ОбрабатываемаяСтрока.Сумма + СуммаОстаток;

В данном блоке получаются остатки количества и суммы для текущей строки из таблицы прихода.

МассивНайденныхСтрок = Новый Массив;

СписокДопустимыхОпераций = ПолучитьТаблицуДопустимыхОпераций(ТаблицаРасход, КоличествоОстаток);

В данном блоке создается массив для хранения строк таблицы расхода, над которыми будем работать (для управления флагом). И получаем весь список допустимых операций.

Для Каждого ЭлементСписка из СписокДопустимыхОпераций Цикл

ТаблицаДопустимыхОпераций = ЭлементСписка.Значение;

ТаблицаДопустимыхОпераций.Колонки.Добавить("Цена", ТипЧисло);

ТаблицаДопустимыхОпераций.Колонки.Добавить("Сумма", ТипЧисло);

МассивНайденныхСтрок.Очистить();

ВсегоСписать = 0;

СуммаТекущегоУровня = 0;

СуммаОстатокБуф = СуммаОстаток;

КоличествоОстатокБуф = КоличествоОстаток;

Для Каждого СтрокаТаблицы из ТаблицаДопустимыхОпераций Цикл

ВсегоСписать = ВсегоСписать + СтрокаТаблицы.Количество;

НайденнаяСтрока = ТаблицаРасход.Найти(СтрокаТаблицы.Регистратор, "Регистратор");

НайденнаяСтрока.Флаг = Истина;

МассивНайденныхСтрок.Добавить(НайденнаяСтрока);

СтрокаТаблицы.Цена = СуммаОстатокБуф / КоличествоОстатокБуф;

СтрокаТаблицы.Сумма = СтрокаТаблицы.Количество \* СтрокаТаблицы.Цена;

СуммаТекущегоУровня = СуммаТекущегоУровня + СтрокаТаблицы.Сумма;

СуммаОстатокБуф = СуммаОстатокБуф - СтрокаТаблицы.Сумма;

КоличествоОстатокБуф = КоличествоОстатокБуф - СтрокаТаблицы.Количество;

КонецЦикла;

БуфНайденнаяСумма = НайденнаяСумма + СуммаТекущегоУровня;

Если Окр(БуфНайденнаяСумма, 2) = СуммаСписания И ТаблицаРасход.Найти(Ложь, "Флаг") = Неопределено Тогда

ФлагНашли = Истина;

ИначеЕсли БуфНайденнаяСумма < СуммаСписания Тогда

РассчитатьДеревоРешений(ТаблицаПриход, ТаблицаРасход, НомерСтрокиПриход + 1,

КоличествоСтрокПриход, КоличествоОстатокБуф,

СуммаОстатокБуф, БуфНайденнаяСумма);

КонецЕсли;

Если ФлагНашли Тогда

НоваяСтрока = ТаблицаСписания.Добавить();

НоваяСтрока.Период = ОбрабатываемаяСтрока.Период;

НоваяСтрока.Материалы = ТаблицаДопустимыхОпераций;

Возврат;

КонецЕсли;

Для Каждого СтрокаТаблицы из МассивНайденныхСтрок Цикл

СтрокаТаблицы.Флаг = Ложь;

КонецЦикла;

ОбработкаПрерыванияПользователя();

КонецЦикла;

В данном блоке происходит обход списка допустимых операций. Для начала в таблицу значений допустимых операций добавляются две колонки – Цена и Сумма, типа Число. Далее очищается массив найденных строк, для заполнения его новыми строками, которые будем использовать на данной итерации цикла. Каждая строка из таблицы допустимых операций находится по регистратору в таблице расхода, с записью результата в массив найденных строк и выставлением флага в значение истина, а также рассчитывается списанная сумма, цена, сумма и сумма по уровню обновляются остатки. Далее определяется значение найденной суммы. Если найденная сумма равна сумме списания (с округлением 0.5 = 1) и в таблице расхода все строки помечены флагом истина, то запоминаем, что решение найдено и рекурсивно возвращаясь к корню вызова функции таблица списания будет заполнена. Если найденная сумма меньше суммы списания, то функция рекурсивно вызывается, для следующей строки прихода. Далее если ФлагНашли истина, значит решение найдено и требуется добавлять обрабатываемую строку в ТаблицуСписания, с возвратом из процедуры. Если же решение не найдено, то используя массив найденных строк, таблица расхода будет восстановлена к первоначальному состоянию. Так же вызываем процедуру ОбработкаПрерыванияПользователя(), для возможности остановить работу процедуры (в случае зацикливания к примеру) клавишами Ctrl+Break.

Процедура ОсновнаяПанельСформировать(Кнопка)

Если Материал = Справочники.Материалы.ПустаяСсылка() Тогда

Предупреждение("Укажите материал!");

Возврат;

КонецЕсли;

Запрос = Новый Запрос("ВЫБРАТЬ

| ЖурналОперацийОбороты.Период КАК Период,

| ЖурналОперацийОбороты.КоличествоОборотДт КАК Количество,

| ЖурналОперацийОбороты.СуммаОборотДт КАК Сумма,

| ЖурналОперацийОбороты.СуммаОборотДт / ЖурналОперацийОбороты.КоличествоОборотДт КАК Цена

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.Обороты(, , День, Счет = &Счет, , Субконто1 = &Материал, , ) КАК ЖурналОперацийОбороты

|

|УПОРЯДОЧИТЬ ПО

| Период");

Запрос.УстановитьПараметр("Счет", ПланыСчетов.ПланСчетов.Материалы);

Запрос.УстановитьПараметр("Материал", Материал);

ТаблицаПриход = Запрос.Выполнить().Выгрузить();

Запрос.Текст = "ВЫБРАТЬ

| ЖурналОперацийОбороты.Регистратор,

| ЖурналОперацийОбороты.КоличествоОборотКт КАК Количество

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.Обороты(, , Регистратор, Счет = &Счет, , Субконто1 = &Материал, , ) КАК ЖурналОперацийОбороты";

ТаблицаРасход = Запрос.Выполнить().Выгрузить();

ТаблицаРасход.Колонки.Добавить("Флаг", ТипБулево);

Если ТаблицаПриход.Итог("Количество") < ТаблицаРасход.Итог("Количество") Тогда

Предупреждение("Поступившее количество меньше списанного количества. Списание не возможно.");

Возврат;

КонецЕсли;

ТаблицаСписания = Новый ТаблицаЗначений;

ТаблицаСписания.Колонки.Добавить("Период", Новый ОписаниеТипов("Дата"));

ТаблицаСписания.Колонки.Добавить("Материалы", Новый ОписаниеТипов("ТаблицаЗначений"));

ФлагНашли = Ложь;

НайденнаяСумма = 0;

РассчитатьДеревоРешений(ТаблицаПриход, ТаблицаРасход,,ТаблицаПриход.Количество());

ТаблицаСписания.Сортировать("Период Возр");

Макет = ПолучитьМакет("Отчет");

ДокументРезультат = ЭлементыФормы.ДокументРезультат;

ДокументРезультат.Очистить();

Если Не ФлагНашли Тогда

СтрокаБезВариантов = Макет.ПолучитьОбласть("СтрокаБезВариантов");

ДокументРезультат.Вывести(СтрокаБезВариантов);

Возврат;

КонецЕсли;

ШапкаТаблицы = Макет.ПолучитьОбласть("ШапкаТаблицы");

СтрокаТаблицы = Макет.ПолучитьОбласть("СтрокаТаблицы");

СтрокаПодвал = Макет.ПолучитьОбласть("СтрокаПодвал");

ШапкаТаблицы.Параметры.Материал = Материал;

ШапкаТаблицы.Параметры.СуммаСписания = Формат(СуммаСписания, "ЧДЦ=2");

ДокументРезультат.Вывести(ШапкаТаблицы);

СуммаРасход = 0;

КоличествоРасход = 0;

Для Каждого СтрокаПриход Из ТаблицаПриход Цикл

Для Сч = 0 По СтрокаТаблицы.Параметры.Количество() - 1 Цикл

СтрокаТаблицы.Параметры[Сч] = "";

КонецЦикла;

СтрокаТаблицы.Параметры.Период = СтрокаПриход.Период;

СтрокаТаблицы.Параметры.КоличествоПриход = СтрокаПриход.Количество;

СтрокаТаблицы.Параметры.ЦенаПриход = СтрокаПриход.Цена;

СтрокаТаблицы.Параметры.СуммаПриход = СтрокаПриход.Сумма;

НайденнаяСтрока = ТаблицаСписания.Найти(СтрокаПриход.Период, "Период");

Если НайденнаяСтрока <> Неопределено И НайденнаяСтрока.Материалы.Количество() > 0 Тогда

Для Каждого СтрокаРасход из НайденнаяСтрока.Материалы Цикл

СтрокаТаблицы.Параметры.КоличествоРасход = СтрокаРасход.Количество;

СтрокаТаблицы.Параметры.ЦенаРасход = СтрокаРасход.Цена;

СтрокаТаблицы.Параметры.СуммаРасход = СтрокаРасход.Сумма;

ДокументРезультат.Вывести(СтрокаТаблицы);

Для Сч = 0 По СтрокаТаблицы.Параметры.Количество() - 1 Цикл

СтрокаТаблицы.Параметры[Сч] = "";

КонецЦикла;

КоличествоРасход = КоличествоРасход + СтрокаРасход.Количество;

СуммаРасход = СуммаРасход + СтрокаРасход.Сумма;

КонецЦикла;

Иначе

ДокументРезультат.Вывести(СтрокаТаблицы);

КонецЕсли;

КонецЦикла;

СтрокаПодвал.Параметры.ИтогоСуммаПриход = ТаблицаПриход.Итог("Сумма");

СтрокаПодвал.Параметры.ИтогоКоличествоПриход = ТаблицаПриход.Итог("Количество");

СтрокаПодвал.Параметры.ИтогоСуммаРасход = СуммаРасход;

СтрокаПодвал.Параметры.ИтогоКоличествоРасход = КоличествоРасход;

ДокументРезультат.Вывести(СтрокаПодвал);

КонецПроцедуры

Данная процедура вызывается при нажатии кнопки формы Сформировать. В ней происходит получение данных из базы, вызов функции поиска решения и вывод результата в табличный документ.

Если Материал = Справочники.Материалы.ПустаяСсылка() Тогда

Предупреждение("Укажите материал!");

Возврат;

КонецЕсли;

В данном блоке проверяется указан ли материал.

Запрос = Новый Запрос("ВЫБРАТЬ

| ЖурналОперацийОбороты.Период КАК Период,

| ЖурналОперацийОбороты.КоличествоОборотДт КАК Количество,

| ЖурналОперацийОбороты.СуммаОборотДт КАК Сумма,

| ЖурналОперацийОбороты.СуммаОборотДт / ЖурналОперацийОбороты.КоличествоОборотДт КАК Цена

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.Обороты(, , День, Счет = &Счет, , Субконто1 = &Материал, , ) КАК ЖурналОперацийОбороты

|

|УПОРЯДОЧИТЬ ПО

| Период");

Запрос.УстановитьПараметр("Счет", ПланыСчетов.ПланСчетов.Материалы);

Запрос.УстановитьПараметр("Материал", Материал);

ТаблицаПриход = Запрос.Выполнить().Выгрузить();

В данном блоке происходит получение таблицы приходов из базы и выгрузка в переменную.

Запрос.Текст = "ВЫБРАТЬ

| ЖурналОперацийОбороты.Регистратор,

| ЖурналОперацийОбороты.КоличествоОборотКт КАК Количество

|ИЗ

| РегистрБухгалтерии.ЖурналОпераций.Обороты(, , Регистратор, Счет = &Счет, , Субконто1 = &Материал, , ) КАК ЖурналОперацийОбороты";

ТаблицаРасход = Запрос.Выполнить().Выгрузить();

ТаблицаРасход.Колонки.Добавить("Флаг", ТипБулево);

В данном блоке происходит получение таблицы расходов из базы и выгрузка в переменную, а также добавление колонки Флаг.

Если ТаблицаПриход.Итог("Количество") < ТаблицаРасход.Итог("Количество") Тогда

Предупреждение("Поступившее количество меньше списанного количества. Списание не возможно.");

Возврат;

КонецЕсли;

В данном блоке проверяется корректность данных.

ТаблицаСписания = Новый ТаблицаЗначений;

ТаблицаСписания.Колонки.Добавить("Период", Новый ОписаниеТипов("Дата"));

ТаблицаСписания.Колонки.Добавить("Материалы", Новый ОписаниеТипов("ТаблицаЗначений"));

ФлагНашли = Ложь;

НайденнаяСумма = 0;

РассчитатьДеревоРешений(ТаблицаПриход, ТаблицаРасход,,ТаблицаПриход.Количество());

ТаблицаСписания.Сортировать("Период Возр");

В данном блоке создается таблица значений для хранения результата, с колонками Период и Материалы, указываются начальные данные (флаг = ложь и найденная сумма = 0) и вызывается процедура нахождения решения. После нахождения решения таблица с результатом сортируется по колонке период.

Макет = ПолучитьМакет("Отчет");

ДокументРезультат = ЭлементыФормы.ДокументРезультат;

ДокументРезультат.Очистить();

В данном блоке получается макет для вывода результата и табличный документ, в который будет выводиться результат, с очисткой от старых данных.

Если Не ФлагНашли Тогда

СтрокаБезВариантов = Макет.ПолучитьОбласть("СтрокаБезВариантов");

ДокументРезультат.Вывести(СтрокаБезВариантов);

Возврат;

КонецЕсли;

Если поиск решений не дал результатов, то в табличный документ будет выведена соответствующая область.

ШапкаТаблицы = Макет.ПолучитьОбласть("ШапкаТаблицы");

СтрокаТаблицы = Макет.ПолучитьОбласть("СтрокаТаблицы");

СтрокаПодвал = Макет.ПолучитьОбласть("СтрокаПодвал");

В данном блоке идет получение областей макета.

ШапкаТаблицы.Параметры.Материал = Материал;

ШапкаТаблицы.Параметры.СуммаСписания = Формат(СуммаСписания, "ЧДЦ=2");

ДокументРезультат.Вывести(ШапкаТаблицы);

В данном блоке выводится шапка таблицы.

СуммаРасход = 0;

КоличествоРасход = 0;

Для Каждого СтрокаПриход Из ТаблицаПриход Цикл

Для Сч = 0 По СтрокаТаблицы.Параметры.Количество() - 1 Цикл

СтрокаТаблицы.Параметры[Сч] = "";

КонецЦикла;

СтрокаТаблицы.Параметры.Период = СтрокаПриход.Период;

СтрокаТаблицы.Параметры.КоличествоПриход = СтрокаПриход.Количество;

СтрокаТаблицы.Параметры.ЦенаПриход = СтрокаПриход.Цена;

СтрокаТаблицы.Параметры.СуммаПриход = СтрокаПриход.Сумма;

НайденнаяСтрока = ТаблицаСписания.Найти(СтрокаПриход.Период, "Период");

Если НайденнаяСтрока <> Неопределено И НайденнаяСтрока.Материалы.Количество() > 0 Тогда

Для Каждого СтрокаРасход из НайденнаяСтрока.Материалы Цикл

СтрокаТаблицы.Параметры.КоличествоРасход = СтрокаРасход.Количество;

СтрокаТаблицы.Параметры.ЦенаРасход = СтрокаРасход.Цена;

СтрокаТаблицы.Параметры.СуммаРасход = СтрокаРасход.Сумма;

ДокументРезультат.Вывести(СтрокаТаблицы);

Для Сч = 0 По СтрокаТаблицы.Параметры.Количество() - 1 Цикл

СтрокаТаблицы.Параметры[Сч] = "";

КонецЦикла;

КоличествоРасход = КоличествоРасход + СтрокаРасход.Количество;

СуммаРасход = СуммаРасход + СтрокаРасход.Сумма;

КонецЦикла;

Иначе

ДокументРезультат.Вывести(СтрокаТаблицы);

КонецЕсли;

КонецЦикла;

В данном блоке выводятся операции прихода и операции списания, полученные в результате решения. А также считается сумма расхода и количество расхода.

СтрокаПодвал.Параметры.ИтогоСуммаПриход = ТаблицаПриход.Итог("Сумма");

СтрокаПодвал.Параметры.ИтогоКоличествоПриход = ТаблицаПриход.Итог("Количество");

СтрокаПодвал.Параметры.ИтогоСуммаРасход = СуммаРасход;

СтрокаПодвал.Параметры.ИтогоКоличествоРасход = КоличествоРасход;

ДокументРезультат.Вывести(СтрокаПодвал);

В данном блоке выводятся итоговые сумма и количество по расходу и приходу.

ТипБулево = Новый ОписаниеТипов("Булево");

ТипЧисло = Новый ОписаниеТипов("Число");

В данном блоке происходит получение описаний типов для глобальных переменных.

Сформированный отчет
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Требование

На торговом предприятии ХХХ в информационной базе программы «1С:Бухгалтерия» хранится учетная информация о реализации товаров покупателям. Реализация товаров отражается в виде проводок в дебет счета 62.1 с кредита счета 41.1. Проводки сгруппированы по операциям так, что каждая операция содержит информацию об одной покупке, сделанной одним покупателем. Каждая покупка может состоять из одного или нескольких различных товаров в произвольном количестве. Необходимо разработать программу, позволяющую выявить наиболее часто встречающиеся сочетания товаров, приобретаемых покупателями в рамках одной покупки (то есть, выявить наиболее популярные комбинации), из 2-х и 3-х товаров.

При разработке программы следует исходить из следующих условий и допущений.

1. На счете 41.1 аналитический учет ведется по номенклатуре товаров, аналитический учет на счете 62.1 не предусмотрен.
2. В проводках одной операции каждый товар может встречаться только однократно.
3. При анализе встречаемости комбинаций количество отпущенного товара не учитывается.
4. При наличии нескольких комбинаций товаров с одинаковой частотой встречаемости необходимо включить в отчет все такие комбинации.
5. Результатная информация должна содержать для каждой комбинации перечень наименований входящих в нее товаров и частоту ее встречаемости в ИБ, например, в следующем виде:

|  |  |  |  |
| --- | --- | --- | --- |
| № | Количество товаров в комбинации | Комбинации товаров | Частота встречаемости |
| 1 | 2 | Товар15, Товар39 | 31 |
| 2 | 2 | Товар23, Товар75 | 31 |
| 3 | 2 | Товар29, Товар88 | 31 |
| 4 | 3 | Товар15, Товар39, Товар 62 | 11 |
| 5 | 3 | Товар19, Товар41, Товар 77 | 11 |

Для отладки программы необходимо подготовить информационную базу предприятия ХХХ, содержащую операции реализации товаров за некоторый период. Поскольку количество и стоимость отпущенного товара не влияют на результаты анализа, данные показатели во всех проводках могут быть одинаковыми. Первоначальные остатки по товарам вводятся одной операцией, содержащей проводки в дебет счета 41.1 с кредита счета 00.

Решение

Перед решением требуется создать информационную базу, и заполнить данными. Требуемые объекты конфигурации указаны в задании. Для дальнейшей отладки будет использоваться следующий набор начальных данных:

Ввод остатков:

|  |  |  |
| --- | --- | --- |
| Товар | Стоимость | Количество |
| Изд-01 | 5000 | 5 |
| Изд-02 | 5000 | 5 |
| Изд-03 | 5000 | 5 |
| Изд-04 | 5000 | 5 |
| Изд-05 | 5000 | 5 |
| Изд-06 | 5000 | 5 |
| Изд-07 | 5000 | 5 |
| Изд-08 | 5000 | 5 |
| Изд-09 | 5000 | 5 |

Реализация товара:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Номер | Товары | | | | | |
| 1 | Изд-01 | | | | | |
| 2 | Изд-01 | | | Изд-03 | | |
| 3 | Изд-03 | | | Изд-01 | | |
| 4 | Изд-03 | | Изд-01 | | Изд-02 | |
| 5 | Изд-02 | | Изд-01 | | Изд-03 | |
| 6 | Изд-03 | Изд-01 | | Изд-04 | | Изд-02 |
| 7 | Изд-03 | | Изд-01 | | Изд-04 | |
| 8 | Изд-03 | Изд-04 | | Изд-02 | | Изд-01 |
| 9 | Изд-03 | | Изд-04 | | Изд-01 | |
| 10 | Изд-07 | | | | | |
| 11 | Изд-07 | | Изд-04 | | Изд-02 | |
| 12 | Изд-07 | | | | | |
| 13 | Изд-01 | | | | | |
| 14 | Изд-01 | | | | | |

Для решения задачи будет использоваться объект АнализДанных. Данный объект предназначен для выполнения анализа данных (кластерный анализ, поиск ассоциативных правил, поиск последовательностей и другие виды анализа). Для данной задачи требуется «поиск ассоциативных правил». Данный тип анализа осуществляет поиск часто встречае­мых вместе групп объектов или значений характеристик, а также производит поиск правил ассоциаций. С помощью поиска ас­социаций легко можно опреде­лять приобретаемые вместе товары. Для анализа передаются следующие пары - Документ «Реализация товара» - товар (проданный по данному документу). Для требуемого результата нужно установить следующие параметры анализа: тип отсечения правил – покрытые (для отсечения правил, покрытых другими правилами) и порядок – по количеству случаев. После выполнения анализа требуется разобрать полученные результаты и отобразить в табличный документ.

Реализация

&НаКлиенте

Процедура Сформировать(Команда)

СформироватьНаСервере();

КонецПроцедуры

&НаСервере

Процедура СформироватьНаСервере()

ТабДок.Очистить();

ЭтотОбъект=РеквизитФормыВЗначение("Отчет");

Макет = ЭтотОбъект.ПолучитьМакет("Макет");

Область = Макет.ПолучитьОбласть("Шапка");

ТабДок.Вывести(Область);

Анализ = Новый АнализДанных;

Анализ.ТипАнализа = Тип("АнализДанныхПоискАссоциаций");

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| ПродажиКомпанииОбороты.Регистратор Как ДокументПродажи,

| ПродажиКомпанииОбороты.Субконто1

|ИЗ

| РегистрБухгалтерии.ЖурналПроводок.Обороты(, , Регистратор, Счет = &Счет, , , , ) КАК ПродажиКомпанииОбороты

|ГДЕ

|ПродажиКомпанииОбороты.КорСчет = &НСчет

|УПОРЯДОЧИТЬ ПО

| ДокументПродажи";

Запрос.УстановитьПараметр("Счет",ПланыСчетов.ПланСчетов.Товары);

Запрос.УстановитьПараметр("НСчет",ПланыСчетов.ПланСчетов.Продажи);

Анализ.ИсточникДанных = Запрос.Выполнить();

Анализ.Параметры.ТипОтсеченияПравил.Значение = ТипОтсеченияПравилАссоциации.Покрытые;

Анализ.Параметры.Порядок.Значение = ТипУпорядочиванияПравилАссоциацииАнализаДанных.ПоКоличествуСлучаев;

РезультатАнализа = Анализ.Выполнить();

АнализТовар = РезультатАнализа.Правила;

МаксимумДва = 0;

КоличествоТри = 0;

КоличествоДва = 0;

МаксимумТри = 0;

МассивТри = новый Массив();

МассивДва = новый Массив();

НомерСтроки=1;

Для каждого Правило Из АнализТовар Цикл

Сообщить(Правило);

Строка = РазборПравила(Правило);

Если Строка["Количество"]=3 Тогда

Если Строка["Процент"]>=МаксимумТри Тогда

Массив = Строка["Массив"];

Если ПроверкаПар(МассивТри,Массив) Тогда

МассивТри.Добавить((Массив));

КоличествоТри = Окр(РезультатАнализа.КоличествоОбъектов\*Строка["Процент"])/100;

Область=Макет.ПолучитьОбласть("Строка");

Область.Параметры.НомерСтроки=НомерСтроки;

Область.Параметры.КолКомб=3;

Область.Параметры.Комбинации=Массив[0]+", "+Массив[1]+", "+Массив[2];

Область.Параметры.Частота=КоличествоТри;

ТабДок.Вывести(Область);

МаксимумТри = Строка["Процент"];

НомерСтроки=НомерСтроки+1;

КонецЕсли;

КонецЕсли;

КонецЕсли;

Если Строка["Количество"]=2 Тогда

Если Строка["Процент"]>=МаксимумДва Тогда

Массив = Строка["Массив"];

Если ПроверкаПар(МассивДва,Массив) Тогда

МассивДва.Добавить(Массив);

МаксимумДва = Строка["Процент"];

КоличествоДва = Окр(РезультатАнализа.КоличествоОбъектов\*Строка["Процент"])/100;

Область=Макет.ПолучитьОбласть("Строка");

Область.Параметры.НомерСтроки=НомерСтроки;

Область.Параметры.КолКомб=2;

Область.Параметры.Комбинации=Массив[0]+", "+Массив[1];

Область.Параметры.Частота=КоличествоДва;

ТабДок.Вывести(Область);

НомерСтроки=НомерСтроки+1;

КонецЕсли;

КонецЕсли;

КонецЕсли;

КонецЦикла;

ТабДок.ТолькоПросмотр=Истина;

КонецПроцедуры

Функция РазборПравила(Правило)

ИндексСкобочки=0;

Бегун=СтрДлина(Правило)-1;

Пока Не ИндексСкобочки И Бегун>=0 Цикл

Буква = Сред(Правило,Бегун,1);

Если(Буква="(") Тогда

ИндексСкобочки=Бегун;

КонецЕсли;

Бегун = Бегун-1;

КонецЦикла;

ПроцентСлуч = Прав(Правило,СтрДлина(Правило) - ИндексСкобочки);

//ПроцентСлуч = Лев(ПроцентСлуч, СтрДлина(ПроцентСлуч)-1);

ПроцентСлуч = Сред(ПроцентСлуч,Найти(ПроцентСлуч,";")+2);

ПроцентСлуч = Лев(ПроцентСлуч,Найти(ПроцентСлуч,";")-1);

Товары = Лев (Правило,ИндексСкобочки - 1);

Товары = СтрЗаменить(Товары,"Субконто1 = ","");

Товары = СтрЗаменить(Товары," => ",",");

МассТов = РазложитьСтрокуВМассивПодстрок(Товары, ",");

Для бегун = 0 По МассТов.Количество()-1 Цикл

МассТов[бегун] = СокрЛП(МассТов[бегун]);

КонецЦикла;

Результат = новый Соответствие();

Результат.Вставить("Процент",Число(ПроцентСлуч));

Результат.Вставить("Количество",МассТов.Количество());

Результат.Вставить("Массив",МассТов);

Возврат Результат;

КонецФункции

Функция РазложитьСтрокуВМассивПодстрок(Знач Стр, Разделитель = ",") Экспорт

МассивСтрок = Новый Массив();

Если Разделитель = " " Тогда

Стр = СокрЛП(Стр);

Пока 1=1 Цикл

Поз = Найти(Стр,Разделитель);

Если Поз=0 Тогда

МассивСтрок.Добавить(Стр);

Возврат МассивСтрок;

КонецЕсли;

МассивСтрок.Добавить(Лев(Стр,Поз-1));

Стр = СокрЛ(Сред(Стр,Поз));

КонецЦикла;

Иначе

ДлинаРазделителя = СтрДлина(Разделитель);

Пока 1=1 Цикл

Поз = Найти(Стр,Разделитель);

Если Поз=0 Тогда

МассивСтрок.Добавить(Стр);

Возврат МассивСтрок;

КонецЕсли;

МассивСтрок.Добавить(Лев(Стр,Поз-1));

Стр = Сред(Стр,Поз+ДлинаРазделителя);

КонецЦикла;

КонецЕсли;

КонецФункции // глРазложить

Функция ПроверкаПар(Массив,Строка)

Если Массив.Количество()=0 Тогда

Возврат Истина;

КонецЕсли;

Нашлось = Истина;

МассивНовый = Строка;//РазложитьСтрокуВМассивПодстрок(Строка,",");

Для каждого эл из Массив Цикл

МассивЭл = эл;//РазложитьСтрокуВМассивПодстрок(эл,",");

Если МассивЭл.Количество()=МассивНовый.Количество() Тогда

Для каждого ололо из МассивНовый Цикл

Позиция = МассивЭл.Найти(ололо);

Нашлось = Нашлось И (Позиция<>неопределено);

КонецЦикла;

Если Нашлось Тогда

Возврат Ложь;

КонецЕсли;

КонецЕсли;

КонецЦикла;

Возврат Истина;

КонецФункции

Автор: <http://1c-olympiad.prutzkow.com/>

Пояснения к коду:

&НаСервере

Процедура СформироватьНаСервере()

ТабДок.Очистить();

ЭтотОбъект=РеквизитФормыВЗначение("Отчет");

Макет = ЭтотОбъект.ПолучитьМакет("Макет");

Область = Макет.ПолучитьОбласть("Шапка");

ТабДок.Вывести(Область);

Анализ = Новый АнализДанных;

Анализ.ТипАнализа = Тип("АнализДанныхПоискАссоциаций");

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| ПродажиКомпанииОбороты.Регистратор Как ДокументПродажи,

| ПродажиКомпанииОбороты.Субконто1

|ИЗ

| РегистрБухгалтерии.ЖурналПроводок.Обороты(, , Регистратор, Счет = &Счет, , , , ) КАК ПродажиКомпанииОбороты

|ГДЕ

|ПродажиКомпанииОбороты.КорСчет = &НСчет

|УПОРЯДОЧИТЬ ПО

| ДокументПродажи";

Запрос.УстановитьПараметр("Счет",ПланыСчетов.ПланСчетов.Товары);

Запрос.УстановитьПараметр("НСчет",ПланыСчетов.ПланСчетов.Продажи);

Анализ.ИсточникДанных = Запрос.Выполнить();

Анализ.Параметры.ТипОтсеченияПравил.Значение = ТипОтсеченияПравилАссоциации.Покрытые;

Анализ.Параметры.Порядок.Значение = ТипУпорядочиванияПравилАссоциацииАнализаДанных.ПоКоличествуСлучаев;

РезультатАнализа = Анализ.Выполнить();

АнализТовар = РезультатАнализа.Правила;

МаксимумДва = 0;

КоличествоТри = 0;

КоличествоДва = 0;

МаксимумТри = 0;

МассивТри = новый Массив();

МассивДва = новый Массив();

НомерСтроки=1;

Для каждого Правило Из АнализТовар Цикл

Сообщить(Правило);

Строка = РазборПравила(Правило);

Если Строка["Количество"]=3 Тогда

Если Строка["Процент"]>=МаксимумТри Тогда

Массив = Строка["Массив"];

Если ПроверкаПар(МассивТри,Массив) Тогда

МассивТри.Добавить((Массив));

КоличествоТри = Окр(РезультатАнализа.КоличествоОбъектов\*Строка["Процент"])/100;

Область=Макет.ПолучитьОбласть("Строка");

Область.Параметры.НомерСтроки=НомерСтроки;

Область.Параметры.КолКомб=3;

Область.Параметры.Комбинации=Массив[0]+", "+Массив[1]+", "+Массив[2];

Область.Параметры.Частота=КоличествоТри;

ТабДок.Вывести(Область);

МаксимумТри = Строка["Процент"];

НомерСтроки=НомерСтроки+1;

КонецЕсли;

КонецЕсли;

КонецЕсли;

Если Строка["Количество"]=2 Тогда

Если Строка["Процент"]>=МаксимумДва Тогда

Массив = Строка["Массив"];

Если ПроверкаПар(МассивДва,Массив) Тогда

МассивДва.Добавить(Массив);

МаксимумДва = Строка["Процент"];

КоличествоДва = Окр(РезультатАнализа.КоличествоОбъектов\*Строка["Процент"])/100;

Область=Макет.ПолучитьОбласть("Строка");

Область.Параметры.НомерСтроки=НомерСтроки;

Область.Параметры.КолКомб=2;

Область.Параметры.Комбинации=Массив[0]+", "+Массив[1];

Область.Параметры.Частота=КоличествоДва;

ТабДок.Вывести(Область);

НомерСтроки=НомерСтроки+1;

КонецЕсли;

КонецЕсли;

КонецЕсли;

КонецЦикла;

ТабДок.ТолькоПросмотр=Истина;

КонецПроцедуры

Данная процедура – обработчик нажатия кнопки Сформировать. Здесь происходит очистка табличного документа от старых данных, получение данных для анализа, настройка анализа и вывод подходящих результатов.

ТабДок.Очистить();

ЭтотОбъект=РеквизитФормыВЗначение("Отчет");

Макет = ЭтотОбъект.ПолучитьМакет("Макет");

Область = Макет.ПолучитьОбласть("Шапка");

ТабДок.Вывести(Область);

В данном блоке идет очистка от старых данных, получение макета и области для вывода результата.

Анализ = Новый АнализДанных;

Анализ.ТипАнализа = Тип("АнализДанныхПоискАссоциаций");

Запрос = Новый Запрос;

Запрос.Текст = "ВЫБРАТЬ

| ПродажиКомпанииОбороты.Регистратор Как ДокументПродажи,

| ПродажиКомпанииОбороты.Субконто1

|ИЗ

| РегистрБухгалтерии.ЖурналПроводок.Обороты(, , Регистратор, Счет = &Счет, , , , ) КАК ПродажиКомпанииОбороты

|ГДЕ

|ПродажиКомпанииОбороты.КорСчет = &НСчет

|УПОРЯДОЧИТЬ ПО

| ДокументПродажи";

Запрос.УстановитьПараметр("Счет",ПланыСчетов.ПланСчетов.Товары);

Запрос.УстановитьПараметр("НСчет",ПланыСчетов.ПланСчетов.Продажи);

Анализ.ИсточникДанных = Запрос.Выполнить();

Анализ.Параметры.ТипОтсеченияПравил.Значение = ТипОтсеченияПравилАссоциации.Покрытые;

Анализ.Параметры.Порядок.Значение = ТипУпорядочиванияПравилАссоциацииАнализаДанных.ПоКоличествуСлучаев;

РезультатАнализа = Анализ.Выполнить();

В данном блоке идет получение пар «документ – товар» используя запрос, создается объект АнализДанных и настраивается (тип отсечения, порядок, источник данных, тип анализа), после чего анализ выполняется.

АнализТовар = РезультатАнализа.Правила;

МаксимумДва = 0;

КоличествоТри = 0;

КоличествоДва = 0;

МаксимумТри = 0;

МассивТри = новый Массив();

МассивДва = новый Массив();

НомерСтроки=1;

Для каждого Правило Из АнализТовар Цикл

Строка = РазборПравила(Правило);

Если Строка["Количество"]=3 Тогда

Если Строка["Процент"]>=МаксимумТри Тогда

Массив = Строка["Массив"];

Если ПроверкаПар(МассивТри,Массив) Тогда

МассивТри.Добавить((Массив));

КоличествоТри = Окр(РезультатАнализа.КоличествоОбъектов\*Строка["Процент"])/100;

Область=Макет.ПолучитьОбласть("Строка");

Область.Параметры.НомерСтроки=НомерСтроки;

Область.Параметры.КолКомб=3;

Область.Параметры.Комбинации=Массив[0]+", "+Массив[1]+", "+Массив[2];

Область.Параметры.Частота=КоличествоТри;

ТабДок.Вывести(Область);

МаксимумТри = Строка["Процент"];

НомерСтроки=НомерСтроки+1;

КонецЕсли;

КонецЕсли;

КонецЕсли;

Если Строка["Количество"]=2 Тогда

Если Строка["Процент"]>=МаксимумДва Тогда

Массив = Строка["Массив"];

Если ПроверкаПар(МассивДва,Массив) Тогда

МассивДва.Добавить(Массив);

МаксимумДва = Строка["Процент"];

КоличествоДва = Окр(РезультатАнализа.КоличествоОбъектов\*Строка["Процент"])/100;

Область=Макет.ПолучитьОбласть("Строка");

Область.Параметры.НомерСтроки=НомерСтроки;

Область.Параметры.КолКомб=2;

Область.Параметры.Комбинации=Массив[0]+", "+Массив[1];

Область.Параметры.Частота=КоличествоДва;

ТабДок.Вывести(Область);

НомерСтроки=НомерСтроки+1;

КонецЕсли;

КонецЕсли;

КонецЕсли;

КонецЦикла;

ТабДок.ТолькоПросмотр=Истина;

В данном блоке берутся результаты анализа, и выводятся в табличный документ пары и тройки товаров, без повторений и максимальной частотой.

Функция РазборПравила(Правило)

ИндексСкобочки=0;

Бегун=СтрДлина(Правило)-1;

Пока Не ИндексСкобочки И Бегун>=0 Цикл

Буква = Сред(Правило,Бегун,1);

Если(Буква="(") Тогда

ИндексСкобочки=Бегун;

КонецЕсли;

Бегун = Бегун-1;

КонецЦикла;

ПроцентСлуч = Прав(Правило,СтрДлина(Правило) - ИндексСкобочки);

//ПроцентСлуч = Лев(ПроцентСлуч, СтрДлина(ПроцентСлуч)-1);

ПроцентСлуч = Сред(ПроцентСлуч,Найти(ПроцентСлуч,";")+2);

ПроцентСлуч = Лев(ПроцентСлуч,Найти(ПроцентСлуч,";")-1);

Товары = Лев (Правило,ИндексСкобочки - 1);

Товары = СтрЗаменить(Товары,"Субконто1 = ","");

Товары = СтрЗаменить(Товары," => ",",");

МассТов = РазложитьСтрокуВМассивПодстрок(Товары, ",");

Для бегун = 0 По МассТов.Количество()-1 Цикл

МассТов[бегун] = СокрЛП(МассТов[бегун]);

КонецЦикла;

Результат = новый Соответствие();

Результат.Вставить("Процент",Число(ПроцентСлуч));

Результат.Вставить("Количество",МассТов.Количество());

Результат.Вставить("Массив",МассТов);

Возврат Результат;

КонецФункции

Данная функция преобразует строку с правилом, полученным при анализе данных, в соответствие, с полями Процент, Количество и Массив (в котором содержится список товаров).

Функция РазложитьСтрокуВМассивПодстрок(Знач Стр, Разделитель = ",") Экспорт

МассивСтрок = Новый Массив();

Если Разделитель = " " Тогда

Стр = СокрЛП(Стр);

Пока 1=1 Цикл

Поз = Найти(Стр,Разделитель);

Если Поз=0 Тогда

МассивСтрок.Добавить(Стр);

Возврат МассивСтрок;

КонецЕсли;

МассивСтрок.Добавить(Лев(Стр,Поз-1));

Стр = СокрЛ(Сред(Стр,Поз));

КонецЦикла;

Иначе

ДлинаРазделителя = СтрДлина(Разделитель);

Пока 1=1 Цикл

Поз = Найти(Стр,Разделитель);

Если Поз=0 Тогда

МассивСтрок.Добавить(Стр);

Возврат МассивСтрок;

КонецЕсли;

МассивСтрок.Добавить(Лев(Стр,Поз-1));

Стр = Сред(Стр,Поз+ДлинаРазделителя);

КонецЦикла;

КонецЕсли;

КонецФункции

Данная функция преобразует строку вида «один,два,три,четыре» в массив с элементами «один», «два», «три», «четыре».

Функция ПроверкаПар(Массив,Строка)

Если Массив.Количество()=0 Тогда

Возврат Истина;

КонецЕсли;

Нашлось = Истина;

МассивНовый = Строка;//РазложитьСтрокуВМассивПодстрок(Строка,",");

Для каждого эл из Массив Цикл

МассивЭл = эл;//РазложитьСтрокуВМассивПодстрок(эл,",");

Если МассивЭл.Количество()=МассивНовый.Количество() Тогда

Для каждого ололо из МассивНовый Цикл

Позиция = МассивЭл.Найти(ололо);

Нашлось = Нашлось И (Позиция<>неопределено);

КонецЦикла;

Если Нашлось Тогда

Возврат Ложь;

КонецЕсли;

КонецЕсли;

КонецЦикла;

Возврат Истина;

КонецФункции

Данная функция проверяет наличие списка товаров в уже встречающихся парах и тройках.

Сформированный отчет
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2002 год 2 тур

Требование

Исходная ситуация. Предприятие "Витязь" торгует рубероидом одной марки. Рубероид поступает в рулонах различной длины. Учет товара ведется на счете 41, на котором предусмотрен аналитический и количественный учет по товарам. Каждый товар имеет следующие обязательные характеристики: Код, наименование, длина рулона, отпускная цена рулона.

Отпуск товара осуществляется по заказам покупателей только целыми рулонами. Количество отпускаемого товара запрашивается покупателем в метрах.

Требуется в среде программы «1С:Бухгалтерия» разработать настройку, обеспечивающую формирование счета покупателю, исходя из заказа покупателя и учетных остатков товаров.

В счет необходимо включить такое количество рулонов, чтобы их суммарная длина была не меньше запрошенной. При этом требуется, чтобы отклонение от заказанной длины было бы минимальным.

В случае если имеющийся запас товара недостаточен для удовлетворения запроса покупателя, то необходимо предусмотреть вывод соответствующего сообщения с указанием учетного остатка.

Пример

По данным учета текущие запасы товара "Рубероид РБ22" составляют:

|  |  |  |
| --- | --- | --- |
| Метраж рулона | Кол-во рулонов | Отпускная цена |
| 27 | 12 | 270 |
| 45 | 11 | 450 |
| 33 | 21 | 330 |
| 60 | 0 | 600 |
| 22 | 17 | 220 |
| 47 | 9 | 470 |

Покупатель ООО "Фабрика грез" затребовал 260 м. товара "Рубероид РБ22".   
На основании данного требования программа сформировала следующий счет.

Счет № от " " 2000 г.

Покупатель: ООО "Фабрика грез"

Заказано: 260 м

К оплате:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Наименование | Метраж рулона | Кол-во рулонов | Метров | Сумма |
| Рубероид РБ22 | 27 | 8 | 216 | 2160 |
| Рубероид РБ22 | 22 | 2 | 44 | 440 |
| Итого |  |  | 260 | 2600 |

Решение

Для решения данной задачи требуется рассмотреть возможные варианты комбинирования рулонов в группы, подходящие под условие задачи. Используем рекурсивную функцию, для обхода всего графа комбинаций. Условием остановки поиска будет равенство длинны рулонов требуемой длине, если же варианта с равенством нет, то выбираем с минимальным отклонением от цели.

Реализация

&НаКлиенте

Процедура Сформировать(Команда)

СформироватьНаСервере();

КонецПроцедуры

&НаСервере

Процедура СформироватьНаСервере()

ЭтотОбъект=РеквизитФормыВЗначение("Отчет");

Макет = ЭтотОбъект.ПолучитьМакет("Макет");

Запрос = Новый Запрос;

Запрос.Текст =

"ВЫБРАТЬ

| ЖурналПроводокОстатки.Субконто1 КАК Рулон,

| ЖурналПроводокОстатки.Субконто2 КАК Длина,

| ЖурналПроводокОстатки.Субконто3 КАК Цена,

| ЖурналПроводокОстатки.КоличествоОстаток КАК Количество

|ИЗ

| РегистрБухгалтерии.ЖурналПроводок.Остатки КАК ЖурналПроводокОстатки

|ГДЕ

| ЖурналПроводокОстатки.Счет = &Счет

| И ЖурналПроводокОстатки.Субконто1.Ссылка = &Рулон

|

|УПОРЯДОЧИТЬ ПО

| Длина";

Запрос.УстановитьПараметр("Счет", ПланыСчетов.ПланСчетов.Товары);

Запрос.УстановитьПараметр("Рулон", Рулон);

Результат = Запрос.Выполнить();

Выборка = Результат.Выбрать();

Остатки = Новый Массив;

Пока Выборка.Следующий() Цикл

Данные = Новый Структура;

Данные.Вставить("Длина", Выборка.Длина);

Данные.Вставить("Цена", Выборка.Цена);

Данные.Вставить("Количество", Выборка.Количество);

Остатки.Добавить(Данные);

КонецЦикла;

Результат = НайтиЛучшийПуть(Остатки, Неопределено, Длина);

ТабДок.Очистить();

Рулоны = Новый Массив;

Для Каждого Элемент Из Результат.Путь Цикл

Найден = Ложь;

Для Каждого РулонЭлемент Из Рулоны Цикл

Если РулонЭлемент.Длина = Элемент.Длина Тогда

РулонЭлемент.Количество = РулонЭлемент.Количество + 1;

РулонЭлемент.Сумма = РулонЭлемент.Сумма + Элемент.Цена;

Найден = Истина;

Прервать;

КонецЕсли;

КонецЦикла;

Если Найден = Ложь Тогда

РулонЭлемент = Новый Структура;

РулонЭлемент.Вставить("Длина", Элемент.Длина);

РулонЭлемент.Вставить("Количество", 1);

РулонЭлемент.Вставить("Сумма", Элемент.Цена);

Рулоны.Добавить(РулонЭлемент);

КонецЕсли;

КонецЦикла;

ЗаголовокОбласть = Макет.ПолучитьОбласть("Заголовок");

ДанныеОбласть = Макет.ПолучитьОбласть("Данные");

ИтогОбласть = Макет.ПолучитьОбласть("Итог");

ТабДок.Вывести(ЗаголовокОбласть);

Метров = 0;

Сумма = 0;

Для Каждого РулонЭлемент Из Рулоны Цикл

ДанныеОбласть.Параметры.Рулон = Рулон;

ДанныеОбласть.Параметры.Метраж = РулонЭлемент.Длина;

ДанныеОбласть.Параметры.Количество = РулонЭлемент.Количество;

ДанныеОбласть.Параметры.Метров = РулонЭлемент.Длина \* РулонЭлемент.Количество;

ДанныеОбласть.Параметры.Сумма = РулонЭлемент.Сумма;

ТабДок.Вывести(ДанныеОбласть);

Метров = Метров + ДанныеОбласть.Параметры.Метров;

Сумма = Сумма + ДанныеОбласть.Параметры.Сумма;

КонецЦикла;

ИтогОбласть.Параметры.Метров = Метров;

ИтогОбласть.Параметры.Сумма = Сумма;

ТабДок.Вывести(ИтогОбласть);

КонецПроцедуры

&НаСервере

Функция НайтиЛучшийПуть(Остатки, ПрошлыйРезультат, Цель)

Если ПрошлыйРезультат = Неопределено Тогда

ПрошлыйРезультат = Новый Структура;

ПрошлыйРезультат.Вставить("Длина", 0);

ПрошлыйРезультат.Вставить("Путь", Новый Массив);

КонецЕсли;

ЛучшийПуть = Неопределено;

ЛучшийЭлемент = Неопределено;

ЛучшаяДлина = 0;

Для Каждого Остаток Из Остатки Цикл

Если Остаток.Количество = 0 Тогда

Продолжить;

КонецЕсли;

НоваяДлина = ПрошлыйРезультат.Длина + Остаток.Длина;

Если НоваяДлина < Цель Тогда

Остаток.Количество = Остаток.Количество - 1;

ПрошлыйРезультат.Длина = НоваяДлина;

ПрошлыйРезультат.Путь.Добавить(Остаток);

НовыйРезультат = НайтиЛучшийПуть(Остатки, ПрошлыйРезультат, Цель);

ПрошлыйРезультат.Путь.Удалить(ПрошлыйРезультат.Путь.ВГраница());

ПрошлыйРезультат.Длина = ПрошлыйРезультат.Длина - Остаток.Длина;

Остаток.Количество = Остаток.Количество + 1;

Если НовыйРезультат = Неопределено Тогда

Продолжить;

КонецЕсли;

Если НовыйРезультат.Длина >= Цель Тогда

Если ЛучшаяДлина = 0 ИЛИ (ЛучшаяДлина - Цель) > (НовыйРезультат.Длина - Цель) Тогда

ЛучшаяДлина = НовыйРезультат.Длина;

ЛучшийПуть = НовыйРезультат.Путь;

ЛучшийЭлемент = Неопределено;

КонецЕсли;

КонецЕсли;

Иначе

Если ЛучшаяДлина = 0 ИЛИ (ЛучшаяДлина - Цель) > (НоваяДлина - Цель) Тогда

ЛучшаяДлина = НоваяДлина;

ЛучшийЭлемент = Остаток;

ЛучшийПуть = Неопределено;

КонецЕсли;

КонецЕсли;

Если ЛучшаяДлина = Цель Тогда

Прервать;

КонецЕсли;

КонецЦикла;

Если ЛучшийЭлемент <> Неопределено Тогда

ЛучшийПуть = Новый Массив;

Для Каждого Прошлый Из ПрошлыйРезультат.Путь Цикл

ЛучшийПуть.Добавить(Прошлый);

КонецЦикла;

ЛучшийПуть.Добавить(ЛучшийЭлемент);

КонецЕсли;

Если ЛучшийПуть = Неопределено Тогда

Возврат Неопределено;

КонецЕсли;

Результат = Новый Структура;

Результат.Вставить("Длина", ЛучшаяДлина);

Результат.Вставить("Путь", ЛучшийПуть);

Возврат Результат;

КонецФункции

Автор: Михайлов Алексей

Пояснения к коду:

&НаСервере

Процедура СформироватьНаСервере()

ЭтотОбъект=РеквизитФормыВЗначение("Отчет");

Макет = ЭтотОбъект.ПолучитьМакет("Макет");

Запрос = Новый Запрос;

Запрос.Текст =

"ВЫБРАТЬ

| ЖурналПроводокОстатки.Субконто1 КАК Рулон,

| ЖурналПроводокОстатки.Субконто2 КАК Длина,

| ЖурналПроводокОстатки.Субконто3 КАК Цена,

| ЖурналПроводокОстатки.КоличествоОстаток КАК Количество

|ИЗ

| РегистрБухгалтерии.ЖурналПроводок.Остатки КАК ЖурналПроводокОстатки

|ГДЕ

| ЖурналПроводокОстатки.Счет = &Счет

| И ЖурналПроводокОстатки.Субконто1.Ссылка = &Рулон

|

|УПОРЯДОЧИТЬ ПО

| Длина";

Запрос.УстановитьПараметр("Счет", ПланыСчетов.ПланСчетов.Товары);

Запрос.УстановитьПараметр("Рулон", Рулон);

Результат = Запрос.Выполнить();

Выборка = Результат.Выбрать();

Остатки = Новый Массив;

Пока Выборка.Следующий() Цикл

Данные = Новый Структура;

Данные.Вставить("Длина", Выборка.Длина);

Данные.Вставить("Цена", Выборка.Цена);

Данные.Вставить("Количество", Выборка.Количество);

Остатки.Добавить(Данные);

КонецЦикла;

Результат = НайтиЛучшийПуть(Остатки, Неопределено, Длина);

ТабДок.Очистить();

Рулоны = Новый Массив;

Для Каждого Элемент Из Результат.Путь Цикл

Найден = Ложь;

Для Каждого РулонЭлемент Из Рулоны Цикл

Если РулонЭлемент.Длина = Элемент.Длина Тогда

РулонЭлемент.Количество = РулонЭлемент.Количество + 1;

РулонЭлемент.Сумма = РулонЭлемент.Сумма + Элемент.Цена;

Найден = Истина;

Прервать;

КонецЕсли;

КонецЦикла;

Если Найден = Ложь Тогда

РулонЭлемент = Новый Структура;

РулонЭлемент.Вставить("Длина", Элемент.Длина);

РулонЭлемент.Вставить("Количество", 1);

РулонЭлемент.Вставить("Сумма", Элемент.Цена);

Рулоны.Добавить(РулонЭлемент);

КонецЕсли;

КонецЦикла;

ЗаголовокОбласть = Макет.ПолучитьОбласть("Заголовок");

ДанныеОбласть = Макет.ПолучитьОбласть("Данные");

ИтогОбласть = Макет.ПолучитьОбласть("Итог");

ТабДок.Вывести(ЗаголовокОбласть);

Метров = 0;

Сумма = 0;

Для Каждого РулонЭлемент Из Рулоны Цикл

ДанныеОбласть.Параметры.Рулон = Рулон;

ДанныеОбласть.Параметры.Метраж = РулонЭлемент.Длина;

ДанныеОбласть.Параметры.Количество = РулонЭлемент.Количество;

ДанныеОбласть.Параметры.Метров = РулонЭлемент.Длина \* РулонЭлемент.Количество;

ДанныеОбласть.Параметры.Сумма = РулонЭлемент.Сумма;

ТабДок.Вывести(ДанныеОбласть);

Метров = Метров + ДанныеОбласть.Параметры.Метров;

Сумма = Сумма + ДанныеОбласть.Параметры.Сумма;

КонецЦикла;

ИтогОбласть.Параметры.Метров = Метров;

ИтогОбласть.Параметры.Сумма = Сумма;

ТабДок.Вывести(ИтогОбласть);

КонецПроцедуры

Данная процедура – обработчик нажатия кнопки Сформировать на сервере, в ней происходит получение данных об остатках рулонов в базе, составление массива остатков, вызов рекурсивной функции поиска пути, подсчет количества рулонов с группировкой по длине и вывод результата в табличный документ.

ЭтотОбъект=РеквизитФормыВЗначение("Отчет");

Макет = ЭтотОбъект.ПолучитьМакет("Макет");

В данном блоке производится получение макета, так как отчет – внешний, то чтобы получить его макет требуется перевести реквизит формы Отчет в объект и получить его макет.

Запрос = Новый Запрос;

Запрос.Текст =

"ВЫБРАТЬ

| ЖурналПроводокОстатки.Субконто1 КАК Рулон,

| ЖурналПроводокОстатки.Субконто2 КАК Длина,

| ЖурналПроводокОстатки.Субконто3 КАК Цена,

| ЖурналПроводокОстатки.КоличествоОстаток КАК Количество

|ИЗ

| РегистрБухгалтерии.ЖурналПроводок.Остатки КАК ЖурналПроводокОстатки

|ГДЕ

| ЖурналПроводокОстатки.Счет = &Счет

| И ЖурналПроводокОстатки.Субконто1.Ссылка = &Рулон

|

|УПОРЯДОЧИТЬ ПО

| Длина";

Запрос.УстановитьПараметр("Счет", ПланыСчетов.ПланСчетов.Товары);

Запрос.УстановитьПараметр("Рулон", Рулон);

Результат = Запрос.Выполнить();

Выборка = Результат.Выбрать();

Остатки = Новый Массив;

Пока Выборка.Следующий() Цикл

Данные = Новый Структура;

Данные.Вставить("Длина", Выборка.Длина);

Данные.Вставить("Цена", Выборка.Цена);

Данные.Вставить("Количество", Выборка.Количество);

Остатки.Добавить(Данные);

КонецЦикла;

В данном блоке производится получение остатков указанных рулонов на счете Товары и запись результатов в массив Остатки, записи которого являются структурами с полями Длина, Цена, Количество.

Результат = НайтиЛучшийПуть(Остатки, Неопределено, Длина);

Данная строка вызывает рекурсивную функцию поиска пути, первый параметр – начальные остатки рулонов, второй параметр – предыдущие выбранные рулоны (на начало поиска их нет, поэтому Неопределено) и третий параметр – требуемая длина. Возвращает функция структуру с полями Длина и Путь (массив из структур аналогичный массиву Остатки).

Рулоны = Новый Массив;

Для Каждого Элемент Из Результат.Путь Цикл

Найден = Ложь;

Для Каждого РулонЭлемент Из Рулоны Цикл

Если РулонЭлемент.Длина = Элемент.Длина Тогда

РулонЭлемент.Количество = РулонЭлемент.Количество + 1;

РулонЭлемент.Сумма = РулонЭлемент.Сумма + Элемент.Цена;

Найден = Истина;

Прервать;

КонецЕсли;

КонецЦикла;

Если Найден = Ложь Тогда

РулонЭлемент = Новый Структура;

РулонЭлемент.Вставить("Длина", Элемент.Длина);

РулонЭлемент.Вставить("Количество", 1);

РулонЭлемент.Вставить("Сумма", Элемент.Цена);

Рулоны.Добавить(РулонЭлемент);

КонецЕсли;

КонецЦикла;

В данном блоке полученный результат разбивается на группы рулонов, по полю Длина. Для каждой записи из Результат.Путь ищется в массиве Рулоны элемент, с такой же длиной, если элемент найден то у него добавляется количество и меняется сумма, если не найден то элемент создается и добавляется в массив Рулоны.

ЗаголовокОбласть = Макет.ПолучитьОбласть("Заголовок");

ДанныеОбласть = Макет.ПолучитьОбласть("Данные");

ИтогОбласть = Макет.ПолучитьОбласть("Итог");

ТабДок.Вывести(ЗаголовокОбласть);

Метров = 0;

Сумма = 0;

Для Каждого РулонЭлемент Из Рулоны Цикл

ДанныеОбласть.Параметры.Рулон = Рулон;

ДанныеОбласть.Параметры.Метраж = РулонЭлемент.Длина;

ДанныеОбласть.Параметры.Количество = РулонЭлемент.Количество;

ДанныеОбласть.Параметры.Метров = РулонЭлемент.Длина \* РулонЭлемент.Количество;

ДанныеОбласть.Параметры.Сумма = РулонЭлемент.Сумма;

ТабДок.Вывести(ДанныеОбласть);

Метров = Метров + ДанныеОбласть.Параметры.Метров;

Сумма = Сумма + ДанныеОбласть.Параметры.Сумма;

КонецЦикла;

ИтогОбласть.Параметры.Метров = Метров;

ИтогОбласть.Параметры.Сумма = Сумма;

ТабДок.Вывести(ИтогОбласть);

В данном блоке производится получение областей макета, вывод заголовка, вывод каждого элемента массива Рулоны с суммированием метров и суммы, и вывод итогов.

&НаСервере

Функция НайтиЛучшийПуть(Остатки, ПрошлыйРезультат, Цель)

Если ПрошлыйРезультат = Неопределено Тогда

ПрошлыйРезультат = Новый Структура;

ПрошлыйРезультат.Вставить("Длина", 0);

ПрошлыйРезультат.Вставить("Путь", Новый Массив);

КонецЕсли;

ЛучшийПуть = Неопределено;

ЛучшийЭлемент = Неопределено;

ЛучшаяДлина = 0;

Для Каждого Остаток Из Остатки Цикл

Если Остаток.Количество = 0 Тогда

Продолжить;

КонецЕсли;

НоваяДлина = ПрошлыйРезультат.Длина + Остаток.Длина;

Если НоваяДлина < Цель Тогда

Остаток.Количество = Остаток.Количество - 1;

ПрошлыйРезультат.Длина = НоваяДлина;

ПрошлыйРезультат.Путь.Добавить(Остаток);

НовыйРезультат = НайтиЛучшийПуть(Остатки, ПрошлыйРезультат, Цель);

ПрошлыйРезультат.Путь.Удалить(ПрошлыйРезультат.Путь.ВГраница());

ПрошлыйРезультат.Длина = ПрошлыйРезультат.Длина - Остаток.Длина;

Остаток.Количество = Остаток.Количество + 1;

Если НовыйРезультат = Неопределено Тогда

Продолжить;

КонецЕсли;

Если НовыйРезультат.Длина >= Цель Тогда

Если ЛучшаяДлина = 0 ИЛИ (ЛучшаяДлина - Цель) > (НовыйРезультат.Длина - Цель) Тогда

ЛучшаяДлина = НовыйРезультат.Длина;

ЛучшийПуть = НовыйРезультат.Путь;

ЛучшийЭлемент = Неопределено;

КонецЕсли;

КонецЕсли;

Иначе

Если ЛучшаяДлина = 0 ИЛИ (ЛучшаяДлина - Цель) > (НоваяДлина - Цель) Тогда

ЛучшаяДлина = НоваяДлина;

ЛучшийЭлемент = Остаток;

ЛучшийПуть = Неопределено;

КонецЕсли;

КонецЕсли;

Если ЛучшаяДлина = Цель Тогда

Прервать;

КонецЕсли;

КонецЦикла;

Если ЛучшийЭлемент <> Неопределено Тогда

ЛучшийПуть = Новый Массив;

Для Каждого Прошлый Из ПрошлыйРезультат.Путь Цикл

ЛучшийПуть.Добавить(Прошлый);

КонецЦикла;

ЛучшийПуть.Добавить(ЛучшийЭлемент);

КонецЕсли;

Если ЛучшийПуть = Неопределено Тогда

Возврат Неопределено;

КонецЕсли;

Результат = Новый Структура;

Результат.Вставить("Длина", ЛучшаяДлина);

Результат.Вставить("Путь", ЛучшийПуть);

Возврат Результат;

КонецФункции

Данная функция рекурсивна, производит поиск такой комбинации остатков рулонов, которая в длине будет не меньше указанной. Для начала проверяется есть ли предыдущий результат, то есть вызвана ли функция рекурсивно. Если предыдущий результат не определен, то структура создается, с начальными данными (путь пуст и длина 0). Далее происходит проверка каждого рулона из остатков, количество которого не нулевое. Проверяется следующим образом – длина рулона прибавляется к начальной (предыдущий результат), если новая длина меньше требуемой, то рекурсивно вызываем функцию, предварительно уменьшив количество выбранных рулонов и указав нужный предыдущий результат, после получения рекурсивного результата отменяем изменения, чтобы продолжить поиск по другим веткам графа. Если длина по данной ветке больше либо равна целевой и лучше, чем предыдущий сохраненный результат или такого нет, то запоминаем данный выбор. Если же новая длина больше либо равна целевой, то опять же сверяемся с предыдущим сохраненным результатом. Далее проверяем насколько точно подходит результат, если длина точно равна целевой – завершаем поиск. После обхода всех рулонов, составляется структура результата с полями Длина и Путь.
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